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CONVERTING IMAGES IN VIRTUAL
ENVIRONMENTS

Matter enclosed in heavy brackets | ] appears in the
original patent but forms no part of this reissue specifica-
tion; matter printed in italics indicates the additions
made by reissue; a claim printed with strikethrough
indicates that the claim was canceled, disclaimed, or held
invalid by a prior post-patent action or proceeding.

BACKGROUND

1. Field

The disclosure relates generally to an improved data
processing system and more specifically to virtual environ-
ments. Even more specifically, the disclosure relates to

images running on virtual machines 1n virtual environments.
2. Description of the Related Art

Virtual environments are commonly used in data process-
ing systems. A virtual environment 1s software that runs a set
of virtual machines on a set of data processing systems. A
virtual machine 1s a collection of virtual hardware on which
other software 1s run. The other software commonly 1includes
an operating system. The virtual environment causes the
data processing system to run commands sent by the other
software to the virtual hardware on real-world hardware
associated with the data processing system. Examples of
virtual environments include Amazon EC2 by Amazon.com,
Inc. 1n Seattle, Wash., VMWare ESX1 by VMWare, Inc. 1n
Palo Alto, Calif., and Microsoit Hyper-V by Microsofit, Inc.
in Redmond, Wash.

The virtual environment causes the data processing sys-
tem to run the commands differently, depending on the
virtual hardware being accessed by the software running on
the virtual machine. For example, commands to perform a
calculation on a virtual processor are typically sent to the
real-world processor to be performed. However, commands
to store data on a virtual hard drive are typically stored 1n a
set of files stored on a set of real-world disks. Each of the set
of files may represent an entire drive for the virtual machine.

It 1s often desirable to convert a virtual machine from one
virtual environment to another. For example, a company
may convert a virtual machine running on Amazon EC2 to
a virtual machine running on VMWare ESXi1. Fach virtual
environment may have an image type for the virtual hard
drive specific to the type of virtual environment. For
example, a virtual hard drive used by Amazon EC2 may not
be usable by VMWare ESXi. Additionally, each wvirtual
environment may use different virtual hardware. A different
device driver may be used to communicate with the different
virtual hardware. Configuration settings may also vary
between the virtual environments, such as network configu-
ration settings.

Because of the diflerences in virtual environments, the
process for converting between virtual environments typi-
cally involves creating a virtual machine 1n the new virtual
environment and starting both the virtual machine 1n the new
virtual environment and the virtual machine in the old
virtual environment. The user then installs the desired oper-
ating system on the new virtual machine, 1nstalls the proper
device drivers for the new virtual environment, and copies
data from the old wvirtual machine to the new wvirtual
machine.
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2

formatted for a first virtual environment. A second 1mage 1s
created, wherein the second image 1s non-specific to any
virtual environment. A determination 1s made whether a
portion of {iles to be copied from the first virtual image to the
second virtual 1mage should be replaced using a compat-
ibility matrix, wherein the compatibility matrix i1dentifies
changes between the first virtual environment and a second
virtual environment. A replacement for the portion of the
files 1s copied to the second 1mage using the compatibility
matrix responsive to a determination that the portion of the
files 1n the set of files should be replaced. The file 1s copied
to the second 1mage responsive to an absence of a determi-
nation that the each file in the set of files should be replaced.

BRIEF DESCRIPTION OF THE SEVERAL
VIEWS OF THE DRAWINGS

FIG. 1 depicts an 1llustration of a data processing system
in accordance with an illustrative embodiment;

FIG. 2 depicts an 1llustration of a virtual image conversion
environment 1n accordance with an 1llustrative embodiment;

FIG. 3 depicts an 1llustration of a compatibility matrix in
accordance with an 1illustrative embodiment;

FIG. 4 depicts an 1llustration of a source hypervisor entry
in a compatibility matrix in accordance with an illustrative
embodiment;

FIG. 5 depicts an 1llustration of a target hypervisor entry
in a compatibility matrix in accordance with an illustrative
embodiment;

FIG. 6 depicts a flowchart of a process for converting a
first image for a virtual machine formatted for a first virtual
environment 1n accordance with an 1llustrative embodiment;
and

FIG. 7 depicts a flowchart of a process for converting a
source 1mage for a source virtual machine formatted for a
source virtual environment to a target image for a target
virtual machine formatted for a target virtual environment in
accordance with an 1llustrative embodiment.

DETAILED DESCRIPTION

As will be appreciated by one skilled in the art, the present
invention may be embodied as a system, method or com-
puter program product. Accordingly, the present invention
may take the form of an entirely hardware embodiment, an
entirely software embodiment (including firmware, resident
soltware, micro-code, etc.) or an embodiment combining
solftware and hardware aspects that may all generally be
referred to heremn as a “circuit,” “module” or “system.”
Furthermore, the present invention may take the form of a
computer program product embodied 1n any tangible
medium of expression having computer usable program
code embodied 1n the medium.

Any combination of one or more computer usable or
computer readable medium(s) may be utilized. The com-
puter-usable or computer-readable medium may be, for
example but not limited to, an electronic, magnetic, optical,
clectromagnetic, mfrared, or semiconductor system, appa-
ratus, device, or propagation medium. More specific
examples (a non-exhaustive list) of the computer-readable
medium would include the following: an electrical connec-
tion having one or more wires, a portable computer diskette,
a hard disk, a random access memory (RAM), a read-only
memory (ROM), an erasable programmable read-only
memory (EPROM or Flash memory), an optical fiber, a
portable compact disc read-only memory (CDROM), an
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optical storage device, a transmission media such as those
supporting the Internet or an intranet, or a magnetic storage
device.

Note that the computer-usable or computer-readable
medium could even be paper or another suitable medium
upon which the program 1s printed, as the program can be
clectronically captured, via, for mnstance, optical scanning of
the paper or other medium, then compiled, iterpreted, or
otherwise processed 1n a suitable manner, 11 necessary, and
then stored 1n a computer memory. In the context of this
document, a computer-usable or computer-readable medium
may be any medium that can contain, store, communicate,
propagate, or transport the program for use by or in con-
nection with the instruction execution system, apparatus, or
device. The computer-usable medium may include a propa-
gated data signal with the computer-usable program code
embodied therewith, either 1n baseband or as part of a carrier
wave. The computer usable program code may be transmit-
ted using any appropriate medium, including but not limited
to wireless, wireline, optical fiber cable, RF, efc.

Computer program code for carrying out operations of the
present invention may be written 1n any combination of one
or more programming languages, imcluding an object ori-
ented programming language such as Java, Smalltalk, C++
or the like and conventional procedural programming lan-
guages, such as the “C” programming language or similar
programming languages. The program code may execute
entirely on the user’s computer, partly on the user’s com-
puter, as a stand-alone software package, partly on the user’s
computer and partly on a remote computer or entirely on the
remote computer or server. In the latter scenario, the remote
computer may be connected to the user’s computer through
any type of network, including a local area network (LAN)
or a wide area network (WAN), or the connection may be
made to an external computer (for example, through the
Internet using an Internet Service Provider).

The present invention 1s described below with reference
to flowchart illustrations and/or block diagrams of methods,
apparatuses (systems) and computer program products
according to embodiments of the invention. It will be
understood that each block of the flowchart illustrations
and/or block diagrams, and combinations of blocks 1n the
flowchart 1llustrations and/or block diagrams, can be 1mple-
mented by computer program instructions.

These computer program 1nstructions may be provided to
a processor of a general purpose computer, special purpose
computer, or other programmable data processing apparatus
to produce a machine, such that the instructions, which
execute via the processor of the computer or other program-
mable data processing apparatus, create means for imple-
menting the functions/acts specified 1n the tlowchart and/or
block diagram block or blocks. These computer program
instructions may also be stored mm a computer-readable
medium that can direct a computer or other programmable
data processing apparatus to function 1n a particular manner,
such that the instructions stored in the computer-readable
medium produce an article of manufacture including mnstruc-
tion means which implement the function/act specified in the
flowchart and/or block diagram block or blocks.

The computer program instructions may also be loaded
onto a computer or other programmable data processing
apparatus to cause a series of operational steps to be per-
formed on the computer or other programmable apparatus to
produce a computer implemented process such that the
instructions which execute on the computer or other pro-
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4

grammable apparatus provide processes for implementing
the functions/acts specified in the flowchart and/or block
diagram block or blocks.

Turning now to FIG. 1, an illustration of a data processing,
system 1s depicted 1n accordance with an 1llustrative
embodiment. In this illustrative example, data processing
system 100 includes communications fabric 102, which
provides communications between processor unit 104,
memory 106, persistent storage 108, communications unit

110, mput/output (I/O) unit 112, and display 114.

Processor unit 104 serves to execute instructions for
soltware that may be loaded into memory 106. Processor
unit 104 may be a set of processors, a multi-processor core,
or some other type of processor, depending on the particular
implementation. A “number”, as used herein with reference
to an 1tem, means “one or more items”. Further, processor
unit 104 may be implemented using a set of heterogeneous
processor systems 1in which a main processor 1s present with
secondary processors on a single chip. As another illustra-
tive example, processor unit 104 may be a symmetric
multi-processor system containing multiple processors of
the same type.

Memory 106 and persistent storage 108 are examples of
storage devices 116. A storage device 1s any piece of
hardware that 1s capable of storing information, such as, for
example, without limitation, data, program code 1n func-
tional form, and/or other suitable information either on a
temporary basis and/or a permanent basis. Memory 106, in
these examples, may be, for example, a random access
memory or any other suitable volatile or non-volatile storage
device. Persistent storage 108 may take various forms,
depending on the particular implementation.

For example, persistent storage 108 may contain one or
more components or devices. For example, persistent stor-
age 108 may be a hard drive, a flash memory, a rewritable
optical disk, a rewritable magnetic tape, or some combina-
tion of the above. The media used by persistent storage 108
also may be removable. For example, a removable hard
drive may be used for persistent storage 108.

Communications unit 110, 1n these examples, provides for
communications with other data processing systems or
devices. In these examples, communications unit 110 1s a
network interface card. Communications unit 110 may pro-
vide communications through the use of either or both
physical and wireless communications links.

Input/output unit 112 allows for mput and output of data
with other devices that may be connected to data processing
system 100. For example, input/output unit 112 may provide
a connection for user mput through a keyboard, a mouse,
and/or some other suitable input device. Further, mput/
output unit 112 may send output to a printer. Display 114
provides a mechanism to display information to a user.

Instructions for the operating system, applications, and/or
programs may be located in storage devices 116, which are
in communication with processor unit 104 through commu-
nications fabric 102. In these illustrative examples, the
instructions are 1 a functional form on persistent storage
108. These 1nstructions may be loaded into memory 106 for
execution by processor unit 104. The processes of the
different embodiments may be performed by processor unit
104 using computer implemented instructions, which may
be located 1n a memory, such as memory 106.

These nstructions are referred to as program code, com-
puter usable program code, or computer readable program
code that may be read and executed by a processor 1n
processor unit 104. The program code in the different
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embodiments may be embodied on different physical or
computer readable storage media, such as memory 106 or
persistent storage 108.

Program code 118 1s located in a functional form on
computer readable media 120 that 1s selectively removable
and may be loaded onto or transierred to data processing
system 100 for execution by processor umt 104. Program
code 118 and computer readable media 120 form computer
program product 122 1n these examples. In one example,
computer readable media 120 may be computer readable
storage media 124 or computer readable signal media 126.
Computer readable storage media 124 may include, for
example, an optical or magnetic disk that 1s inserted or
placed mto a drive or other device that 1s part of persistent
storage 108 for transfer onto a storage device, such as a hard
drive, that 1s part of persistent storage 108. Computer
readable storage media 124 also may take the form of a
persistent storage, such as a hard drive, a thumb drive, or a
flash memory, that 1s connected to data processing system
100. In some 1nstances, computer readable storage media
124 may not be removable from data processing system 100.
In these illustrative examples, computer readable storage
media 124 1s a non-transitory computer readable storage
medium.

Alternatively, program code 118 may be transferred to
data processing system 100 using computer readable signal
media 126. Computer readable signal media 126 may be, for
example, a propagated data signal containing program code
118. For example, computer readable signal media 126 may
be an electromagnetic signal, an optical signal, and/or any
other suitable type of signal. These signals may be trans-
mitted over communications links, such as wireless com-
munications links, optical fiber cable, coaxial cable, a wire,
and/or any other suitable type of communications link. In
other words, the communications link and/or the connection
may be physical or wireless 1n the 1llustrative examples.

In some 1llustrative embodiments, program code 118 may
be downloaded over a network to persistent storage 108
from another device or data processing system through
computer readable signal media 126 for use within data
processing system 100. For instance, program code stored in
a computer readable storage medium 1n a server data pro-
cessing system may be downloaded over a network from the
server to data processing system 100. The data processing
system providing program code 118 may be a server com-
puter, a client computer, or some other device capable of
storing and transmitting program code 118.

Data processing system 100 may be used to convert a
virtual 1mage from one virtual environment to another
virtual environment. For example, a virtual image may be
stored 1n persistent storage 108. Processor unit 104 may run
program code 118 and create a second virtual 1mage in
persistent storage 108. The first virtual image may be loaded,
at least 1n part, into memory 106 for the conversion. Pro-
cessor unit 104 may locate a compatibility matrix in persis-
tent storage 108 for use during the conversion. Alternatively,
data processing system 100 may receive part or all of the
compatibility matrix using communications unit 110. For
example, part or all of the compatibility matrix may be
received over a network.

The different components illustrated for data processing
system 100 are not meant to provide architectural limitations
to the manner in which different embodiments may be
implemented. The different 1llustrative embodiments may be
implemented 1n a data processing system including compo-
nents 1n addition to or 1n place of those 1llustrated for data
processing system 100. Other components shown 1n FIG. 1
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can be varied from the illustrative examples shown. The
different embodiments may be implemented using any hard-
ware device or system capable of running program code. As
one example, the data processing system may include
organic components integrated with morganic components
and/or may be comprised entirely of organic components
excluding a human being. For example, a storage device
may be comprised of an organic semiconductor.

As another example, a storage device 1n data processing
system 100 1s any hardware apparatus that may store data.
Memory 106, persistent storage 108, and computer readable
media 120 are examples of storage devices 1n a tangible
form.

In another example, a bus system may be used to 1imple-
ment communications fabric 102 and may be comprised of
one or more buses, such as a system bus or an input/output
bus. Of course, the bus system may be implemented using
any suitable type of architecture that provides for a transfer
of data between different components or devices attached to
the bus system. Additionally, a communications unit may
include one or more devices used to transmit and receive
data, such as a modem or a network adapter. Further, a
memory may be, for example, memory 106, or a cache, such
as found 1n an interface and memory controller hub that may
be present 1n communications fabric 102.

The different illustrative embodiments recognize and take
into account several considerations. For example, the dii-
terent 1llustrative embodiments recognize that starting vir-
tual machines and reinstalling operating systems to convert
virtual machines from one virtual environment to another 1s
time intensive. Additionally, user error may occur 1n 1nstal-
lation of device drivers or configuration of operating system
settings 1n the new virtual machine.

The different 1llustrative embodiments also recognize and
take 1nto account that converting the virtual machine from
one virtual environment to another virtual environment may
be performed while the virtual machine 1s offline. A virtual
machine 1s oflline when the virtual machine 1s not runming,
in a hypervisor. When the virtual machine 1s offline, the
virtual machine 1s represented 1n the form of a virtual 1image
on a physical disk.

Additionally, a compatibility matrix may be used to
identify files that should be replaced while the contents of
the old virtual machine are copied to the new wvirtual
machine. The configuration settings, device drivers, and
other software may be installed or configured during the
conversion that ensures that conversions of virtual machines
are performed consistently, regardless of the user perform-
ing the conversion.

Thus, the different illustrative embodiments provide a
method, computer program product, and apparatus for con-
verting a first image for a virtual machine formatted for a
first virtual environment. A second 1image 1s created, wherein
the second 1mage 1s non-specific to any virtual environment.
A determination 1s made whether a portion of files to be
copied from the first virtual image to the second virtual
image should be replaced using a compatibility matrix,
wherein the compatibility matrix identifies changes between
the first virtual environment and a second virtual environ-
ment. A replacement for the portion of the files 1s copied to
the second 1mage using the compatibility matrix responsive
to a determination that the portion of the files 1n the set of
files should be replaced. The file 1s copied to the second
image responsive to an absence of a determination that the
cach file in the set of files should be replaced.

Turning now to FIG. 2, an 1llustration of a virtual image
conversion environment 1s depicted 1 accordance with an
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illustrative embodiment. Virtual image conversion environ-
ment 200 may be implemented 1n a set of computer systems.
For example, virtual image conversion environment 200
may be implemented in one computer system, such as data
processing system 100 1n FIG. 1. Alternatively, components
of virtual image conversion environment 200 may be located
in a set of computer systems. In these examples, virtual
image conversion environment 200 1s implemented 1n com-
puter system 202.

Computer system 202 1s a data processing system, such as
data processing system 100 1n FIG. 1. Computer system 202
contains virtual environment 204, compatibility matrix 206,
virtual environment 208, and 1mage 218.

Virtual environment 204 is software that runs on com-
puter system 202. Virtual environment 204 causes computer
system 202 to run commands sent by virtual machine 210 on
hardware associated with computer system 202. For
example, virtual environment 204 may send and receive
network communications using real world hardware asso-
cliated with computer system 202 on behalf of virtual
machine 210. In this way, virtual environment 204 runs as an
intermediary between computer system 202 and virtual
machine 210. In these examples, virtual environment 204 1s
hypervisor 205. Of course, 1n some 1illustrative embodi-
ments, virtual environment 204 may contain multiple hyper-
visors 205. For example, virtual environment 204 may
contain multiple hypervisors 205 when virtual environment
204 1s running on multiple computer systems configured to
share processing operations among the computer systems,
such as a cloud environment.

Virtual machine 210 1s a collection of virtual hardware on
which other software 1s run. For example, virtual machine
210 has a virtual processor that runs an operating system.
Virtual machine 210 also may have one or more virtual hard
disk. The wvirtual hard disk stores and retrieves data as
requested by soltware running on virtual machine 210.
However, the virtual hard disks are stored on a physical disk
associated with computer system 202 in the form of 1image
212. Image 212 1s a file on the physical disk associated with
computer system 202 that contains all data virtual machine
210 stores on a virtual hard disk.

Image 212 contains files 214. Files 214 are files that are
stored 1n a file system by virtual machine 210 in response to
istructions from software running on virtual machine 210.
Files 214 may include, for example, operating system files,
data files, or other suitable files. Other examples of files 214
are executable programs, such as operating system binaries,
and device drivers.

In these examples, computer system 202 receives an input
to convert virtual machine 210 running 1n virtual environ-
ment 204 to virtual machine 216 runming on virtual envi-
ronment 208. Virtual environment 208 1s a virtual environ-
ment like wvirtual environment 204 such that wvirtual
environment 208 and virtual environment 204 have the same
hardware architecture, memory address space size for bina-
ries running in virtual environments 208 and 204, and type
and version of operating system of virtual machines 210 and
216, respectively. Hardware architecture 1s the design of the
processor being used. For example, the hardware architec-
ture may be x86. Memory address space size 1s the size of
the space that may be used by the application in memory. For
example, the memory address space size may be 32-bait.
However, virtual environment 208 uses a diflerent image
format, file system layout, operating system configuration
settings, and device drivers than virtual environment 204.
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For example, virtual environment 204 may be Amazon EC2,
and virtual environment 208 may be VMWare ESXi1. The
input may be a user iput.

Computer system 202 creates image 218. Image 218 1s a
virtual hard disk image that 1s not specific to any virtual
environment 220. Image 218 begins as a blank image. For
example, image 218 may be a blank virtual hard disk image
in raw 1mage format 222. Raw 1mage format 222 1s a format
in which data 1s divided into sectors and stored in the 1image.

Once 1mage 218 1s created, computer system 202 pro-
cesses compatibility matrix 206. Compatibility matrix 206 1s
a data source that describes the modifications to be made to
an 1mage configured to run on a virtual machine 1n one
virtual environment to use the image in another virtual
machine 1n another virtual environment.

Compatibility matrix 206 describes configuration of file
system 223 used by virtual environment 208. For example,
in an 1llustrative environment 1n which virtual environment
208 1s Amazon EC2, compatibility matrix 206 describes file
system 223 to be created 1n 1image 218 such that image 218
contains three partitions: a root partition, a storage partition,
and a swap partition. Computer system 202 configures
image 218 for use 1n virtual environment 208 by creating file
system 223 according to the description in compatibility
matrix 206 with respect to the type of virtual environment
208.

Compatibility matrix 206 also describes changes 224 to
be made while copying image 212 to image 218 such that
image 218 1s usable on virtual machine 216 running 1in
virtual environment 208. Changes 224 are replacement {files
236 that are copied to image 218 instead of portion 230 of
files 214. Portion 230 1s a set of files described 1n compat-
ibility matrix 206 as being incompatible and/or unusable
with virtual machine 216 running in virtual environment
208. Replacement files 236 may be located 1n library of files
238. Library of files 238 1s a collection of replacement files
236. The collection may be divided 1n a set of different ways.
For example, collection of replacement files 236 may be
divided by the particular operating system, virtual environ-
ment with which the files are compatible, and/or other
suitable factors. Library of files 238 takes the form of a
folder hierarchy in one illustrative embodiment.

Compatibility matrix 206 also describes software 226 to
be stalled on 1image 218 such that image 218 1s usable 1n
virtual machine 216. For example, software 226 may consist
ol set of device drivers 228 for virtual hardware on virtual
machine 216. In one 1llustrative embodiment, set of device
drivers 228 consists of a display driver and a network
interface card driver.

Once computer system 202 identifies changes 224, and
soltware 226, computer system 202 begins copying files 214
to 1mage 218. Some of files 214 make up operating system
229. Operating system 229 is software that runs on virtual
machine 210 or virtual machine 216 to allow other software
to communicate with the virtual hardware of virtual machine
210 or virtual machine 216. For example, operating system
229 may be Fedora Linux.

While computer system 202 copies files 214, computer
system 202 also processes changes 224. Computer system
202 processes changes 224 by not copying portion 230 of
files 214 1dentified in compatibility matrix 206. Instead,
computer system 202 stores replacement files 236 1n image
218 1n place of portion 230.

Replacement files 236 are a set of {iles that are specific to
virtual environment 208. In other words, replacement {iles
236 are used when running image 218 on virtual machine
216 to allow 1mage 218 to be usable by virtual machine 216.
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In these examples, portion 230 consists of kernel files 232
and ram disk files 234. Kemel files 232 are files used by an
operating system, such as operating system 229, to commu-
nicate with virtual hardware, such as the virtual hardware of
virtual machine 216. Ramdisk files 234 are files loaded 1nto
the virtual main memory of virtual machine 216 during the
startup process of virtual machine 216. Of course, kernel
files 232 and ramdisk files 234 are merely examples of types
of files that may be replaced using portion 320 and replace-
ment files 236. In other 1llustrative embodiments, other types
of files may be replaced using portion 320 and replacement
files 236.

Once copying of files 214 1s complete, computer system
202 then nstalls software 226 onto 1image 218. Software 226
consists of set of device drnivers 228 1n these examples. Set
of device drivers 228 are software that describes how
operating system 229 may communicate with virtual hard-
ware 1n virtual machine 216. For example, set of device
drivers 228 may consist of a display driver, a network driver,
an put device dniver, other suitable device drnivers. Of
course, computer system 202 may also install software 226
during the copying process.

Computer system 202 then performs set of modifications
240 to operating system 229. Set of modifications 240 are
changes to configuration settings that allow operating sys-
tem 229 to be configured for virtual machine 216 1n virtual
environment 208. In other words, set of modifications 240
are changes to system configuration settings that are specific
to the virtual hardware of virtual machine 216. For example,
set of modifications 240 may consist of network settings,
disk configuration or layout settings, or other suitable set-
tings.

Image 218 1s now 1n hypervisor-specific form 242. Hyper-
visor-specific Torm 242 1s a format usable by virtual envi-
ronment 208. In these examples, virtual environment 208 1s
hypervisor 244. In some 1llustrative embodiments, computer
system 202 then associates image 218 with virtual machine
216. For example, computer system 202 may set virtual
machine 216 to use image 218 as the primary startup disk for
virtual machine 216. Virtual machine 216 may then be
started 1n virtual environment 208.

The illustration of virtual 1image conversion environment
200 1s not meant to imply physical or architectural limita-
tions to the manner in which different features may be
implemented. Other components 1 addition to and/or 1n
place of the ones illustrated may be used. Some components
may be unnecessary in some illustrative embodiments. Also,
the blocks are presented to illustrate some functional com-
ponents. One or more of these blocks may be combined
and/or divided into different blocks when implemented 1n
different illustrative embodiments.

For example, virtual environment 204 may run on com-
puter system 202, while virtual environment 208 may be run
on another computer system. Additionally, portion 230 may
contain other types of files described by compatibility matrix
206 than kernel files 232 and ram disk files 234. For
example, portion 230 may also contain library files.

Additionally, software 226 may consist of additional
soltware besides set of device drivers 228. For example,
software 226 may also consist of network management
software.

Turning now to FIG. 3, an 1illustration of a compatibility
matrix 1s depicted 1n accordance with an illustrative embodi-
ment. Compatibility matrix 300 1s an example implementa-
tion of compatibility matrix 206 in FIG. 2. Compatibility
matrix 300 describes modifications that are to be performed
when converting a virtual image from a particular hypervi-
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sor to another hypervisor. For example, compatibility matrix
300 may be used to describe the modifications to be per-
formed when converting an 1image running Fedora Linux
version 11 from VMWare ESXi1 to Amazon Machine Image.
In these examples, compatibility matrix 300 1s designed by
a human operator.

Compatibility matrix 300 has three axes 1n this 1llustrative
embodiment: operating system version axis 302, hypervisor
axis 304, and operating system type axis 306. When a
computer system converts an image irom one hypervisor to
another, the computer system 1dentifies the operating system
and version installed in the 1image running in the source
hypervisor by finding the entries on operating system type
axis 306 and operating system version axis 302 associated
with the appropriate operating system and version. For
example, the 1mage running 1n the source hypervisor may
have SuSE Enterprise Linux Server (SLES) 10.3 1nstalled.

The computer system then identifies the hypervisor run-
ning the source 1image and the target hypervisor for the new
image. The computer system uses compatibility matrix 300
to locate the entries associated with the two hypervisors that
are also associated with the appropriate operating system
and version. For example, assume the hypervisor running
the source 1image 1s Amazon Machine Image, the operating
system 1s SuSE Enterprise Linux Server version 10.3, and
the target hypervisor 1s VMWare ESXi. The computer
system would use compatibility matrix to identily entry 308
and entry 310. Each of entry 308 and 310 contain the
appropriate files, software, and configuration settings for the
respective hypervisors running the particular operating sys-
tem.

FIGS. 4 and 5 are examples of entries 308 and 310 1n
compatibility matrix 300. FIGS. 4 and 3 depict examples of
files, configuration settings, and drivers that are installed or
copied into the new 1image to run the new 1mage 1n the target
hypervisor.

Turning now to FIG. 4, an 1llustration of a source hyper-
visor entry 1 a compatibility matrix 1s depicted i accor-
dance with an 1illustrative embodiment. Source hypervisor
entry 400 1s an example implementation of entry 310 1n FIG.
3.

Source hypervisor entry 400 describes details of the
configuration of the source hypervisor image for the con-
version 1n this illustrative embodiment. The source hyper-
visor 1s an example of virtual environment 204 1n FIG. 2.
Entry 402 indicates that the image type of the image to be
converted 1s a disk image. The computer system processing
source hypervisor entry 400 uses entry 402 to identify how
the source 1mage 1s to be loaded for the copying of data to
the target image.

Entry 404 describes specifics of network configuration
used by the source hypervisor. No data 1s stored 1n entry 404,
sO no action 1s performed 1n response to entry 404. Entry 406
describes the layout of the file system 1n the source hyper-
visor. The layout of the file system may describe mount
points or drives that are used by the source hypervisor. No
data 1s stored in entry 406, so no action 1s performed 1n
response to entry 406.

Entry 408 describes the configuration of Rivest, Shamir
and Adleman (RSA) keys in the source hypervisor. A
hypervisor may use RSA keys stored in particular locations
in order to encrypt and decrypt data stored 1n the image or
communicated on a network. No data 1s stored 1n entry 408,
sO no action 1s performed 1n response to entry 408. Entry 410
describes software services that are configured to startup
with the operating system on the source hypervisor. In this
illustrative example, the VMWare Tools software may be
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present on the source 1mage. In such an 1llustrative example,
entry 408 may also contain instructions for removing
VMWare Tools when converting an image from a source
hypervisor to a target hypervisor. For example, the instruc-
tions may include files not to be copied, files to be replaced,
or changes to be made to particular files.

Entry 412 describes the kernel files and ram disk files used
by the source hypervisor. In this i1llustrative example, entry
412 describes that a ram disk and VM Ware-compatible
kernel files are to be installed for the source hypervisor.
Entry 412 describes information used to convert an image to
the hypervisor described by source hypervisor entry 400.
Because source hypervisor entry 400 i1s directed to the
source hypervisor in this illustrative example, the directives
in entry 412 are i1gnored.

Of course, the contents of source hypervisor entry 400 are
exemplary and should not be construed as limiting. Source
hypervisor entry 400 may have additional entries and/or
data, or fewer entries and/or less data. For example, source
hypervisor entry 400 may also have an entry describing
display settings used by the source hypervisor.

Turning now to FIG. 3, a target hypervisor entry in a
compatibility matrix 1s depicted in accordance with an
illustrative embodiment. Target hypervisor entry 500 1s an
example implementation of entry 308 in FIG. 3.

Target hypervisor entry 500 describes details of the con-
figuration of the target hypervisor for the conversion in this
illustrative embodiment. The target hypervisor 1s an example
of virtual environment 208 1 FIG. 2. Entry 502 describes
the type of 1image used by the target hypervisor. In this
illustrative example, entry 502 describes that the image 1s to
be a partition 1mage. A partition 1image 1s an image that
contains data for only particular partitions in the wvirtual
image. Thus, 1n some illustrative examples, not all partitions
used 1n the target hypervisor are contained in the virtual
image. For example, a swap partition may not be present 1n
a virtual image when entry 502 describes that the image 1s
to be a partition 1mage. Prior to files being copied to the
image, soltware installed, and modifications made, the com-
puter system converts the raw 1mage, such as image 218, to
a partition 1mage 1n accordance with entry 502.

Entry 504 indicates that the ethO network interface 1s to be
created in the target image. EthO 1s an idenftifier for a
particular network adapter in the operating system. The
computer system may install a set of device drivers, such as
set of device drivers 228 in FIG. 2, and/or make set of
modifications 240 to operating system configuration settings
to create the virtual ethO network interface.

Entry 506 describes the file system layout used by the
target hypervisor. The first drive 1s mounted at the root of the
file system (*/”’). The second drive 1s mounted 1n the file
system at the folder (*/mnt”), and the third drive 1s mounted
as swap space. Swap space 1s disk space used as an extension
of main memory when main memory 1s not large enough to
contain the data loaded into main memory. The computer
system may 1nstall a set of device drivers, such as set of
device drivers 228 1n FIG. 2, and/or make set of modifica-
tions 240 to operating system configuration settings to create
the virtual file system described 1n entry 506.

Entry 508 describes the configuration of Rivest, Shamir
and Adleman (RSA) keys in the source hypervisor. A
hypervisor may use RSA keys stored in particular locations
in order to encrypt and decrypt data stored 1n the 1mage or
communicated on a network. In this illustrative embodi-
ment, the computer system will store RSA keys in the
illustrated folder when converting the image for use 1n the
target hypervisor.
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Entry 510 describes the software services that are run at
system startup. Since entry 310 described that VMWare
tools are to be removed 11 present in the source image, the
VMWare tools are to be removed from the image for use
under the target hypervisor. Entry 512 describes the kernel
files and ram disk files that are used by the operating system
in the virtual machine to commumnicate with the virtual
hardware 1in the virtual machine. Entry 512 describes the
kernel files that are to be installed. In some 1illustrative
embodiments, the kernel files may be located 1n a library of
files 1n which particular files are associated with the com-
binations of operating systems, versions, and hypervisors
with which they are compatible. In this illustrative embodi-
ment, the package “kernel-xenpae-2.6.16.60-
0.29.1586.rpm” 1s to be installed 1n the target image during
the conversion.

Of course, the contents of target hypervisor entry 500 are
exemplary and should not be construed as limiting. Target
hypervisor entry 500 may have additional entries and/or
data, or fewer entries and/or less data. For example, target
hypervisor entry 500 may also have an entry describing
display settings used by the target hypervisor.

With reference now to FIG. 6, a process for converting a
first image for a virtual machine formatted for a first virtual
environment 1s depicted 1n accordance with an illustrative
embodiment. The process may be implemented by computer
system 202 1n FIG. 2.

The process begins by creating a second 1image (step 602).
The second 1mage 1s non-specific to any virtual environ-
ment. For example, the second 1image may be 1n a raw
format. The process then formats the second image for a
second virtual environment (step 604). In these examples,
the process formats the second 1mage by creating a number
of partitions and a file system on each partition, as described
in a compatibility matrix with respect to the second virtual
environment. The process then determines whether a portion
of the files to be copied from the first virtual 1image to the
second virtual image should be replaced using the compat-
ibility matrix (step 606). The compatibility matrix identifies
changes between the first virtual environment and the sec-
ond virtual environment. The compatibility matrix may be
compatibility matrix 300 in FIG. 3. The changes may be
replacement files, modifications to the operating system in
the second 1mage, software to be installed, or other suitable
changes.

IT at operation 606 the process determines that the portion
of the files 1n the set of files should be replaced, the process
copies a replacement for the portion of the files to the second
image using the compatibility matrix (step 608). The
replacement files may be located in a library of files asso-
ciated with a particular operating system, version, and
virtual environment. The process determines that the portion
of the files 1n the set of files should be replaced when the
compatibility matrix describes the files that are being copied
as files that are to be replaced in the second image. For
example, kernel files and/or ram disk files may be files that
should be replaced. The process terminates thereatter.

IT at step 606 the process determines that the portion of the
files 1n the set of files should not be replaced, the process
copies the file to the second 1mage (step 610). The process
terminates thereatter.

Turning now to FIG. 7, a flowchart of a process for
converting a source 1mage for a source virtual machine
formatted for a source virtual environment to a target image
for a target virtual machine formatted for a target virtual
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environment 1s depicted in accordance with an 1llustrative
embodiment. The process may be performed by computer
system 202 1 FIG. 2.

The process begins by mounting the file system of the
source 1mage in the computer system (step 702). Mounting
the file system of the source image makes the contents of the
source 1mage accessible to the operating system running on
the computer system. The process then creates a list of all
files 1n the source 1image (step 704). The process then creates
a blank raw 1mage for the target hypervisor of appropriate
s1ze, creates a file system 1n the raw 1mage, and mounts the
file system to the computer system (step 706). The appro-
priate size may be nput by a user or 1dentified based on the
s1ze of the source image. The raw 1mage 1s an 1mage format
that 1s not specific to a particular hypervisor.

The process then copies the contents of the file system 1n
the source immage ito the target image, replacing {iles
described 1n the compatibility matrix with replacement files
and 1installing software as described in the compatibility
matrix (step 708). The compatibility matrix contains an
entry for the operating system running on the source image
tor the target hypervisor. The entry describes which files are
to be replaced with which files and which software and/or
device drivers are to be installed. The replacement files and
software/device drivers are used to allow the operating
system being copied to the target image to communicate
with the virtual hardware 1n the target hypervisor. The virtual
hardware 1n the target hypervisor may communicate differ-
ently and operate differently than the virtual hardware 1n the
source hypervisor.

The process then performs operating system configuration
used by the target hypervisor (step 710). The operating
system configuration may consist of modifying operating
system settings to reflect diflerent hypervisor configurations.
For example, the network configuration may be different
between the source hypervisor and the target hypervisor.

The process may also bundle the target image in the
appropriate format used by the target hypervisor. For
example, the process may compress the target image 1n
accordance with the entry in the compatibility matrix for the
target hypervisor. The process terminates thereafter.

The ftlowchart and block diagrams in the different
depicted embodiments 1illustrate the architecture, function-
ality, and operation of some possible implementations of
apparatus and methods in different illustrative embodiments.
In this regard, each block 1n the flowchart or block diagrams
may represent a module, segment, function, and/or a portion
ol an operation or step.

In some alternative implementations, the function or
functions noted 1n the block may occur out of the order noted
in the figures. For example, 1n some cases, two blocks shown
1in succession may be executed substantially concurrently, or
the blocks may sometimes be executed 1n the reverse order,
depending upon the functionality involved. Also, other
blocks may be added in addition to the 1llustrated blocks in
a flowchart or block diagram.

For example, the process may use a format other than raw
format for the image 1n step 706. The format may be any
format usable by the computer system. Additionally, the
software 1n step 708 may consist of additional programs,
such as VMWare Tools, that allow the operating system
running in the virtual machine to access the real-world
hardware more directly than through the virtual machine.

Thus, the different illustrative embodiments allow an
image for a virtual machine 1n a source virtual environment
to be converted to a target virtual environment without
starting a virtual machine associated with the source or
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target images. The compatibility matrix allows 1mages to be
converted consistently and costing less time to perform the
conversion. Individuals may not even know the specifics of
how to convert the 1image from one to another. Rather, they
may simply provide the identities of the source and target
hypervisors. Additionally, software components and con-
figuration settings for the software components are pre-
served by the conversion. In other words, reinstallation
and/or reconfiguration of the soiftware components 1s not
performed.

Thus, the different illustrative embodiments provide a
method, computer program product, and apparatus for con-
verting a first image for a virtual machine formatted for a
first virtual environment. A second 1magge 1s created, wherein
the second 1mage 1s non-specific to any virtual environment.
A determination 1s made whether a portion of files to be
copied from the first virtual image to the second virtual
image should be replaced using a compatibility matrix,
wherein the compatibility matrix 1identifies changes between
the first virtual environment and a second virtual environ-
ment. A replacement for the portion of the files 1s copied to
the second 1mage using the compatibility matrix responsive
to a determination that the portion of the files 1 the set of
files should be replaced. The file 1s copied to the second
image responsive to an absence of a determination that the
cach file 1n the set of files should be replaced.

The flowchart and block diagrams in the figures illustrate
the architecture, functionality, and operation ol possible
implementations of systems, methods and computer pro-
gram products according to various embodiments of the
present invention. In this regard, each block 1n the flowchart
or block diagrams may represent a module, segment, or
portion of code, which comprises one or more executable
instructions for implementing the specified logical function
(s). It should also be noted that, in some alternative imple-
mentations, the functions noted 1n the block may occur out
of the order noted in the figures. For example, two blocks
shown 1n succession may, 1n fact, be executed substantially
concurrently, or the blocks may sometimes be executed 1n
the reverse order, depending upon the functionality
involved. It will also be noted that each block of the block
diagrams and/or flowchart illustration, and combinations of
blocks 1n the block diagrams and/or flowchart illustration,
can be mmplemented by special purpose hardware-based
systems that perform the specified functions or acts, or
combinations of special purpose hardware and computer
instructions.

The terminology used herein 1s for the purpose of describ-
ing particular embodiments only and 1s not intended to be
limiting of the invention. As used herein, the singular forms
“a”, “an” and “the” are itended to include the plural forms
as well, unless the context clearly indicates otherwise. It will
be further understood that the terms “comprises” and/or
“comprising,” when used 1n this specification, specity the
presence ol stated features, integers, steps, operations, ele-
ments, and/or components, but do not preclude the presence
or addition of one or more other features, integers, steps,
operations, elements, components, and/or groups thereof.

The corresponding structures, matenals, acts, and equiva-
lents of all means or step plus function elements 1n the
claims below are intended to include any structure, matenal,
or act for performing the function 1n combination with other
claimed elements as specifically claimed. The description of
the present mvention has been presented for purposes of
illustration and description, but 1s not intended to be exhaus-
tive or limited to the mnvention in the form disclosed. Many
modifications and variations will be apparent to those of
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ordinary skill 1n the art without departing from the scope and
spirit of the mvention. The embodiment was chosen and
described 1n order to best explain the principles of the
invention and the practical application, and to enable others
of ordinary skill in the art to understand the immvention for
various embodiments with various modifications as are
suited to the particular use contemplated.

The mvention can take the form of an enftirely hardware
embodiment, an enftirely software embodiment or an
embodiment containing both hardware and software ele-
ments. In a preferred embodiment, the mvention 1s 1mple-
mented 1n software, which includes but 1s not limited to
firmware, resident software, microcode, etc.

Furthermore, the invention can take the form of a com-
puter program product accessible from a computer-usable or
computer-readable medium providing program code for use
by or 1n connection with a computer or any instruction
execution system. For the purposes of this description, a
computer-usable or computer readable medium can be any
tangible apparatus that can contain, store, communicate,
propagate, or transport the program for use by or in con-
nection with the instruction execution system, apparatus, or
device.

The medium can be an electronic, magnetic, optical,
clectromagnetic, infrared, or semiconductor system (or
apparatus or device) or a propagation medium. Examples of
a computer-readable medium include a semiconductor or
solid state memory, magnetic tape, a removable computer
diskette, a random access memory (RAM), a read-only
memory (ROM), a ngid magnetic disk and an optical disk.
Current examples of optical disks include compact disk—
read only memory (CD-ROM), compact disk—read/write
(CD-R/W) and DVD.

A data processing system suitable for storing and/or
executing program code will include at least one processor
coupled directly or indirectly to memory elements through a
system bus. The memory elements can include local
memory employed during actual execution of the program
code, bulk storage, and cache memories which provide
temporary storage of at least some program code 1n order to
reduce the number of times code must be retrieved from bulk
storage during execution.

Input/output or I/0 devices (including but not limited to
keyboards, displays, pointing devices, etc.) can be coupled
to the system either directly or through intervening I/0O
controllers.

Network adapters may also be coupled to the system to
ecnable the data processing system to become coupled to
other data processing systems or remote printers or storage
devices through intervening private or public networks.
Modems, cable modem and Ethernet cards are just a few of
the currently available types of network adapters.

The description of the present mmvention has been pre-
sented for purposes of 1llustration and description, and 1s not
intended to be exhaustive or limited to the invention 1n the
form disclosed. Many modifications and vanations will be
apparent to those of ordinary skill in the art. The embodi-
ment was chosen and described 1n order to best explain the
principles of the invention, the practical application, and to
cnable others of ordinary skill in the art to understand the
invention for various embodiments with various modifica-
tions as are suited to the particular use contemplated.

What 1s claimed 1is:

1. A method for converting a first virtual 1mage for a
virtual machine formatted for a first virtual environment, the
method comprising:
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creating a second virtual 1mage, wherein the second
virtual 1mage 1s non-specific to any virtual environ-
ment,

determiming whether a portion of files in a set of files to
be copied from the first virtual image to the second
virtual 1image should be replaced using a compatibility
matrix to produce a determination, wherein the com-
patibility matrix comprises a set of source and target
hypervisor-specific entries and that 1dentifies changes
between the first virtual environment and a second
virtual environment:

responsive to [a] tke determination [that the portion of the
files in the set of files should be replaced], taking an
action that is one of.
copving fo the second virtual image a replacement for

the portion [of the files to the second image] using

the compatibility matrnix when it is determined that
the portion of files in the set of files to be copied
should be veplaced, and

[responsive to an absence of a determination the each
file in the set of files should be replaced], copying
[the] 70 the second virtual image each file [to the

second image] in the set of files to be copied that is
not in the portion when it is determined that the
portion of files in the set of files to be copied should
not be replaced;

wherein at least one of the determining and copying steps

is carried out in software executing in a havdware
element.

2. The method of claim 1 further comprising:

formatting the second virtual 1mage for the second virtual

environment prior to performing the step of determin-
ing whether the portion of the files in a set of files 1o be
copied from the first virtual image to the second virtual
image should be replaced using the compatibility
matrix.

3. The method of claim 1 further comprising:

identitying software for the second virtual environment

using the compatibility matrix; and

installing the sotftware on the second virtual 1mage.

4. The method of claim 3, wherein the software comprises
a set of device drivers.

5. The method of claim 1 further comprising;:

identifying a set of modifications to be made to an

operating system 1n the second virtual image using the
compatibility matrix;

performing the set of modifications to the operating

system 1n the second virtual image.

6. The method of claim 5, wherein the set of modifications
are selected from network settings and disk configuration
settings.

7. The method of claim 1, wherein the portion of the files
are selected from kernel files and ramdisk files.

8. The method of claim 2, wherein the step of formatting,
the second virtual image further comprises:

creating a file system 1n the second virtual image config-

ured for the second virtual environment using the
compatibility matrix.

9. The method of claim 1, wherein the first virtual
environment 1s a first hypervisor and the second virtual
environment 1s a second hypervisor different from the first
hypervisor.

10. A computer program product comprising:

a computer readable storage medium;

computer readable program code, stored on the computer

readable storage medium, for creating a second virtual
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image, wherein the second virtual 1mage 1s non-specific

to any virtual environment;
computer readable program code, stored on the computer

readable storage medium, for determining whether a

portion of files in a set of files to be copied from [the] 5

a first virtual image to the second virtual image should

be replaced using a compatibility matrix fo produce a

determination, wherein the compatibility matrix com-

prises a set of source and target hypervisor-specific

entries and that identifies changes between [the] a first 10

virtual environment and a second virtual environment:

computer readable program code, stored on the computer
readable storage medium, responsive to the determina-
tion to take an action that is one of:

[for] copying to the second virtual image a replacement 15
for the portion [of the files to the second image]
using the compatibility matrix [responsive to a deter-
mination that the portion of the files in the set of files
should be replaced] when it is determined that the
portion of files in the set of files to be copied should 20
be replaced; and

[computer readable program code, stored on the computer
readable storage medium, for] copying [the] 70 the
second virtual image each file [to the second image

responsive to an absence of a determination the each 25

file in the set of files should be replaced] in the set of

files to be copied that is not in the portion when it is
determined that the portion of files in the set of files to

be copied should not be replaced.

11. The computer program product of claim 10, further 30
comprising;
computer readable program code, stored on the computer
readable storage medium, for formatting the second
virtual 1mage for the second virtual environment prior
to the computer readable program code for determining 35
whether the portion of the files in a set of files to be
copied from the first virtual image to the second virtual
image should be replaced using the compatibility
matrix.
12. The computer program product of claim 10, further 40
comprising:
computer readable program code, stored on the computer
readable storage medium, for identifying software for
the second virtual environment using the compatibility
matrix; and 45
computer readable program code, stored on the computer
readable storage medium, for mstalling the soitware on
the second virtual 1mage.

13. The computer program product of claim 12, wherein
the software comprises a set of device drivers. 50
14. The computer program product of claim 10 further

comprising;
computer readable program code, stored on the computer
readable storage medium, for identifying a set of modi-

fications to be made to an operating system in the 55

second virtual 1image using the compatibility matrix;

computer readable program code, stored on the computer
readable storage medium, for performing the set of
modifications to the operating system in the second

virtual 1mage. 60

15. The computer program product of claim 14, wherein
the set of modifications are selected from network settings
and disk configuration settings.

16. The computer program product of claim 10, wherein
the portion of the files are selected from kernel files and 65
ramdisk files.
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17. The computer program product of claim 11, wherein
the computer readable program code for formatting the
second virtual 1image further comprises:

computer readable program code, stored on the computer

readable storage medium, for creating a file system 1n
the second virtual image configured for the second
virtual environment using the compatibility matrix.

18. An apparatus comprising;:

a bus system;

a storage device connected to the bus system, wherein the

storage device includes program code; and

a processor unit connected to the bus system, wherein the

processing unit executes the program code to create a
second virtual image, wherein the second virtual 1mage
1s non-speciiic to any virtual environment, determine
whether a portion of files in a set of files to be copied
from [the] a first virtual image to the second virtual
image should be replaced using a compatibility matrix
to produce a determination, wherein the compatibility
matrix comprises a set of source and target hypervisor-
specific entries and that 1dentifies changes between
[the] a first virtual environment and a second virtual
environment, based on the determination, take an
action that is one of: copy to the second virtual image
a replacement for the portion [of the files to the second
image] using the compatibility matrix [responsive to a
determination that the portion of the files in the set of
files should be replaced] when it is determined that the
portion of files in the set of files to be copied should be
replaced, and copy [the] to the second virtual image
each file [to the second image responsive to an absence
of a determination the each file 1n the set of files should
be replaced] in the set of files to be copied that is not
in the portion when it is determined that the portion of
files in the set of files to be copied should not be
replaced.

19. The apparatus of claim 18, wherein the processor unit
further executes the program code to format the second
virtual 1image for the second virtual environment prior to the
processor unit executing the program code to determine
whether the portion of the files in a set of files to be copied
from the first virtual image to the second virtual 1mage
should be replaced using the compatibility matrix.

20. The apparatus of claim 18, wherein the processor unit
further executes the program code to i1dentily software for
the second wvirtual environment using the compatibility
matrix, and install the software on the second virtual image.

21. The method as described in claim 1 wherein the
portion is a subset of the set of files described in the
compatibility matrix as being incompatible or unusable with
a second virtual machine to be used to run the second virtual
image in the second virtual envivonment.

22. The computer program product as described in claim
10 wherein the portion is a subset of the set of files described
in the compatibility matrix as being incompatible or unus-
able with a second virtual machine to be used to run the
second virtual image in the second virtual environment.

23. The apparatus as described in claim 18 wherein the
portion is a subset of the set of files described in the
compatibility matrix as being incompatible or unusable with
a second virtual machine to be used to vun the second virtual
image in the second virtual envivonment.
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