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PROVIDING QUALITY OF SERVICE
GUARANTEES TO VIRTUAL HOSTS

Matter enclosed in heavy brackets [ ] appears in the
original patent but forms no part of this reissue specifica-
tion; matter printed in italics indicates the additions
made by reissue.

CROSS-REFERENCE 10 RELATED
APPLICATIONS

This patent application is a reissue application for com-

monly assigned U.S. Pat. No. 6,976,258, issued from U.S.
patent application Ser. No. 09/452, 286, filed on Nov. 30,

1999, which is incorporated by reference hervein in its
entirety.

BACKGROUND

1. Field of Invention

The present ivention relates generally to guaranteeing
appropriate quality of service to virtual processes executing
on multitasking operating systems, and specifically in one
embodiment to guaranteeing quality of service to virtual
hosts servicing client requests to multiple network addresses
on a single physical host computer.

2. Background of Invention

With the popularity and success of the Internet, server
technologies are of great commercial importance today.
Typically, a server program executing on a single physical
host computer services client requests made to a single net-
work address allocated to the host. However, using Trans-
mission Control Protocol (TCP) and other transport
protocols, a server application executing on a single physical
host can be programmed to process requests made to mul-
tiple network addresses. Such functionality 1s known as vir-
tual hosting.

To enable virtual hosting, more than one network address
1s assigned to a single physical host computer. A server pro-
gram executing on the host opens a communication transport
channel (socket) and allows receipt of 1ncoming communi-
cations targeted for any of the multiple network addresses
assigned to the host. Accepting a communication request by
a server executing TCP 1s a three step process that comprises
waiting for the communication request from a client, send-
ing an acknowledgment signal to the client, and receiving a
return acknowledgment signal from the client. This three
step process 1s called “three way handshaking™ and 1s a fea-
ture of TCP communication. While accepting a communica-
tion request, a server 1s unable to execute other tasks. Thus, a
server cannot wait for one mcoming communication request
and simultaneously service a separate communication
request. However, multiple communication requests made to
a plurality of network addresses associated with a single
physical host require simultaneous service. For this reason, a
virtual host server typically accepts the communications
requests 1tself and creates child processes to service the
requests.

Two known methods exist for utilizing child processes to
service communication requests. The most common
involves accepting the communication request by the server,
and then generating (forking) a child process to service it.
While the child process services the request made by the
client and transmuts it to the client, the server 1s free to accept
the next communication request, perhaps from another cli-
ent. As soon as the server accepts a request, the server gener-
ates a new child process, which services the request and then
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terminates. This method of virtual hosting, know as “fork
alter accept,” 1s widely used today.

Another method of virtual hosting comprises generating,
by the server, a plurality of child processes. The number of
chuld processes created reflects a desired maximum number
ol communication requests to service simultaneously. Each
child process proceeds to accept a communication request.
Thus, each child waits for an incoming communication
computer, services it, and proceeds to wait for a next request.
While a child process 1s servicing a request 1t cannot be
waiting for another request, but this 1s allowable because
other child processes are waiting for incoming requests.
Where all the child processes are busy servicing requests,
the maximum desired number of requests 1s being serviced,
and no more can be accepted until one of the child processes
finishes servicing a request and begins waiting for a new
one. This method, called “fork before accept,” 1s known and
used today, although less commonly than “fork after accept.”

Both virtual host systems that utilize the fork before
accept method and those that utilize the fork after accept
method can be name-based as well as address-based. As
described above, 1n an address-based virtual host system,
cach virtual host 1s 1dentified by a separate network address
assigned to a single, physical host. In contrast, in a name-
based virtual host system, each virtual host 1s 1dentified not
by a network address, but instead by a domain name. Mul-
tiple domain names can be assigned to a single address.
Thus, multiple virtual hosts, each identified by a unique
domain name, can all be assigned to a single network
address. The single network address to which the multiple
domain names are assigned 1s assigned to the single, physi-
cal host. Communication requests to a name-based virtual
host are made to a domain name, not to a network address.
As with address-based virtual host systems, all virtual hosts
map to a single physical host.

A virtual host system simulates multiple hosts by servic-
ing client requests made to any of the multiple network
addresses or domain names. This 1s desirable, because pro-
viding a unique physical host for each network address or
domain name 1s expensive and inetficient. Hosting services
are often provided commercially by an Internet Service Pro-
vider (ISP). Without virtual hosting, an ISP would have to
provide a separate physical host computer with a unique
network address for every customer that purchases host ser-
vices. Often, a customer purchasing host services from an
ISP will neither require nor be amenable to paying for use on
an entire host computer. Generally, only a fraction of the
processing power, storage, and other resources of a host
computer will be required to meet the needs of an individual
customer.

Virtual hosting allows an ISP to utilize one physical host
computer to provide commercial host services to multiple
customers, thereby creating a virtual host server. Fach and 1s
provided with resources on the single, physical host
computer, eifectively sharing the host with other customers.
A client computer requests data from a specific customer’s
host by targeting communication requests to the appropnate
network address (or domain name). By utilizing the fork
betore accept method or the fork after accept method, the
virtual host server can service requests to multiple network
addresses or domain names. Thus, the functionality of
numerous hosts 1s provided by a single physical host
computer, servicing requests made to a plurality of network
addresses and domain names by multiple customers.

One shortcoming with virtual hosting as 1t exists today 1s
the 1nability to allocate appropriate amounts of computer
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resources of the physical host to servicing client requests
made to specific virtual hosts, and hence to specific custom-
ers. Where an ISP provides host services to multiple custom-
ers on a single physical computer, 1t 1s desirable to allot to
cach virtual host a specific amount of computer resources
appropriate to the needs of the customer, and preferably
based upon the amount paid for the services. For example,
suppose two customers purchase host services from an ISP.
The first customer 1s a large corporation providing financial
services to thousands of clients internationally. The financial
services host requires a great deal of storage space, as well as
prompt response time to all client requests. Of course, the
first customer 1s willing to compensate the ISP appropriately
for providing such a level of host services. The second cus-
tomer 1s a sole proprietorship that sells floral arrangements
locally. The second customer has a very limited budget, but
only requires minimal computer resources. Clearly, 1t 1s
desirable for the ISP to allocate different percentages of the
system resources to the two separate virtual hosts provided
by the ISP for the two separate customers. However, this 1s
not possible with conventional virtual hosting techniques.

Multitasking operating systems such as UNIX {facilitate
specification of resource allocation to multiple concurrent
processes. The operating system can be instructed as to how
to allocate resources to different processes. System
resources can be allocated to processes as a percentage of
resources available (for example, the operating system may
be 1nstructed to allocate twenty percent of the central pro-
cessing unit cycles to process A and two percent to process
B), or as specific numbers of units (for example, the operat-
ing system may be 1nstructed to allocate X cycles per second
to process A and Y cycles per second to process B). Such
specification of resource allocation 1s called a guarantee of
quality of service.

A server, which 1s a process, executing on a dedicated
physical host services client requests for a single network
address (physical host) only. Thus, quality of service can
simply be set for the server to the quality of service appropri-
ate for the host. A virtual host server services numerous
client requests for multiple virtual hosts. A single virtual
host server provides host services for a plurality of custom-
ers all of whom may require different quality of service.
Although 1t would be possible to set a single quality of ser-
vice for the virtual host server, no single quality of service 1s
appropriate for all of the virtual hosts. Because the appropri-
ate quality of service for different virtual hosts 1s different,
providing a single quality of service for all virtual hosts 1s
undesirable. As detailed above, ISP’s utilize single service
application programs to provide virtual hosting services to
multiple customers with varying business needs and bud-
gets. It would be desirable for an ISP to be able to make
appropriate quality of service guarantees to different cus-
tomers purchasing virtual host services. However, conven-
tional virtual host systems can provide only the same quality
of service for all virtual hosts supported by the server. With
existing virtual host systems, an ISP cannot provide one
quality of service to the international financial services cor-
poration of the example given above, and another to the local
florist. The ISP either must provide each customer with the
same quality of service, which 1s undesirable, or provide
cach customer with a separate physical host, which 1s mefli-
cient and expensive for the ISP, as many customers do not
require the resources of a dedicated host computer. What 1s
needed 1s a virtual host system that provides appropnate
quality of service guarantees for each virtual host.

Virtual host systems are being utilized today by ISP’s and
other providers of host services. As explained above, it
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would be desirable for existing ISP’s providing virtual host
systems to be able to provide appropnate quality of service
guarantees to multiple virtual hosts. However, many such
ISP’s would not want to replace their existing virtual host
system with one that could provide such guarantees, even 11
such a system were available. Upgrading a virtual host sys-
tem 1s a time consuming and complicated process, often
involving costly down time and high labor expenses. It
would be desirable to have a system to allow existing users
to provide appropriate quality of service guarantees to mul-
tiple virtual hosts, without having to upgrade or replace their
existing virtual host systems.

SUMMARY OF INVENTION

The present invention allows providers of virtual host ser-
vices to make appropriate quality of service guarantees to
multiple virtual hosts. In one embodiment, the present inven-
tion executes as a virtual host quality of service application
program on the same physical host computer as an existing
virtual host server. The application program modifies the
operating system of the host computer to include a quality of
service table comprising appropriate quality of service
parameters for all virtual hosts. Then, object code 1s mserted
into the operating system. The object code comprises com-
puter instructions to obtain quality of service parameters for
a particular virtual host from the table, and to set the quality
ol service for the virtual host according to these parameters.
Once the object code 1s 1nserted, system calls to the operat-
ing system pertaining to communications between one of the
virtual hosts and a client are intercepted. The system calls
are intercepted by replacing a pointer 1n an operating system
function table with a pointer to the mserted object code, so
that when a system call 1s made, the inserted object code 1s
executed rather than the system call. The object code obtains
quality of service parameters for the selected virtual host
from the quality of service table, and the appropriate quality
of service 1s guaranteed to the virtual host. Virtual host sys-
tems utilize child processes of a parent server application to
manage communications between a virtual host and a client.
Theretore, the 1mserted object code can guarantee the appro-
priate quality of service to the virtual host by setting the
quality of service guarantees for the child process managing
the communication between the virtual host and the client.
After the quality of service guarantees are set, the communi-
cation between the virtual host and the client proceeds.

The present invention works for all types of virtual host-
ing systems, including both those that utilize the fork before
accept method and those that utilize the fork after accept
method. To set quality of service guarantees for a virtual host
system utilizing the fork before accept method, system calls
that establish a communication channel between a client and
a select one of the virtual hosts are intercepted. These system
calls are made by child processes of the server application.
The present mvention then guarantees quality of service
approprate for the virtual host to the child process that made
the mtercepted system call. Once the quality of service 1s
guaranteed, the child process that made the system call man-
ages the communication between the virtual host and the
client.

Guaranteeing quality of service to virtual hosts of a sys-
tem utilizing the fork after accept method 1s similarly facili-
tated. In a system utilizing the fork after accept method, a
communication channel 1s established by the server applica-
tion prior to generation of a child process to service a com-
munication request. At the time a communication channel 1s
established, 1t 1s unknown what child process will service
that communication channel. Therefore, under these
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circumstances, the virtual host quality of service application
program 1intercepts system calls, made by child processes,
that transport data through already established communica-
tion channels. When such a system call 1s made, the virtual
host quality of service program determines the virtual hostto 53
which the client 1s communicating via the channel. Appro-
priate quality of service 1s then guaranteed to the child pro-
cess that made the intercepted system call. The child process
then proceeds to manage communication between the virtual
host and the client. 10

The present invention also guarantees appropriate quality
ol service to name-based virtual hosts. Clients make com-
munication requests to name-based virtual hosts by passing,
a domain name to the virtual host server. The domain name
is then stored in a communication buffer utilized for commu- 15
nications between the server and the client. The virtual host
quality of service program intercepts system calls that trans-
port data through commumnication channels. When such a
system call 1s made, the communication buflfer being used to
transport data through the channel is parsed. By parsing the 2Y
bufter, the domain name to which the client 1s communicat-
ing 1s 1solated, and hence the virtual host associated with the
communication 1s identified. Quality of service guarantees
appropriate for the virtual host are then set for the child
process that made the system call. That child process pro- 2°
ceeds to manage the communication between the virtual host
and the client.

In all of the above described embodiments, the present
invention allows providers of virtual host services to make
appropriate quality of service guarantees to multiple virtual
hosts without upgrading or replacing existing virtual host
systems.

30

In another embodiment, the present invention comprises a
stand along virtual host system that sets appropriate quality
ol service guarantees for all virtual hosts. In such an
embodiment, the present invention 1s 1n the form of a server
application program. Unlike other embodiments of the
present invention, 1n order to utilize this embodiment provid-
ers of virtual host services must upgrade their virtual host
system.

35

40

In this embodiment, the virtual host server program stores
in computer memory a table including appropnate quality of
service guarantees. The server program then receives all cli-
ent requests for communication with virtual hosts. When
utilizing the fork after accept method, the server first
receives a client request to communicate with a virtual host,
and then creates a child process to manage communication
between the virtual host and the client. Next, the server
obtains the quality of service parameters associated with the
virtual host, and guarantees, to the child process, the quality
of service approprate for the virtual host.

When utilizing the fork before accept method, the server
first creates, a plurality of child processes to manage com-
munication requests made to virtual hosts by clients. When 55
the server recetves a communication request made to a select
one of the virtual hosts by a client, the server obtains the
quality of service parameters associated with the virtual
host, and guarantees the associated quality of service to the
chiuld process that will manage the communication. 60

As here summarized, the present invention makes appro-
priate quality of service guarantees to a plurality of virtual
hosts comprising a single server application program. Of
course, the present mvention can also be utilized to make
appropriate quality of service guarantees to a plurality of 65
virtual processes of any nature comprising a single applica-
tion program.

0
BRIEF DESCRIPTION OF THE DRAWINGS

FIG. 1 1s a block diagram illustrating a high level over-
view ol a system for setting quality of service guarantees for
virtual hosts 1n accordance with one embodiment of the
present 1nvention.

FIG. 2 1s a block diagram 1llustrating a system for setting,
quality of service guarantees for virtual hosts of a virtual
hosting system that utilizes a fork before accept method.

FIG. 3 1s a block diagram 1llustrating a system for setting,
quality of service guarantees for virtual hosts of a virtual
hosting system that utilizes a fork after accept method.

FIG. 4A, FIG. 4B, FIG. 4C, and FIG. 4D are block dia-
grams 1llustrating, in greater detail, select features depicted
in FIG. 3. FIG. 4A 1illustrates pointers inserted into the oper-
ating system. FIG. 4B 1llustrates copies of pointers to oper-
ating system calls saved to computer memory. FI1G. 4C 1llus-
trates the content of object code inserted mnto the operating
system. FIG. 4D 1illustrates the content of association tables.

FIG. 5 1s a block diagram 1llustrating a system for setting,
quality of service guarantees for virtual hosts of a name-
based virtual hosting system according to one embodiment
ol the present invention.

FIG. 6A, FIG. 6B, and FIG. 6C are block diagrams
illustrating, 1n greater detail, select features depicted 1n FIG.
5. FIG. 6A 1illustrates pointers inserted into the operating
system. FIG. 6B 1illustrates copies of pointers to operating
system calls saved to computer memory. FIG. 6C illustrates
the content of object code inserted nto the operating system.

FIG. 7 1s a block diagram 1llustrating an embodiment 1n
which the present invention comprises a stand alone virtual
host system.

DETAILED DESCRIPTION OF THE PR.
EMBODIMENTS

(L]
By

ERRED

System Overview

FIG. 1 presents a high level overview of a system for
setting quality of service guarantees for virtual hosts in
accordance with a preferred embodiment of the present
invention. A single, physical host computer 101 contains
computer memory 103, conventional processor(s), network-
ing 1nterfaces, and input/output devices (not shown). An
operating system 105, a virtual host server application pro-
gram 107, and a plurality of child processes 109 of the server
application program 107 reside 1n the computer memory
103. For purposes of example, FIG. 1 illustrates three child
processes 109 of the virtual host server application program
107: a first child process 109A, a second child process 109B,
and a third child process 109C. It 1s to be understood that
more or fewer child processes 109 can reside in the com-
puter memory 103 as desired.

Client computers 111 send requests 113 to a plurality of
virtual hosts 115 which are supported by the server 107. All
such requests are received by the server application program
107 and are processed by the child processes 109. For pur-
poses of example, FIG. 1 illustrates three client computers
111 (client computer 111A, client computer 111B, and client
computer 111C), each making separate requests 113 to a
separate virtual host 115. It 1s to be understood that more or
tewer client computers 111 can make more or fewer requests
113 to more or fewer virtual hosts 115. It 1s to be understood
that the clients 111 are typically remote from the server 107
and physical host computer 101.

A virtual host quality of service application program 117
executes 1n the computer memory 103 of the physical host
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computer 101. The virtual host quality of service application
program 117 inserts a quality of service parameter table 119
and object code 121 into the operating system 105 1n the
computer memory 103. Additionally, the virtual host quality
of service application program 117 inserts, into the interrupt
vector table 123 of the operating system 105, a pointer 125
to the object code 121. The object code 121 reads the quality
ol service parameter table 119, and calls the quality of ser-
vice manager 127 of the operating system 105 to set appro-
priate quality of service guarantees for the virtual hosts 115
serviced by the virtual host server application program 107.
The virtual hosts 115 then transmit responses 129 to the
client computers 111. The features and functionality

depicted 1n FIG. 1 are described 1n detail below.

Providing Quality of Service Guarantees to Network
Address-Based Virtual Host Systems
I. Virtual Host Systems Utilizing the Fork Before Accept
Method

FI1G. 2 1llustrates a virtual host application program 117
for providing quality of service guarantees to virtual hosts
115 of a server program 107 that utilizes the fork before
accept virtual hosting method. As explained previously, cli-
ents 111 make requests 113 to specific virtual hosts 115. In a
network address-based system, a virtual host 115 1s 1denti-
fied by a network address 201. In other words, clients 111
transmit communication requests 113 to individual network
addresses 201. Multiple network addresses 201 are assigned
to the single, physical host computer 101, and communica-
tion requests thereto are serviced by the virtual host server
program 107.

A virtual host server 107 that utilizes the fork before
accept virtual hosting method generates a plurality of child
processes 109, each of which waits for an incoming commu-
nication request 113. When a child process 109 receives a
request 113, the child process 109 establishes a communica-
tion channel between itsellf and the requesting client 111.
The child process 109 proceeds to use the communication
channel to service the request 113 that was made by the
client 111 to the network address 201.

During the time that the child process 109 services the
communication request 113 to the specific network address
201, 1t 1s desirable for the child process 109 to be guaranteed
a specific quality of service according to parameters for the
virtual host 115 with which the network address 201 1s asso-
ciated. For this reason, the present invention detects when a
chiuld process 109 1s accepting a communication request 113,
and sets quality of service guarantees for the child process
109 based on parameters for the network address 201 to
which the request 113 1s directed. When the child process
109 finishes a communication session initiated by a request
113 to a specific network address 201, the child process 109
closes the established communication channel and waits for
another mcoming request 113. The next request 113 the
chuld process 109 receives may be directed to a different
network address 201 and hence may require that different
quality of service parameters be set for the child process
109. Therefore, the present invention detects when the child
process 109 establishes a communication channel to service
the new request 113 and proceeds to request approprate
quality of service guarantees for the target network address
201.

In the embodiment of the present mvention depicted in
FIG. 2, a virtual host quality of service application program
117 executes 1n the computer memory 103. The quality of
service program 117 inserts a quality of service parameter
table 119 into the operating system 105 of the host computer
101. The quality of service table 119 contains quality of
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service parameters for each network address 201 associated
with one of the virtual hosts 113 serviced by the virtual host
server 107. The quality of service program 117 utilizes tech-
niques known 1n the art to insert the table 119 into the oper-
ating system 105. In a preferred embodiment, the present
invention dynamically links a module to an operating system
kernel, which the kernel 1s active. The module 1s preferably
in the form of object code comprising an empty quality of
service table 119, and subroutines to add, modity, and delete
quality of service parameters for different virtual hosts. The
quality of service application program 117 then calls the
appropriate subroutine to add the quality of service param-
cters for the virtual hosts 115 serviced by the server program
107. The quality of service program 117 utilizes the subrou-
tines to add, modity, and delete quality of service parameters
as desired. In alternative embodiments, the module contains
additional subroutines, or only a subset of the subroutines
listed above. In one alternative embodiment, the table 119 1s
first filled with quality of service parameters and then linked
to kernel as a module. In an alternative embodiment, the
quality of service table 119 1s stored outside of the operating
system 105 1n computer memory 103.

The quality of service program 117 also inserts object
code 121 into the operating system 105. Preferably, the
object code 1s dynamically linked to the operating system
kernel as a module. The contents and execution of the object
code 121 are discussed in detail below. In an alternative
embodiment, the object code 121 resides outside of the oper-
ating system 105 1n computer memory 103. The quality of
service program 117 makes a copy 203 of an internal operat-
ing system pointer to the operating system function that 1s
called to establish a communication channel. In an alterna-
tive embodiment, the copy 203 1s made by a module linked
to the operating system kernel. In the UNIX operating
system, this function 1s the operating system accept function
203, as pictured 1n FIG. 2. The copy 203 of the pointer to the
system accept function 203 1s stored 1n conventional com-
puter memory 103. In another embodiment, the copy 203 of
the pointer 1s stored in the operating system 105.

It 1s to be understood that the name of the system function
that 1s called to establish a communication channel can vary
from operating system to operating system. The present
invention 1s not limited to any specific operating system, or
to any specific operating system function name.
Furthermore, some operating systems include more than one
function that establishes a communication channel. Embodi-
ments of the present mvention targeted for such operating
systems create copies 203 of the pointers to all such operat-
ing system functions.

The pointer to the system accept function 205 1s located 1n
the operating system 103 interrupt vector table 123. It 1s to
be understood that the term “interrupt vector table” as used
herein denotes an area in operating system memory 1n which
are stored the addresses of operating system functions
(system calls). In the UNIX operating system, this part of the
operating system 1s called the “interrupt vector table,” and
that term 1s used 1n this specification. Other operating sys-
tems employ different terminology to denote the same sys-
tem component. An interrupt vector table by any other name
1s st1ll within the scope of the present invention.

The quality of service program 117 replaces the pointer to
the system accept function 205 with a pointer 125 to the
inserted object code 121, such that when the system accept
function 205 1s called, the inserted object code 121 1s
executed 1nstead. In another embodiment, this pointer
replacement 1s executed by a module linked to the operating
system 105 kernel. Executing alternative code when a sys-




US RE42,214 E

9

tem call 1s made comprises intercepting the system call. The
steps of mserting object code 121 into the operating system
105, making a copy 203 of an operating system pointer, and
replacing the operating system pointer with a pointer 125 to
the mserted object code facilitate interception of a system
call.

When a call 1s made to the system accept function 205, the
operating system 1035 uses the pointer 125 1n the interrupt
vector table 123 to execute the object code 121. The object
code 121 first utilizes the saved copy 203 of the pointer to
the system accept function 203 to call the system accept
function 205. The system accept function 205 executes,
thereby establishing the communication channel. When the
accept Tunction 205 terminates, the object code 121 contin-
ues to execute. The object code 121 determines 1f the com-
munication channel that was established 1s to one of the
network addresses 201 associated with one of the virtual
hosts 115 serviced by the server program 107. Preferably,
this determination 1s made by reading an operating system
variable 207 that identifies the network address 201 associ-
ated with the communication channel. In UNIX, this system
variable 207 1s called “local__name,” and 1s set by the accept
function 205. In other operating systems the variable 207 1s
denoted by a different name. Alternative embodiments of the
present mnvention utilize other methods to determine the net-
work address 201 to which the communication channel was
established, for example reading a return value of a system
function, polling a system communication manager, or other
similar mechanisms as desired.

Where the communication channel that was established 1s
not to one of the network addresses 201 associated with one
of the virtual hosts 115, the object code 121 simply exits.
The channel will not be used for communication to a virtual
host 115, and thus no quality of service guarantees need to
be made by the present invention. Where the communication
channel 1s to one of the network addresses 201 associated
with one of the virtual hosts 115, the object code 121
requests, from the operating system 1035, an approprate
quality of service guarantee for the process that called the
system accept function 205.

To set the quality of service guarantees, the object code
121 reads the quality of service table 119, and locates the
quality of service parameters for the virtual host 115 associ-
ated with the network address 201 to which the communica-
tion channel was established. The object code 121 then calls
the operating system quality of service manager 127 to
request an appropriate quality of service guarantee to the
chiuld process 109 that called the system accept function 205.
The appropriate quality of service to guarantee 1s that speci-
fied by the quality of service parameters for the virtual host
115 to which the communication channel has been estab-
lished. Once the quality of service guarantee has been
requested, the object code 121 exits, and the child process
109 sends a response 129 to the client 111 via the established
communication channel. Communication between the client
111 and the virtual host 115 proceeds over the communica-
tion channel. The communication 1s managed by the child
process 109, which has been guaranteed appropriate quality
of service.

II. Virtual Host Systems Utilizing the Fork After Accept
Method

FIG. 3 1llustrates a virtual host application program 117
for providing quality of service guarantees to virtual hosts
115 of a server program 107 that utilizes the fork after accept
virtual hosting method. As explained previously, communi-
cation requests 113 to specific network addresses 201 are
made by client computers 111 and are serviced by the virtual
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host server program 107. A virtual host server 107 that uti-
lizes the fork after accept virtual hosting method accepts a
communication request 113, establishes a communication
channel between the client computer 111 and the network
address 201, and then generates a child process 109. The
chuld process 109 uses the communication channel created
by the server 107 to service the request 113 that was made by
the client 111 to the network address 201. During the time
that the child process 109 services the communication
request 113 to the specific network address 201, 1t 1s desir-
able for the child process 109 to be guaranteed quality of
service according to parameters for the virtual host 115 with
which the network address 201 1s associated.

In the embodiment of the present imnvention depicted 1n
FIG. 3, a virtual host quality of service program 117
executes 1n the computer memory 103. The quality of ser-
vice program 117 inserts a quality of service parameter table
119 and object code 121 1nto the operating system 105 of the
host computer 101, in the manner described above. As
described above, preferably the object code 1s dynamically
linked to the operating system kernel as a module. The con-
tents and execution of the object code 121 are discussed in
detail below.

The quality of service program 117 makes copies 203 of
multiple internal operating system pointers to operating sys-
tem functions. In an alternative embodiment, the copies 203
are made by a module linked to the operating system kernel.
The present invention makes copies 203 of the pointers to
the following operating system functions: system functions
to establish a communication channel (for example, the
UNIX accept function) 205, system functions to generate a
chuld process (for example, the UNIX fork function) 301,
system functions to copy a file or a file descriptor (for
example, the UNIX dup and dup2 functions), and system
functions to read data from a file (for example, the UNIX
read function). The copies 203 of the pointers to the system
functions are preferably stored in conventional computer
memory 103. Alternatively, the copies 203 are stored in the
operating system 103.

It 1s to be understood that the names of the relevant system
functions can vary from operating system to operating sys-
tem. The present mvention 1s not limited to any specific
operating system, or to any specific operating system func-
tion names. Furthermore, some operating systems include
more than one function which performs the above described
functionality. Embodiments of the present invention targeted
for such operating systems create copies 203 of the pointers
to the appropriate operating system functions. For purposes
of example, this specification refers to the system accept
function 205, the system fork function 301, the system dup
function 303, and the system read function 305, as depicted
in FIG. 3. It 1s to be understood that references to the system
accept function 205 apply to all system functions to establish
a communication channel, references to the system fork
function 301 apply to all system functions to generate a child
process, references to the system dup function 303 apply to
all system functions to copy a file or to copy a file descriptor,
and references to the system read function 305 apply to all
system functions to read data from a file or to read data from
a communication channel.

The pointers to the above listed system functions are
located 1n the operating system 105 interrupt vector table
123. The quality of service program 117 replaces the point-
ers with pointers 125 to inserted object code 121, such that
when a targeted system function 1s called, inserted object
code 121 1s executed 1nstead. In an alternative embodiment,
the replacement 1s executed by a module linked to the oper-
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ating system kernel. The embodiment of the present mven-
tion depicted 1n FIG. 3 intercepts the system accept function
205, the system fork function 301, the system dump function
303 and the system read function 305.

When a call 1s made to an intercepted function 205,
inserted object code 121 executes. This 1nserted object code
121 1s called as a wrapper. For example, the accept wrapper
1s the mnserted object code 121 that executes when the system
accept function 205 1s called. FIG. 4C 1llustrates the content
of the mserted object code 121 in the embodiment of FIG. 3.
The object code 121 contains an accept wrapper 417, a fork
wrapper 419, a dup wrapper 421, and a read wrapper 423.
FIG. 4A 1illustrates pointers 125 inserted into the interrupt
vector table: a pointer 401 to the accept wrapper 417, a
pointer 403 to the fork wrapper 419, a pointer 405 to the dup
wrapper 421, and a pointer 407 to the read wrapper 423.
FIG. 4B 1llustrates the copies 203 of pointers: a copy of the
pointer 409 to the system accept function 205, a copy of the
pointer 411 to the system fork function 301, a copy of the
pointer 413 to the system dup function 303, a copy of the
pointer 413 to the system read function 303.

Returming to FIG. 3, whenever a process establishes a
communication channel, the accept wrapper 417 executes.
The accept wrapper 417 first utilizes the saved copy of the
pointer 409 to the system accept function 2035 to call the
system accept function 205. The system accept function 205
executes, thereby establishing the communication channel.
When the accept function 2035 terminates, the accept wrap-
per 417 continues to execute. The accept wrapper 417 deter-
mines 11 the communication channel that was established 1s
to one of the network addresses 201 associated with one of
the virtual hosts 115 serviced by the server program 107. As
described above, this determination 1s preferably made by

reading an operating system variable 207 that identifies the
network address 201 associated with the communication
channel.

Where the communication channel that was established 1s
not to one of the network addresses 201 associated with one
of the virtual hosts 115, the accept wrapper 417 exits. The
channel will not be used for communication to a virtual host
115, and thus no quality of service guarantees need to be
made by the present mvention. Where the communication
channel 1s to one of the network addresses 201 associated
with one of the virtual hosts 115, the present invention
requests an appropriate quality of service guarantee for the
child process 109 that will manage the communication.
Because the child process 109 has not yet been generated by
the server application 107, the present invention stores select
information 1n a set of association tables 307. The informa-
tion stored will allow the present invention to later identify
the child process 109 managing the communication, and set
appropriate quality of service for that child process 109.
Preferably, the association tables 307 reside 1n conventional
computer memory 103. In alternative embodiments, the
association tables are inserted into the operating system 105.
FIG. 4D illustrates the content of one embodiment of the
association tables 307. Preferably, there are three association
tables: an application program-communication channel
association table 425, an application program-child process
association table 427, and a file descriptor-file descriptor
copy association table 429.

Returming to FIG. 3, the accept wrapper 417 1solates an
identifier of the process that established the communication
channel. Preferably, the identifier comprises an operating
system 105 assigned process identification (PID) of the pro-
cess that called the accept function 205. The accept wrapper
417 also 1solates an 1dentifier of the communication channel
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itself. In UNIX, as well as in many other operating systems,
a communication channel (socket) 1s 1dentified by a file
descriptor. Embodiments of the present invention targeted
for such operating systems 1solate the file descriptor associ-
ated with the communication channel. Other operating sys-
tems employ alternative mechanisms to 1identily a communi-
cation channel, and corresponding embodiments to the
present invention isolate appropriate identifiers accordingly.

The present invention stores, in the application program-
communication channel association table 425, the process
identifier, the file descriptor (or alternatively other identifier)
assoclated with the communication channel, and the net-
work address 201 to which the communication channel was
established. Thus, the application program-communication
channel association table 425 contains, for each communica-
tion channel established to one of the network addresses 201
associated with one of the virtual hosts 115, a record that a
specific process established a specific communication chan-
nel between a client 111 and a specific network address 201.

Once these associations are stored, the accept wrapper 417
exits.

Recall that a virtual host server 107 that utilizes the fork
alter accept method will, after establishing a communication
channel between a client 111 and a virtual host 115, generate
a child process 109 to manage the communication. When-
ever any application generates a child process 109, the fork
wrapper 419 executes. The fork wrapper 419 first uses the
copy of the pointer 403 to the system fork function 301 to
call the system fork function 301. The system fork function
301 executes and generates a child process 109. When the
system fork function 301 exits, the fork wrapper 419 contin-
ues to execute. The fork wrapper 419 stores, 1n the applica-
tion program-child process association table 427, the pro-
cess 1dentification (or alternative identifier) for the
application program that called the system fork function
301, as well as the process identification (or alternative
identifier) for the generated child process 109. Thus, the
application program-child process association table 427
contains associations between all application programs and
all child processes 109 thereof.

Whenever any process copies a file, or a descriptor of a
file, the dup wrapper 421 executes. The dup wrapper 421
utilizes the copy of the pointer 413 to the system dup func-
tion 303 to execute the system dup function 303. The system
dup function 303 executes and creates a copy of a file (or a
copy of a file descriptor). When the system dup function 303
exits, the dup wrapper 421 continues to execute. The dup
wrapper 421 stores, 1n the file descriptor-file descriptor copy
association table 429, the association between the file
descriptor of the file copied by the system dup function 303
and the file descriptor of the copy thereol. Where only a file
descriptor was copied by the system dup function 303, the
dup wrapper 421 stores the association between the source
file descriptor and the copy of the source file descriptor.
Thus, for every copied file descriptor, the file descriptor-file
descriptor copy association table 429 contains an association
between the original file descriptor and the copy thereof.

Whenever a process calls the system read function 305,
the read wrapper 423 executes. The read wrapper 423 checks
the association tables 307 to determine whether the process
that called the system read function 305 1s a child process
109 of an application program that established a communi-
cation channel to a virtual host 115. To make this
determination, the read wrapper 423 first checks the applica-
tion program-child process association table 427 to deter-
mine 1f the process that called the system read function 3035
1s a child process 109 of another process. If the process that
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called the system read function 3035 1s a child process 109,
the read wrapper 423 checks the application program-
communication channel association table 425 to determine 1f
the parent process established a communication channel to a

network address 201 associated with one of the virtual hosts
115.

If the process that called the system read function 305 is a
chuld process 109 of a parent process that established a com-
munication channel to a virtual host 115, the read wrapper
423 determines 1f the child process 109 called the system
read function 305 1n order to read from the communication
channel to the virtual host 115 established by the parent

process. To make this determination, the read wrapper 423
compares the file descriptor that the system read function
305 was called to read from with the file descriptor, in the
application program-communication channel association
table 425, associated with the communication channel estab-
lished by the parent process to the virtual host 115.

If the file descriptor of the read function 305 is not 1denti-
cal to the file descriptor associated with the communication
channel, the read wrapper 423 checks the file descriptor-file
descriptor copy association table 429 to determine whether
the file descriptor 1s a copy of the file descriptor associated
with the communication channel. Recall that the file
descriptor-file descriptor copy association table 429 contains
associations between all file descriptors and copies thereof.
The read wrapper 423 examines the table to determine
whether the file descriptor 1s a copy of another file
descriptor, and 11 so whether the source file descriptor 1s the
descriptor associated with the communication channel to the
virtual host 115 established by the parent process.

If the file descriptor 1s the descriptor of the communica-
tion channel (or a copy thereotf) the read wrapper 423 exam-
ines the application program communication channel asso-
ciation table 425 to determine to which network address 201
the communication channel was established by the server
program 107.

If the process that called the system read function 303 1s
not a child process 109 of an application program that estab-
lished a communication channel to a virtual host 115, or 1f
the process 1s not reading from the communication channel
to a virtual host 115 established by the parent process, the
read wrapper 423 uses the copy of the pointer 415 to the
system read function 305 to call the system read function
305, which proceeds to execute. If, on the other hand, the
process that called the system read function 305 1s a child
process 109 of an application program that established a
communication channel to a virtual host 115, and the pro-
cess 1s reading from the communication channel to a virtual
host 115 established by the parent process, the read wrapper
423 proceeds to set appropriate quality of service guarantees
tor the chuld process 109.

To set the quality of service guarantees, the read wrapper
423 reads the quality of service table 119, and locates the
quality of service parameters for the virtual host 115 associ-
ated with the network address 201 to which the communica-
tion channel was established. The read wrapper 423 then
calls the quality of service manager 127 to request an appro-
priate quality of service guarantee to the child process 109
that called the system read function 305. Once the quality of
service guarantee has been requested, the read wrapper 423
utilizes the copy of the pointer 413 to the system read func-
tion 305 to call the system read function 305. The system
read function 305 proceeds to read data from the communi-
cation channel. Then, the child process 109, which has been
guaranteed appropriate quality of service, continues to man-
age communication between the client 111 and the virtual
host 115 over the communication channel.
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It 1s to be understood that 1n various embodiments of the
present invention, the quality of service application program
117 intercepts not only the system read function 305, but
other system functions that transport data through a commu-
nication channel. For example, different embodiments inter-
cept a system write function, a system transport function,
and other such functions as desired. The present invention
includes 1n 1ts scope mtercepting any system function which
transports data through a communication channel, and pro-
ceeding to set quality of service parameters for a chuld pro-
cess 1n the manner detailed above 1n the description of 1nter-
cepting the system read function 305.

Providing Quality of Service Guarantees to Name-
Based Virtual Host Systems

FIG. 5 illustrates a virtual host application program 117
for providing quality of service guarantees to virtual hosts
115 of a name-based virtual hosting system. As explained
previously, 1n a name-based system a virtual host 115 1s
identified not by a network address 201, but instead by a
domain name 500. Thus, clients 111 transmit communica-
tion requests 113 to mdividual domain names 500. Multiple
such domain names 500 are assigned to the single, physical
host computer 101, and communication requests thereto are
serviced by the virtual host server program 107.

In the embodiment of the present invention depicted 1n
FIG. 5, a virtual host quality of service application program
117 executes 1n the computer memory 103 of the single,
physical host computer 101. As i1n the embodiments of
FIGS. 2 and 3, the quality of service program 117 inserts a
quality of service parameter table 119 into the operating
system 105 of the host computer 101. In the embodiment of
FIG. 5, the quality of service table 119 contains quality of
service parameters for each domain name 500 associated
with one of the virtual hosts 1135 serviced by the virtual host
server 107. As 1n the embodiments of FIGS. 2 and 3, the
quality of service program 117 also inserts object code 121
into the operating system 105. The nature of this object code
121 1s explained 1n detail later 1n this specification. As in the
embodiments of FIGS. 2 and 3, the quality of service table
119, the object code 121, or both are alternatively stored 1n
conventional computer memory 103.

The quality of service program 117 makes copies 203 of
multiple internal operating system pointers to operating sys-
tem functions. The program 117 makes copies 203 of point-
ers to the following operating system functions: the system
functions to read data from a file (for example, the UNIX
read function) and the system functions to close a file (for
example, the UNIX close function). The copies 203 of the
pointers to the system functions are preferably stored in con-
ventional computer memory 103. Alternatively, the copies
203 of the pointers are inserted into the operating system
105. As explained above, it 1s to be understood that alterna-
tive embodiments of the present invention create copies 203
of pointers to other operating system functions as desired.

The pointers to the above listed system functions are
located 1n the operating system 105 interrupt vector table
123. The quality of service program 117 (or alternatively a
module linked to the operating system kernel) replaces the
pointers with pointers 123 to inserted object code 121, such
that when a targeted system function 1s called, inserted
object code 121 1s executed instead. The embodiment of the
present ivention depicted in FIG. 5 intercepts the system
read function 305, and the system close function.

When a call 1s made to an intercepted function 205,
inserted object code 121 executes. As explained earlier 1n
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this specification, this inserted object code 121 1s known as a
wrapper. FIG. 6C illustrates the content of the inserted
object code 121 1n the embodiment of the present invention
depicted 1n FIG. 5. The mnserted object code contains a read
wrapper 423 and a close wrapper 605. FIG. 6 A 1llustrates the
pointers 125 inserted into the interrupt vector table 123: a
pointer 407 to the read wrapper 423 and a pointer 601 to the
close wrapper 605. FIG. 6B illustrates the copies 203 of
pointers: a copy of the pointer 415 to the system read func-
tion 305 and a copy of the pointer 603 to the system close
function 507.

Returning to FIG. 5, whenever a process calls the system
read function 305, the read wrapper 423 executes. The read
wrapper 423 uses the copy of the pointer 415 to the system
read function 305 to call the system read function 305. The
system read function 305 executes and reads data from a file
descriptor. When the system read function 305 terminates,
the read wrapper 423 resumes execution. The read wrapper
423 proceeds to determine 1f appropriate quality of service
has already been guaranteed for the process that called the
system read function 305. To make this determination, the
read wrapper 423 examines a plurality of read flags 501,
which may be stored 1n conventional computer memory 103
or inserted 1nto the operating system 105. Each read flag 501
contains an identifier ol a process (preferably a PID), an
identifier of a communication channel (preferably a file
descriptor), and an indication (flag) of whether quality of
service has been guaranteed to the 1identified process for ser-
vicing communication via the channel. The read wrapper
423 examines the read tlags 501 to determine whether appro-
priate quality of service has already been set for the combi-
nation of the process that called the read function 423 and
the file descriptor from which that process 1s attempting to
read data. If quality of service has already been set, the read
wrapper 423 simply exits. On the other hand, 1f quality of
service has not been set, the read wrapper 423 determines 11

the process 1s servicing a virtual host 115.

To so determine, the read wrapper 423 parses a read butler
503 returned by the system read function 305. The read
buffer 503 contains the name 505 of the file (or file
equivalent, such as communication channel) from which the
system read function 305 read data. The read wrapper 423
1solates this name 5035 and compares 1t to the domain names
500 of the virtual hosts 115. If the name 505 1s not a domain
name 500 of a virtual host 115, the read wrapper 423 exits.
The system read function 305 was not called to read data
across a communication channel between a client 111 and
virtual host 115, so the read wrapper 423 need not set quality
ol service for the process that called the read function 305.
However, 1f the name 505 from the read bufter 503 1s the
domain name 500 of a virtual host 115, the read wrapper 423
must set quality of service guarantees for the process that

called the read function 305.

To set the quality of service guarantees, the read wrapper
423 reads the quality of service table 119, and locates the
quality of service parameters for the virtual host 115 associ-
ated with the name 505 from the read butfer 503. The read
wrapper 423 then calls the quality of service manager 127 to
request an appropriate quality of service guarantee to the
process 109 that called the system read function 305. The
read wrapper 423 then exits. The process 109 which called
the system read function 305, which has been guaranteed
appropriate quality of service, continues to manage comimu-
nication between the client 111 and the virtual host 15 over
the communication channel. It 1s to be understood that, as
explained above, various embodiments of the present mnven-
tion 1ntercept various system calls that perform i1dentical or
similar tasks.
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Whenever a process calls the system close function 507,
the close wrapper 6035 executes. The close wrapper 605 uses
the copy of the pointer 603 to the system close function 507
to call the system close function 507. The system close func-
tion 507 executes and closes the file. When the system close
function 507 terminates, the close wrapper 605 resumes
execution. The close wrapper 6035 checks the plurality of
read flags 501 for a tlag concerning the combination of the
process that called the close function 507 and the file
descriptor of the file that the process 1s attempting to close. If
there 1s no read tlag 501 for the combination, the close wrap-
per 605 simply exits. The combination i1s not one pertaining
to virtual host 115 communication, and the close wrapper
605 need not adjust the read tlags 501. On the other hand, 1T a
read flag 501 exists for the combination, the close wrapper
605 modifies 1t to indicate that quality of service has not
been set for the combination. This 1s useful because the pro-
cess that called the close function 507 may later utilize the
same file descriptor to manage communication between a
client 111 and a different virtual host 115, requiring a differ-
ent quality of service guarantee. Thus, 1t 1s useful that the
read flag 501 indicates quality of service 1s not set.

Providing Quality of Service Guarantees to Virtual
Host Systems by a Stand Alone Server Application

Program

FIG. 7 illustrates an embodiment 1n which the present
invention comprises a stand alone virtual host system 700
that sets appropriate quality of service guarantees for the
virtual hosts 115 which it services. In the embodiment of
FIG. 7, the present invention 1s 1n the form of a server appli-
cation program 107 executing in the computer memory 103
of a stand alone host computer 101. The server program 107
stores a quality of service table 119 in computer memory
103. The table 119 contains quality of service parameters for
all of the virtual hosts 1135 serviced by the system. All client
111 requests 113 for communication with virtual hosts 115
are received by the server program 107.

When utilizing the fork after accept method, the server
program 107 first recetves a client 111 request 113 to com-
municate with a virtual host 115 and then creates a child
process 109 to manage communication between the virtual
host 115 and the client 109. Next, the server program 107
obtains the quality of service parameters associated with the
virtual host 115 from the quality of service table 119. The
server application program 107 then calls the operating sys-
tem quality of service manager 127 to request an appropriate
quality of service guarantee for the child process 109. The
chuld process 109 proceeds to manage the communication
between the client 111 and the virtual host 115.

When utilizing the fork before accept method, the server
program 107 first creates a plurality of child processes 109 to
manage communication requests 113 made to virtual hosts
115 by clients 111. When the server program 107 receives a
communication request 113 made to a select one of the vir-
tual hosts 115 by a client 111, the server program 107
obtains the quality of service parameters associated with the
virtual host 115 from the quality of service table 119. The
server program 107 then calls the operating system quality
of service manager 127 to request an appropriate quality of
service guarantee for the child process 109. The child pro-
cess 109 proceeds to manage the communication between
the client 111 and the virtual host 115.

It 1s to be understood that the present mmvention 1s not
limited to guaranteeing appropriate quality of service to a
plurality of virtual hosts. The present invention can be uti-
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lized to make appropriate quality of service guarantees to a
plurality of virtual processes of any nature.

What 1s claimed 1s:

1. A computer-implemented method for providing a qual-
ity of service guarantee to a child process of an application
program, wherein the application program and its child pro-
cess service requests made to a plurality of network
addresses, a network address indicating a virtual host, a vir-
tual host comprising a virtualized server application pro-
gram the method comprising:

storing a quality of service parameter associated with a
network address;

intercepting a system call, made by the child process, that

establishes a communication channel between a client

and the network address, wherein intercepting the sys-

tem call comprises:

saving a copy of a first pointer, which Points to object
code of the system call; and

replacing the first pointer with a second pointer, which
points to different object code, such that making the
system call causes the different object code to
execute; and

enabling communication between the network address
and the client, the communication being managed by
the child process;
wherein execution of the different object code comprises:

using the saved copy of the first pointer to transfer execu-
tion to the intercepted system call, thereby establishing
a communication channel;

determining that the established communication channel
1s to one of the plurality of network addresses serviced
by the application program and 1ts child process;

obtaining a quality of service parameter associated with
the network address; and

utilizing an operating system resource to request a
guarantee, to the child process, of a quality of service
according to the obtained quality of service parameter.

2. A computer-implemented method for providing a qual-

ity of service guarantee to a child process of an application
program, wherein the application program and its child pro-
cess service requests made to a plurality of network
addresses, a network address indicating a virtual host, a vir-
tual host comprising a virtualized server application
program, the method comprising:

storing a quality of service parameter associated with a
network address;

intercepting a system call which establishes a communi-
cation channel between a client and the network
address:

allowing establishment of the communication channel;

storing an 1ndicator of an association between an applica-
tion program that made the intercepted system call, the
established communication channel, and the network
address:

intercepting a system call which creates a child process;
allowing creation of the child process;

storing an indicator of an association between an applica-
tion program that made the intercepted system call and
the created child process;

intercepting a system call which creates a copy of a file
descriptor;

allowing creation of the copy of the file descriptor;

storing an indicator ol an association between the file
descriptor and the created copy of the file descriptor;
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intercepting a system call which transports data through a
communication channel;

determining, by examining the stored association
indicators, that an application that made the intercepted
system call 1s a child process of a parent application
that established a commumnication channel to one the
network address:

determining, by examining the stored association
indicators, that the communication channel through
which the intercepted system call transports data 1s the
communication channel established by the parent
application to the network address;

obtaining the quality of service parameter associated with
the network address:

utilizing an operating system resource to request a
guarantee, to the child process that called the inter-
cepted system call, of a quality of service according to
the obtained quality of service parameter associated
with the network address; and

allowing data to be transported through the communica-

tion channel.

3. The method of claim 2 wherein storing the quality of
service parameter associated with the network address com-
prises modilfying an operating system to include a quality of
service parameter table comprising the quality of service
parameter associated with the network address.

4. The method of claim 3 wherein modifying the operat-
ing system comprises linking a module to an operating sys-
tem kernel, the module comprising the quality of service
parameter table.

5. The method of claim 2 further comprising;:

saving a copy of a first pointer, which points to object
code of the system call to intercept; and
wherein intercepting the system call comprises replacing the
first pointer with a second pointer, which points to different
object code, such that making the system call causes the
different object code to execute.

6. The method of claim 5, wherein the intercepted system
call comprises a system call which establishes a communica-
tion channel between a client and a network address, and
wherein execution of the different object code comprises:

allowing establishment of the communication channel by
using the saved copy of the first pointer to transier
execution to the intercepted system call; and

storing an association between the application program
and the established communication channel by storing,
1n an association table, an entry indicating an associa-
tion between a process identification number of the
application program that made the system call, a file
descriptor describing the established communication
channel, and the network address to which the channel
was established.

7. The method of claim 5, wherein the intercepted system
call comprises a system call which creates a child process,
and wherein execution of the different object code com-
Prises:

allowing creation of the child process by using the saved

copy of the first pointer to transfer execution to the
intercepted system call; and

storing an association between the application program
that called the system call and the created child process
by storing, 1n an association table, an entry indicating
an association between a process 1dentification number
of the application program that made the system call
and a process 1dentification number of the created child
process.
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8. The method of claim 5 further comprising inserting the
different object code 1nto the operating system.

9. The method of claim 7 wherein inserting the different
object code 1nto the operating system comprises linking a
module to an operating system kernel, the module compris-
ing the different object code.

10. A computer-readable medium storing a computer pro-
gram product for providing a quality of service guarantee to
a child process of an application program, wherein the appli-
cation program and 1ts child process service requests made
to a plurality of network addresses, a network address 1ndi-
cating a virtual host, a virtual host comprising a virtualized
server application program, the computer program product
comprising:

program code for storing a quality of service parameter

associated with a network address:

program code for intercepting a system call, made by the

chuld process, that establishes a communication chan-

nel between a client and the network address, wherein

the program code for intercepting the system call com-

Prises:

program code for saving a copy of a first pointer, which
points to object code of the system call; and

program code for replacing the first pointer with a sec-
ond pointer, which points to different object code,
such that making the system call causes the different
object code to execute; and

program code for enabling communication between the
network address and the client, the communication
being managed by the child process;
wherein the different object code comprises:

program code for using the saved copy of the first pointer
to transfer execution to the intercepted system call,
thereby establishing a communication channel;

program code for determining that the established com-

munication channel 1s to one of the plurality of network

addresses serviced by the application program and 1ts

child process:

program code for obtaining a quality of service param-
eter associated with the network address; and

program code for utilizing an operating system
resource to request a guarantee, to the child process,
ol a quality of service according to the obtained qual-
ity of service parameter.

11. A computer-readable medium storing a computer pro-
gram product for providing a quality of service guarantee to
a child process of an application program, wherein the appli-
cation program and 1ts child process service requests made
to a plurality of network addresses, a network address 1ndi-
cating a virtual host, a virtual host comprising a virtualized
server application program, the computer program product
comprising;

program code for storing a quality of service parameter

associated with a network address:

program code for mtercepting a system call which estab-
lishes a communication channel between a client and
the network address:

program code for allowing establishment of the communi-
cation channel;

program code for storing an indicator of an association
between the application program that made the inter-
cepted system call, the established communication
channel, and the network address;

program code for intercepting a system call which creates
a child process;
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program code for allowing creation of the child process;

program code for storing an indicator of an association
between an application program that made the inter-
cepted system call and the created child process;

program code for intercepting a system call which creates
a copy of a file descriptor;

program code for allowing creation of the copy of the file
descriptor;

program code for storing an indicator of an association
between the file descriptor and the created copy of the
file descriptor;

program code for itercepting a system call which trans-
ports data through a communication channel;

program code for determining, by examining the stored
association indicators, that an application that called
the intercepted system call 1s a child process of a parent
application that established a communication channel
to the network address:

program code for determining, by examining the stored
association indicators that the communication channel
through which the intercepted system call transports
data 1s the communication channel established by the
parent application to the network address;

program code for obtaining the quality of service param-
eter associated with the network address:

utilizing an operating system resource to request a guaran-
tee to the child process that called the intercepted sys-
tem call, of a quality of service according to the
obtained quality of service parameter associated with
the network address; and

program code for allowing data to be transported through

the communication channel.

12. The computer-readable medium of claim 11 wherein
the program code for storing the quality of service parameter
associated with the network address comprises program
code for modifying an operating system to include a quality
ol service parameter table comprising the quality of service
parameter associated with the network address.

13. The computer-readable medium of claim 12 wherein
the program code for moditying the operating system com-
prises program code for linking a module to an operating
system kernel, the module comprising the quality of service
parameter table.

14. The computer-readable medium of claim 11 wherein
the computer program product further comprises

program code for saving a copy of a first pointer, which
points to object code of the system call to mtercept; and

wherein the program code for intercepting the system call
comprises program code for replacing the first pointer
with a second pointer which points to different object
code, such that making the system call causes the dii-
ferent object code to execute.

15. The computer-readable medium of claim 14 wherein
the intercepted system call comprises a system call which
establishes a communication channel between a client and a
network address, and wherein the different object code com-
Prises:

program code for allowing establishment of the communi-

cation channel by using the saved copy of the first
pointer to transier execution to the intercepted system
call; and

program code for storing an association between the
application program and the established communica-
tion channel by storing 1n an association table an entry
indicating an association between a process 1dentifica-
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tion number of the application program that made the
system call, a file descriptor describing the established
communication channel, and the network address to
which the channel was established.

16. The computer-readable medium of claim 14, wherein
the intercepted system call comprises a system call which
creates a child process, and wherein the different object code
COmMprises:

program code for allowing creation of the child process by
using the saved copy of the first pointer to transfer
execution to the intercepted system call; and

program code for storing an association between the
application program that called the system call and the
created chuld process by storing, 1n an association table,
an enfry indicating an association between a process
identification number of the application program that
made the system call and a process 1dentification num-
ber of the created child process.

17. The computer-readable medium of claim 14 wherein
the computer program product further comprises program
code for inserting the different object code 1nto the operating
system.

18. The computer-readable medium of claim 17 wherein
the program code for inserting the different object code 1nto
the operating system comprises program code for linking a
module to an operating system kernel, the module compris-
ing the different object code.

19. A system for providing a guality of service guarantee
to a child process of an application program, wherein the
application program and its child process service requests
made to multiple network addresses, a network addvess indi-
cating a virtual host, the virtual host comprising a virtual-
ized server application program, the system comprising.:

ad Processor,

a storing component that stoves a quality of service
parameter associated with a network address;

a component that intercepts a system call, made by the
child process, that establishes a communication chan-
nel between a client and the network address, wherein
intercepting the system call comprises:

a communication component that saves a copy of a first
pointer that points to object code of the system call,
replaces the first pointer with a second pointer that
points to different object code such that making the
system call causes the different object code to execute
and enables communication between the network
address and the client, the communication being
managed by the child process;

wherein when the different object code executes, it uses the
saved copy of the first pointer to transfer execution to the
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intercepted system call, thereby establishing a communica-
tion channel, determines that the established communication
channel is to one of the multiple network addrvesses serviced
by the application program and its child process, obtains a
quality of service parameter associated with the network
address, and utilizes an operating system resource to request
a guarantee of a quality of service accorvding to the obtained
quality of service parameter.

20. The system of claim 19 whevein the stoving component
modifies an operating system to include the quality of service
parameter table comprising the quality of service parameter
associated with the network address when it storves the qual-
ity of service parameter associated with the network
address.

21. The system of claim 19 wherein the different object
code establishes the communication channel by using the
saved copy of the first pointer to transfer execution to the
object code of the system call and stoves an association
between the application program and the established com-
munication channel by storing, in an association table, an
entry indicating an association between a process identifica-
tion number of the application program that made the sys-
tem call, a file descriptor describing the established commu-
nication channel, and the network address to which the
channel was established.

22. The system of claim 19 wherein the system call creates
a child process and wherein when the different object code
executes, it enables creation of the child process by using the
saved copy of the first pointer to transfer execution to the
object code of the system call and stoves an association
between the application program that called the system call
and the created child process by storing, in an association
table, an entry indicating an association between a process
identification number of the application program that made
the system call and a process identification number of the
created child process.

23. The system of claim 19 further wherein the different
object code is added to an operating system in which the
communication component operates.

24. The system of claim 19 further wherein the different
object code is a module that is linked to a kernel of an
operating system in which the communication component
operales.

25. The system of claim 19 wherein the different object
code is a module that is linked to a kernel of an operating
system in which the communication component operates and
the module includes the quality of service parvameter table.
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