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METHOD AND APPARATUS FOR
DYNAMICALLY SCHEDULING REQUESTS

FIELD OF THE INVENTION

The present invention 1s related to data processing systems
and, more particularly, to techniques for dynamically sched-
uling requests of customers of data processing systems in
accordance with differentiated service levels.

BACKGROUND OF THE INVENTION

As 1s known, data processing systems may include data-
base systems and transactional processing systems. Such sys-
tems may be standalone systems or may be part of a distrib-
uted network such as the World Wide Web. In a distributed
network such as the World Wide Web, a user request 1s typi-
cally first processed at a server running the application with
which the user 1s interfacing, e.g., an application server, and
then processed at a server that controls storage of data that 1s
used to service the user request, €.g., a back-end server.

An 1mmportant aspect of the performance of a back-end
server ol a data processing system 1s the speed at which
requests are serviced. As a typical example for a back-end
server consider the database back end at a commercial web
site. For such a site, 1t 1s typically vital to provide short
response times to client requests. Moreover, the bottleneck in
processing customers’ requests 1s commonly the retrieval of
data from the database back end. Hence, the goal of offering
short response times to clients at commercial web sites often
reduces to the goal of providing short response times at the
back-end server.

Providing short response times to all requests at the back-
end server might not always be possible, since the server’s
resources are limited and might not be suificient to provide
optimal service to all requests. This problem 1s exacerbated
by the fact that server peak loads are often orders of magni-
tudes higher than average loads. Provisioning the system for
peak loads might therefore not be feasible, or simply too
wastetul, since under normal load conditions many resources
would go under-utilized.

In cases where 1t 1s not possible to provide optimal service
to all requests, 1t 1s typically important to provide fast service
at least to the most important requests coming into the site. In
the case of the database back end at a web site, important
requests could, for example, be those coming from customers
who have spent large amounts of money at this web site 1n the
past. Differences in the importance of requests can also arise
from that fact that, 1n addition to customer requests, a data-
base might run requests from inside the site such as, for
example, requests handling basic maintenance tasks. Cus-
tomer requests should generally have higher priority than
these background maintenance tasks. Finally, customer
requests might differ in their importance depending on the
type of the requests. As an example, requests that implement
customer orders might be more valuable to a commercial web
site than requests that just provide services for browsing the
site.

There are typically two ways of implementing functional-
ity for prioritizing requests. One 1s to implement request
priority by integrating the scheduler into the back-end server
software, the other one 1s to locate an external scheduler
between the application server and the back-end server.

Internal schedulers are integrated into the server code,
hence, obviously the implementation of the scheduling
mechanisms depends on the particular server software. More-
over, the most effective way of implementing priorities mnside
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the server might also depend on other factors such as the
hardware and the operating system, or even the workload

running on the system. Another drawback of internal sched-
uling 1s 1ts high complexity. Many types of back-end servers,
¢.g., database systems, have been developed over a long
period of time and, as a result, include extremely complex
code. Integrating the scheduler into the server requires chang-
ing this complex code. Furthermore, this work will need to be
repeated for every new server soltware package.

External scheduling has several advantages such as
increased flexibility and portability. Previous approaches 1n
the area of back-end servers 1n the form of database servers
have employed external scheduling mostly in the form of
admission control with the goal of avoiding server overload.
The main 1dea 1s to erther directly monitor the degree of lock
contention, e.g., by keeping track of the average time a
request 1s blocked for locks, or to monitor response times of
requests or system throughput. Previous approaches in the
area of back-end servers 1n the form of web servers focus on
providing preferred service for high priority requests in the
form of faster response times, but do not offer efficient
mechanisms for achieving quality of service (QoS) goals such
as specific response time targets.

Thus, improved techniques are needed for scheduling
requests of customers of data processing systems.

SUMMARY OF THE INVENTION

The present invention provides techniques for dynamically
scheduling requests in data processing systems in accordance
with differentiated service levels.

In a first aspect of the invention, a technique for processing
a request to at least one server comprises the following steps.
A request 1s recerved. Then, submission of the request to the
at least one server 1s scheduled based on: (1) a quality-oi-
service (QoS) class assigned to a client from which the
request originated; (11) a response target associated with the
QoS class; and (111) an estimated response time associated
with the at least one server.

The techmque may further comprise the step of withhold-
ing the request from submission to the at least one server
when the request originated from a client assigned to a first
QoS class to allow a request that originated from a client
assigned to a second QoS class to meet a response target
associated therewith. The technique may also further com-
prise the steps of determining a throughput of the at least one
server, and reducing a request withhold rate to increase
throughput of the at least one server. Also, the technique may
turther comprise the steps of monitoring a throughput of the
at least one server, and varying a request withhold rate to
balance the throughput and request response times.

Further, the technique may further comprise the step of
assigning the response target to the QoS class. The step of
assigning the response target to the QoS class may further
comprise the step of assigning a response time target to the
QoS class. The step of assigning the response target to the
QoS class may further comprise the step ol assigning a
response percentile target to the QoS class.

Still further, the techmque may further comprise the step of
estimating the response time associated with the at least one
server based on one or more requests sent to the at least one
server within a given time period. The technique may also
turther comprise the step of assigning a target response time
to a plurality of QoS classes in which lower quality classes are
assigned larger response times than higher quality classes.
Also, the technique may further comprise the steps of deter-
mining dispatch times for requests from a difference between
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at least one predicted response time of the at least one server
and the target response time corresponding to the QoS class of
the request, and sending requests to the at least one server
based on dispatch times.

Yet further, a plurality of applications may be running on
the at least one server and requests may be routed to applica-
tions, such that the technique may further comprise the steps
ol estimating response times of applications based on one or
more requests sent to the applications within a time period,
and sending a request to an application whose estimated
response time 1s not greater than a target response time cor-
responding to the QoS class of the request. The technique may
turther comprise the step of varying a number of requests sent
to applications so that estimated response times of applica-
tions are not greater than target response times of QoS classes
corresponding to requests sent to the applications. The at least
one server may comprise a plurality of servers and each
application runs on a different one of the plurality of servers.

In a second aspect of the invention, apparatus for process-
ing a request to at least one server comprises a memory, and
at least one processor coupled to the memory and operative to
receive a request, and schedule submission of the request to
the at least one server based on: (1) a quality-of-service (QoS)
class assigned to a client from which the request originated;
(1) a response target associated with the QoS class; and (111)
an estimated response time associated with the at least one
server. The memory and the at least one processor may form
a scheduler that 1s external to the at least one server. The
scheduler may be a front-end scheduler and the at least one
server may be a back-end server.

In a third aspect of the invention, a technique for processing,
requests to at least one server comprises the following steps.
At least one client 1s assigned to a quality-of-service (QoS)
class from among at least two QoS classes. A response target
1s assigned to at least one QoS class. At least one response
time of the at least one server 1s estimated based on one or
more requests sent to the server within a given time period.
Requests associated with a first one of the at least two QoS
classes are withheld to allow requests associated with a sec-
ond one of the at least two QoS classes to meet 1ts response
target based on the at least one estimated response time. Such
a technique may be implemented in accordance with a sched-
uling service provided by a service provider.

These and other objects, features and advantages of the
present invention will become apparent from the following
detailed description of illustrative embodiments thereof,
which 1s to be read 1n connection with the accompanying,
drawings.

BRIEF DESCRIPTION OF THE DRAWINGS

FIG. 1 1s a block diagram 1llustrating a request scheduling,
system 1n accordance with an embodiment of the present
invention;

FIG. 2 1s a flow diagram illustrating a methodology for
dynamically scheduling requests in accordance with an
embodiment of the present invention; and

FI1G. 3 1s a block diagram illustrating a computing system
with which embodiments of the present invention may be
implemented.

DETAILED DESCRIPTION OF PR
EMBODIMENTS

L1
vy

ERRED

The present mvention will be illustratively explained
below 1n the context of back-end servers 1n a World Wide Web

implementation. However, it 1s to be understood that the
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4

present invention 1s not limited to such a data processing
environment. Rather, the mvention 1s more generally appli-
cable to any data processing environment in which it would be
desirable to provide eflicient servicing of user requests by
providing different classes of service for user requests.

As 1llustratively used herein, the term “client” may gener-
ally refer to one or more computing systems (e.g., personal
computer, personal digital assistant, cellphone, laptop, etc.)
capable of making a request to a server (e.g., by connecting to
a network to obtain data). A “client” may also occasionally
refer to the individual(s) using the computing system (this
will be clear from the circumstances). A “server” may gener-
ally refer to one or more computing systems capable of
responding to a client request (e.g., by generating and serving
content available on the network).

As will be 1llustratively explained below, the mmvention
provides techniques for scheduling requests at back-end serv-
ers 1n order to provide differentiated classes of quality of
service (QoS). The techmques are implemented 1n the form of
a scheduler external to the server. Such an implementation
obviates the need for any changes to the back-end server.

In an 1llustrative embodiment described herein, the follow-
ing four types of QoS service classes are provided.

(1) Type 1—Simple priorities: Each class 1s assigned a
priority. The scheduler gives preference to higher prior-
ity requests, without consideration of the performance
of lower priority requests.

(2) Type 2—Response time targets: Each class has a
“response time target” associated therewith. The sched-
uler ensures that the mean response time of the requests
in a class does not exceed the response time target of the
class.

(3) Type 3—Best eflort: Each class has either a response
time target associated therewith or 1s marked “best
cffort”” The scheduler ensures that the mean response
time of the requests in a class does not exceed the
response time target of the class. The performance of the
best effort classes 1s optimized within this constraint.

(4) Type 4—xth percentile target: Each class has an “xth
percentile target” associated therewith. The scheduler
ensures that the xth percentile of response times of the
requests 1n a class do not exceed this target.

Other types of classes are also possible within the spirit and

scope of the 1nvention.

Ensuring the QoS targets described above 1n a scheduler
external (such as a front-end scheduler) to the back end server
(s) poses the following challenges that the present invention
addresses. First, scheduling requests outside the back-end
server 1nvolves holding back requests outside the server. It 1s
typically critical to ensure that the resulting reduction 1n the
degree of concurrency at the back-end server(s) does not
resultin a loss of system throughput. Second, providing mean
response time targets typically requires predictable mean
response times at the back-end server. Third, the scheduler
typically needs to decide for each incoming request whether
to admit the request immediately or to hold 1t back (withhold
request). Moreover, the scheduler typically has to decide for
requests that are held back when and 1n which order to admat
them to the back-end server. Thus, the scheduler may control
(e.g., varies by increasing or decreasing) a request withhold
rate (e.g., a rate of requests withheld from submission to a
server) and thus the number of requests sent to a server so as
to, for example, balance server throughput and request
response times. It 1s also to be appreciated that a back-end
server may run one or more applications to which requests are
being routed. Further, each application may run on a different
Server.
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Referring mitially to FIG. 1, a block diagram 1illustrates a
request scheduling system 1n accordance with an embodi-
ment of the present invention. More particularly, request
scheduling system 100 comprises a request characteristics
estimator 110, a request classifier 120, a QoS target assign-
ment module 130, a scheduler 140, a multi-programming,
level (MPL) adaptor 150, and a database (DB) monitor 160.
Therequest scheduling system 100 1s accessible by an admin-
istrator 170, who may establish request service rules and set
QoS targets. Further, as shown in FIG. 1, the request sched-
uling system 100 1s positioned external to and in front of
back-end servers 180-1 through 180-7.

The following description will generally explain the func-
tions of each of the above-mentioned system components,
tollowed by a turther description of the two core components
ol the request scheduling system, namely, the scheduler and
the MPL adaptor.

The request characteristics estimator 110 estimates request
(e.g., query) statistics that are used by the scheduler 140.
Examples of such statistics may include expected service
time of request and resource usage. The request characteris-
tics estimator 110 uses data (e.g., history data) from the DB
monitor 160 as mput.

The request classifier 120 assigns the request to a QoS
class, e.g., this can be done based on one or more criteria
including but not limited to the following: user ID (adminis-
trator assigned 1dentifiers to classes), based on shopping his-
tory of client (money spent), and type of query: e.g.,
“browse,” “order,”’ etc.

The QoS target assignment module 130 keeps track of the
different QoS classes, 1.e., the types of each class (one of
types 1 to 4 listed above) and the corresponding parameters
tor the class (e.g., the target response time for a type 2 class).

The scheduler 140 maintains one or more queues. For a
given new request, the scheduler either assigns the request to
one of the queues, admits the request immediately to one of
the servers 180-1 through 180-7, or drops the request. The
scheduler makes this decision based on information from the
other components of the request scheduling system 100.
Upon completion of a request, the scheduler decides whether
to admit one or several requests waiting 1n one of the queues.
Again, this decision 1s based on information from the other
components of the request scheduling system 100. The sched-
uler 140 will be described in further detail below.

The MPL adaptor 150 adapts the target value for the MPL
to be maintained by the scheduler 140 to ensure that QoS
targets are achievable and that loss of throughput 1s kept at a
mimmum. The MPL adaptor 150 uses data from the DB
monitor 160 and the QoS target assignment module 130, and
provides data to the scheduler 140. The MPL adaptor will be
described in further detail below.

The DB monitor 160 keeps track of system statistics
needed by the other components, e.g., observed execution
times (based on query types), throughput, current MPL,
completion rate, and utilization of core resources, €.g. central
processing unit (CPU) at the server.

Thus, 1n this illustrative embodiment, the DB monitor 160
collects the statistics that the request characteristics estimator
110 uses. This could, for example, be the value of the items
purchased by a customer within the last month. A difference
between the data provided by the DB monitor 160 to the
request characteristics estimator 110 and the data provided by
the DB monitor 160 to scheduler 140 1s that the estimator 110
may typically use semantic data regarding transactions (e.g.,
customer information based on database data), while the
scheduler 140 may typically use data regarding the execution
characteristics (e.g., runtime) of a request.
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Also, 1t 1s to be appreciated that the DB monitor 160
receives mput from the servers 180-1 through 180-7. This
allows the scheduler 140 to also be aware of responses (to
requests) going out from the servers.

As mentioned above, the core components of the request
scheduling system 100 are the scheduler 140 and the MPL
adaptor 150. A main function of the scheduler 1s to make
decisions on when to admit requests such that the QoS targets
of requests are satisfied. Note that the response time of a
request 1s made up of two components: (1) 1ts time spent
waiting until the scheduler admits it to the server, 1.e.,
“Twait;” and (11) the actual time at the server, 1.¢., “I'server.”

Hence, 1n order to provide QoS service classes of type 2
and type 4 (1.e., mean response time targets and xth percentile
targets ), the scheduler preferably should have: (1) an estimate
for Tserver for each request, 1.e., “E[Tserver],”; and (11) a
guarantee that E[ Tserver] 1s smaller than the QoS target asso-
ciated with the request. It 1s to be appreciated that condition
(11) 15 preferred since once a request 1s submitted to the server
the scheduler may no longer have control over the request,
therefore, E[Tserver] 1s a lower bound on the expected
response time ol a request.

Conditions (1) and (1) above are ensured by the MPL
adaptor as will be described in detail below, followed by a
description of how the scheduler dispatches requests to the
server 1n order to meet QoS goals.

A main function of the MPL adaptor 150 1s to maintain an
estimate of the maximum number of requests allowed at the
server at any time, such that QoS targets can be met by the
scheduler 140. This estimate 1s then given as a recommenda-
tion to the scheduler. We refer to the current estimate of the
recommended maximum number of requests in the following
description as the target multi-programming level (target
MPL) of the server.

The MPL adaptor 150 maintains the target MPL by peri-
odically monitoring the mean execution times of requests on
a per QoS class basis and adapting the current MPL target 1f
necessary. More particularly, the current MPL target i1s
reduced 1if, for a given monitoring interval, there 1s a QoS
class such that E[Tserver] for requests 1n this class exceeds
the QoS target of the class. If the deviation of E[Tserver] from
the QoS target 1s small (e.g., less than 10%), the current target
MPL 1s simply reduced by a small constant (e.g., between two
and four). If the deviation 1s more significant, the MPL adap-
tor 150 may apply a method based on Little’s Law (see J.
Little, “A Proof of the Theorem,” Operations Research,
9:383-387, 1961, the disclosure of which 1s incorporated by
reference herein) to update the MPL target. According to
Little’s Law, 1n any system, the response time of a job 1s
(linearly) mversely related to the average number of jobs 1n
the system. Hence, given the observed mean response time
and the observed number of requests at the server, one can
determine the target MPL necessary to achieve the target
response time. By way of example, 1f the observed Tserver 1s
two times the target value for Tserver, the MPL 1s reduced by
a factor of two.

While the above discussion focused only on the QoS goal
of type 2, mean response time targets, the same way of adapt-
ing the MPL can also be used for type 4 QoS goals, xth
percentile targets. Although Little’s Law does not necessarily
apply to response time percentiles, 1t may be used as a good
rule of thumb for systems whose internal scheduling policy 1s
close to generalized processor sharing (which 1s the case for
many system resources in today’s computer systems, €.g., the
CPU).

In addition to the observed mean response times, a second
equally important consideration 1n adjusting the MPL 1s the
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system throughput. Setting the MPL to too small values might
reduce the utilization of system resources at the server to a
degree that results 1n loss of system throughput. Thus, the
MPL adaptor 150 monaitors, 1n addition to response times, the
system throughput based on the request arrival rate in the
monitoring interval. If after reducing the MPL target, the
system throughput drops, even though the arrival rate stayed
the same or increased compared to previous monitoring inter-
vals, the MPL adaptor 150 increases the current MPL target
again.

Referring now to FI1G. 2, a flow diagram 1llustrates a meth-
odology for dynamically scheduling requests 1n accordance
with an embodiment of the present invention. It 1s to be
appreciated that, as 1llustratively shown, the scheduling meth-
odology 200 implemented by the scheduler 140 1s the same,
independent of the QoS type.

As shown, the scheduler intercepts requests submitted to
the back-end server (step 210). If the current number of
requests at the server 1s smaller than the current target MPL
(step 220), the request 1s immediately dispatched to the server
(step 230). If the current number of requests at the server 1s
equal to or greater than the current MPL target, the request 1s
queued 1n one of potentially many queues maintained by the
scheduler (step 240). Whenever a request completes at the
server (step 250), the scheduler checks whether this comple-
tion reduces the number of requests at the server below the
current MPL target (step 260). I1 so, a request 1s chosen from
a queue, based on the QoS classes of the requests in the
queue(s), and dispatched to the server (step 270). If no indi-
cation of request completion 1s received by the scheduler
(step 250) or the request completion does not reduce the
number of requests at the server below the current MPL target
(step 260), then the method 1iterates.

Below we describe 1n detail in which order requests are
dispatched from the queue(s) to the server based on the QoS
classes of the requests (step 270).

In the case of type 1 targets (simple priorities), the sched-
uler 140 simply keeps requests sorted by their priorities and
dispatches the first request in the queue. Since there are no
target response times or percentiles to take ito account for
the MPL adaptor 150, the MPL target will converge to a low
value that still yields an acceptable system throughput. That
1s, the performance of high priority requests will be optimized
within the restriction of not hurting system throughput.

In the case of type 2 targets (response time targets ), upon its
arrival, each request 1s assigned a “dispatch deadline” which
1s a time (preferably the latest time) by which the request
should be dispatched to the system in order to meet its
response time goal. The dispatch deadline may be computed
by a variety of metrics, an exemplary one being (arrival
time)+(target response time)—(expected time at server). The
scheduler 140 keeps requests sorted by their dispatch dead-
lines. The scheduler will typically dispatch the request with
the lowest dispatch deadline first.

Next we consider a workload including not only type 2
requests, but also type 3 requests (best effort). Recall that in
this case, the goal 1s to achieve good performance for the type
3 requests without violating the response time targets of the
type 2 requests. The scheduler 140 does so by maintaining,
two queues. One that keeps type 2 requests sorted by their
dispatch deadlines and one that keeps the type 3 requests
sorted 1n First-Come-First-Serve (FCFS) order. When choos-
ing a request for dispatching, the scheduler first compares the
current time to the dispatch deadline of the first request in the
type 2 queue. If the dispatch deadline 1s met or already
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exceeded, the first request 1n the type 2 queue 1s dispatched.
Otherwise, the first request from the type 3 queue 1s dis-
patched.

In the case of type 4 targets (xth percentile targets), per-
centile targets can be achieved 1n a similar manner as the
above-mentioned response time targets. One difference 1s that
instead of a formula such as (arrival time)+(target response
time)—(expected time at server), for type 4 requests a formula
such as (arrtval time)+(target for xth percentile)—(expected
time at server for xth percentile) may be used.

It 1s to be appreciated that, in addition to the above-men-
tioned core scheduling rules, one or more of other rules may
be included to improve throughput and system performance.
By way of example only, one or more of the following rules
may also be employed.

(1) Resource based admission. The resource usage (in
terms ol CPU cycles, I/O time, and lock wait time) of an
incoming request 1s estimated. The request 1s admitted
directly i1 either: (a) the request does not increase the
MPL beyond the current MPL limait; or (b) the request
uses mostly resources that have low utilization levels.

(2) Feasibility of response time targets. At times 1t might
not be feasible to meet all response time targets due to
unusually high system load. In this case, there are at least
two choices: (1) make all requests with response time
targets sulfer equally; or (11) try to stick to the most
stringent response time targets as long as possible and let
the other requests suffer (the argument behind the sec-
ond choice being that the requests with more stringent
response time targets have been assigned this stringent
target since they are more critical or important to the
system). The first choice 1s simply achieved by continu-
ing to serve requests from the queue by the order of their
dispatch deadlines. To achieve the second choice when
picking a request for dispatching, the scheduler first
identifies all requests whose dispatch deadlines are
already reached or passed. If the scheduler finds any
such requests, the scheduler picks the one with the low-
est response time target (which 1s notnecessarily the one
with the smallest dispatch deadline). I there are no such
requests, the scheduler picks the request with the short-
est dispatch deadline.

(3) Runtime based admission. The runtime of an incoming
priority request 1s estimated (e.g., by using data avail-
able from the database through a query optimizer).
Then, this estimate 1s used to admit requests 1n the
admission queue in SIJF (Shortest-Job-First) order
instead of FCFS (First-Come-First-Serve) order.

(4) Starvation Prevention. To prevent best effort requests
from waiting forever in the admission queue, one can set
a limit for the maximum tolerable wait time. Once a
best-efiort request has been 1n the admission queue for
the maximum wait time, the request 1s admaitted, even 1t
this could jeopardize the target response times for high
priority requests.

(5) Avoiding overload. The MPL adaptor can detect, in
addition to loss 1n throughput due to under-utilization of
resources, a loss 1n throughput due to over-utilization or
overload of resources. In this case, the MPL adaptor will
reduce the MPL.

A variation within the spirit and scope of the invention 1s to
have different applications running on the system which are
invoked to satisty requests. These different applications may
be, but are not necessarily, different invocations of the same
program. The 1dea is that a request can be satisfied by more
than one application. The system picks an appropriate appli-
cation to satisty a request based on the QoS requirements.
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Different applications may have different expected response
times. The expected response times for different applications
can be controlled by a number of factors, including but not
limited to the following:

1. The number of requests per unit time the scheduler sends
to an application.

2. Applications can run on different servers. Some appli-
cations may run on slower servers than others.

3. The system may include a plurality of servers 1n which
different numbers of applications run on different serv-
ers. A server with a large number of applications would
typically have slower response times than one running a
small number of applications.

The system monitors response times of different applica-
tions and satisfies QoS requirements based on the expected
response times ol applications. Similar techniques to those
described earlier are used for scheduling requests. A differ-
ence 1s that mstead of basing decisions on predicted server
response times, decisions are based on predicted application
response times.

It 1s to be further appreciated that a service provider could
provide aspects ol the present mvention in the following
illustrative way. Clients could be assigned to different QoS
classes, for example, as mentioned above, wherein one or
more target request response times would be assigned to each
class. The service provider could provide different options for
grouping clients into different QoS classes. One such method
would be for levels of service to be specified via service level
agreements (1.¢., formal or informal). The requests could then
be serviced 1n accordance with such characteristics as esti-
mated server response time and 1n accordance with request
withholding rules (e.g., quewing rules), as specified above.

Referring lastly to FIG. 3, a block diagram illustrates a
computing system with which embodiments of the present
invention may be implemented. More particularly, FIG. 3
illustrates an illustrative hardware implementation of a com-
puting system in accordance with which one or more compo-
nents/steps of a request scheduling system (e.g., components/
steps described in the context of FIGS. 1 and 2) may be
implemented, according to an embodiment of the present
invention. For example, an illustrative computing system
architecture such as that shown in FIG. 3 may be used 1n
implementing any and all client devices, servers, and compo-
nents of the scheduling system, etc., as mentioned above.

Further, it 1s to be understood that the individual compo-
nents/steps may be implemented on one such computer sys-
tem, or more preferably, on more than one such computer
system. In the case of an implementation on a distributed
computing system, the individual computer systems and/or
devices may be connected via a suitable network, e.g., the
Internet or World Wide Web. However, the system may be
realized via private or local networks. The mvention 1s not
limited to any particular network.

As shown, the computer system 300 may be implemented
in accordance with a processor 310, a memory 320, 1/O
devices 330, and a network 1nterface 340, coupled via a com-
puter bus 350 or alternate connection arrangement.

It 1s to be appreciated that the term “processor” as used
herein 1s intended to include any processing device, such as,
for example, one that includes a CPU (central processing
unit) and/or other processing circuitry. It 1s also to be under-
stood that the term “processor” may refer to more than one
processing device and that various elements associated with a
processing device may be shared by other processing devices.

The term “memory” as used herein 1s intended to include
memory associated with a processor or CPU, such as, for
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example, RAM, ROM, a fixed memory device (e.g., hard
drive), a removable memory device (e.g., diskette), flash
memory, €ic.

In addition, the phrase “input/output devices” or “I/O
devices” as used herein 1s intended to include, for example,
one or more input devices (e.g., keyboard, mouse, etc.) for
entering data to the processing unit, and/or one or more output
devices (e.g., speaker, display, etc.) for presenting results
associated with the processing unit. For example, administra-
tor 170 (FIG. 1) may interface with the request scheduling
system via block 330.

Still further, the phrase “network interface” as used herein
1s intended to iclude, for example, one or more transcervers
to permit the computer system to communicate with another
computer system (e.g., client devices, application servers,
back-end servers, etc.) via an appropriate communications
protocol.

Accordingly, software components including instructions
or code for performing the methodologies described herein
may be stored in one or more of the associated memory
devices (e.g., ROM, fixed or removable memory) and, when
ready to be utilized, loaded in part or 1n whole (e.g., mto
RAM) and executed by a CPU.

Although illustrative embodiments of the present invention
have been described herein with reference to the accompany-
ing drawings, 1t 1s to be understood that the invention 1s not
limited to those precise embodiments, and that various other
changes and modifications may be made by one skilled 1n the
art without departing from the scope or spirit of the invention.

What 1s claimed 1s:

1. A method of processing a request to at least one server,
comprising the steps of:

a processor recerving the request; and

the processor determiming when to submit the request to

the at least one server based on: (1) a quality-of-service
(QoS) class assigned to a client from which the request
originated; (11) a response target associated with the QoS
class; and (111) an estimated response time associated
with the at least one server.

2. The method of claim 1, further comprising the step of
withholding the request from submission to the at least one
server when the request originated from a client assigned to a
first QoS class to allow a request that originated from a client
assigned to a second QoS class to meet a response target
associated therewith.

3. The method of claim 2, further comprising the steps of:
determining a throughput of the at least one server; and

reducing a request withhold rate to increase throughput of

the at least one server.

4. The method of claim 2, further comprising the steps of:

monitoring a throughput of the at least one server; and

varying a request withhold rate to balance the throughput
and request response times.

5. The method of claim 1, further comprising the step of
assigning the response target to the QoS class.

6. The method of claim S, wherein the step of assigning the
response target to the QoS class turther comprises the step of
assigning a response time target to the QoS class.

7. The method of claim 5, wherein the step of assigning the
response target to the QoS class turther comprises the step of
assigning a response percentile target to the QoS class.

8. The method of claim 1, further comprising the step of
estimating the response time associated with the at least one
server based on one or more requests sent to the at least one
server within a given time period.

9. The method of claim 1, further comprising the step of
assigning a target response time to a plurality of QoS classes
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in which lower quality classes are assigned larger response
times than higher quality classes.

10. The method of claim 1, further comprising the steps of:

determining dispatch times for requests from a difference

between at least one predicted response time of the at
least one server and the target response time correspond-
ing to the QoS class of the request; and

sending requests to the at least one server based on dispatch

times.

11. The method of claim 1, wherein a plurality of applica-
tions are runmng on the at least one server and requests are
routed to applications, further comprising the steps of:

estimating response times of applications based on one or

more requests sent to the applications within a time
period; and

sending a request to an application whose estimated

response time 1s not greater than a target response time
corresponding to the QoS class of the request.

12. The method of claim 11, further comprising the step of
varying a number ol requests sent to applications so that
estimated response times of applications are not greater than
target response times of QoS classes corresponding to
requests sent to the applications.

13. The method of claim 11, wherein the at least one server
comprises a plurality of servers and each application runs on
a different one of the plurality of servers.

14. Apparatus for processing a request to at least one server,
comprising:

a memory; and

at least one processor coupled to the memory and operative

to recerve a request, and determine when to submait the
request to the at least one server based on: (1) a quality-
of-service (QoS) class assigned to a client from which
the request originated; (11) a response target associated
with the QoS class; and (111) an estimated response time
associated with the at least one server:

wherein scheduling submission of the request to the at least

one server comprises determiming when to submit the
request to the at least one server.

15. The apparatus of claim 14, wherein the memory and the
at least one processor form a scheduler that 1s external to the
at least one server.

16. The apparatus of claim 15, wherein the scheduler 1s a
front-end scheduler and the at least one server 1s a back-end
SErver.

17. An article of manufacture for processing a request to at
least one server, comprising a computer readable medium
containing one or more programs which when executed
implement the steps of:

receiving the request; and

determining when to submit the request to the at least one

server based on: (1) a quality-of service (QoS) class
assigned to a client from which the request originated;
(11) a response target associated with the QoS class; and
(111) an estimated response time associated with the at
least one server.

18. A method of processing requests to at least one server,
comprising the steps of:

assigning at least one client to a quality-of-service (QoS)

class from among at least two QoS classes;

assigning a response target to at least one QoS class;

10

15

20

25

30

35

40

45

50

55

60

12

estimating at least one response time of the at least one
server based on one or more requests sent to the server
within a given time period; and

a processor withholding submission of requests associated
with a first one of the at least two QoS classes to allow
requests associated with a second one of the at least two
QoS classes to meet 1ts response target based on the at
least one estimated response time.

19. The method of claim 18, further comprising the steps

of:

determining a throughput of the at least one server; and

reducing a request withhold rate to increase throughput of
the at least one server.

20. The method of claim 18, further comprising the steps

of:

monitoring a throughput of the at least one server; and

varying a request withhold rate to balance the throughput
and request response times.

21. The method of claim 18, further comprising the steps

of:

determining dispatch times for requests from a difference
between at least one predicted response time of the at
least one server and the target response time correspond-
ing to the QoS class of the request; and

sending requests to the at least one server based on dispatch
times.

22. The method of claim 18, wherein a plurality of appli-
cations are running on the at least one server and requests are
routed to applications, further comprising the steps of:

estimating response times of applications based on one or
more requests sent to the applications within a time
period; and

sending a request to an application whose estimated
response time 1s not greater than a target response time
corresponding to the QoS class of the request.

23. The method of claim 22, further comprising the step of
varying a number ol requests sent to applications so that
estimated response times of applications are not greater than
target response times of QoS classes corresponding to
requests sent to the applications.

24. The method of claim 22, wherein the at least one server
comprises a plurality of servers and each application runs on
a different one of the plurality of servers.

25. A method of providing a scheduling service for
requests to at least one server, comprising the step of:

a service provider providing a scheduler comprising a pro-
cessor operative to: (1) assign at least one client to a
quality-of-service (QoS) class from among at least two
QoS classes; (11) assign a response target to at least one
QoS class; (111) estimate at least one response time of the
at least one server based on one or more requests sent to
the server within a given time period; and (1v) withhold

submission of requests associated with a first one of the
at least two QoS classes to allow requests associated
with a second one of the at least two QoS classes to meet
its response target based on the at least one estimated
response time.
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