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KEY VERIFICATION SYSTEM AND METHOD

TECHNICAL FIELD

This disclosure relates to data storage systems and, more
particularly, to encrypted data storage systems.

BACKGROUND

Centralized data storage systems, such as network attached
storage devices, may use a plurality of disk drives and a
plurality of I/O modules to increase data throughput and to
provide for redundancy in the event of a disk drive failure
and/or an I/O module failure. In order to protect the data
included within these centralized data storage systems, data
encryption methodologies may be utilized. For example, one
or more data encryption keys may be used to encrypt and
decrypt various data portions stored within the centralized
data storage system.

Unfortunately, the use of multiple encryption keys may
allow for the use of an incorrect encryption key. For example,
encryption key “A” may be incorrectly used to encrypt data
that should have been encrypted using encryption key “B”.
Unfortunately, at sometime 1n the future when the system
attempts to decrypt the data using encryption key “B”, the
decryption step may fail due to the use of the incorrect
encryption key. Depending on the strength of the encryption,
this may result in the data being unrecoverable.

SUMMARY OF DISCLOSUR

L1

In a first implementation, a method includes associating an
encryption key with each of a plurality of storage objects
within a data storage system, thus defimng a plurality of
encryption keys. Each of the plurality of encryption keys 1s
appended to include a key identifier tag, thus defining a plu-
rality of tagged encryption keys. The key identifier tag
included within each tagged encryption key identifies the
storage object with which the tagged encryption key 1s asso-
ciated.

One or more of the following features may be included.
Each of the tagged encryption keys may be encrypted to
define a plurality of encrypted tagged encryption keys.

Data to be stored within the data storage system may be
received. A destination storage object for storing the received
data may be 1dentified. The destination storage object may be
chosen from the plurality of storage objects.

The tagged encryption key associated with the destination
storage object may be obtained. The key identifier tag
included within the obtained tagged encryption key may be
confirmed to identily the destination storage object. The
received data may be encrypted using the obtained tagged
encryption key. The recerved data may be stored within the
destination storage object.

A request for data previously stored within the data storage
system may be received. A source storage object in which the
requested data 1s stored may be identified. The source storage
object may be chosen from the plurality of storage objects.

The tagged encryption key associated with the source stor-
age object may be obtaimned. The requested data may be
obtained from the source storage object. The key 1dentifier tag
included within the obtained tagged encryption key may be
confirmed to identily the source storage object. The requested
data may be decrypted using the obtained tagged encryption
key.

At least one of the storage objects may define a portion of
a hard disk drive.
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2

In another implementation, a computer program product
resides on a computer readable medium that has a plurality of
instructions stored on 1t. When executed by a processor, the
instructions cause the processor to perform operations includ-
ing associating an encryption key with each of a plurality of
storage objects within a data storage system, thus defining a
plurality of encryption keys. Each of the plurality of encryp-
tion keys 1s appended to include a key identifier tag, thus
defining a plurality of tagged encryption keys. The key 1den-
tifier tag included within each tagged encryption key identi-
fies the storage object with which the tagged encryption key 1s
associated.

One or more of the following features may be included.
Each of the tagged encryption keys may be encrypted to
define a plurality of encrypted tagged encryption keys.

Data to be stored within the data storage system may be
received. A destination storage object for storing the received
data may be identified. The destination storage object may be
chosen from the plurality of storage objects.

The tagged encryption key associated with the destination
storage object may be obtained. The key identifier tag
included within the obtained tagged encryption key may be
confirmed to identily the destination storage object. The
received data may be encrypted using the obtained tagged
encryption key. The recerved data may be stored within the
destination storage object.

A request for data previously stored within the data storage
system may be received. A source storage object in which the
requested data 1s stored may be 1dentified. The source storage
object may be chosen from the plurality of storage objects.

The tagged encryption key associated with the source stor-
age object may be obtained. The requested data may be
obtained from the source storage object. The key identifier tag
included within the obtained tagged encryption key may be
confirmed to identily the source storage object. The requested
data may be decrypted using the obtained tagged encryption
key.

At least one of the storage objects may define a portion of
a hard disk drive.

In another implementation, a data storage system 1s con-
figured to perform operations comprising associating an
encryption key with each of a plurality of storage objects
within a data storage system, thus defining a plurality of
encryption keys. Each of the plurality of encryption keys 1s
appended to 1iclude a key identifier tag, thus defining a plu-
rality of tagged encryption keys. The key identifier tag
included within each tagged encryption key identifies the
storage object with which the tagged encryption key 1s asso-
ciated.

One or more of the following features may be included.
Each of the tagged encryption keys may be encrypted to
define a plurality of encrypted tagged encryption keys.

Data to be stored within the data storage system may be
received. A destination storage object for storing the recerved
data may be 1dentified. The destination storage object may be
chosen from the plurality of storage objects.

The tagged encryption key associated with the destination
storage object may be obtained. The key identifier tag
included within the obtained tagged encryption key may be
confirmed to identily the destination storage object. The
received data may be encrypted using the obtained tagged
encryption key. The recerved data may be stored within the
destination storage object.

A request for data previously stored within the data storage
system may be recerved. A source storage object in which the
requested data 1s stored may be 1dentified. The source storage
object may be chosen from the plurality of storage objects.
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The tagged encryption key associated with the source stor-
age object may be obtaimned. The requested data may be
obtained from the source storage object. The key 1dentifier tag
included within the obtained tagged encryption key may be
confirmed to 1dentily the source storage object. The requested
data may be decrypted using the obtained tagged encryption
key.

The details of one or more implementations are set forth in
the accompanying drawings and the description below. Other
features and advantages will become apparent from the
description, the drawings, and the claims.

BRIEF DESCRIPTION OF THE DRAWINGS

FIG. 1 1s a diagrammatic view of a computing device
including a data storage system executing a key verification
process;

FI1G. 2 15 a detailed view of the data storage system of FIG.
1; and

FIG. 3 1s a flowchart of a process executed by the data
storage system of FIG. 1.

Like reference symbols in the various drawings indicate
like elements.

DETAILED DESCRIPTION OF THE PREFERRED
EMBODIMENTS

Referring to FIG. 1, there 1s shown key verification process
10 that may reside on and may be executed by data storage
system 12, which may be connected to network 14 (e.g., the
Internet or a local area network). Examples of data storage
system 12 may include, but are not limited to: a personal
computer, a server computer, a series of server computers, a
mim computer, and a mainframe computer. Data storage sys-
tem 12 may be a web server (or a series of servers) running a
network operating system, examples of which may include
but are not limited to: Microsoft Windows XP Server™;
Novell Netware™; or Redhat Linux™, for example.

As will be discussed below 1n greater detail, key verifica-
tion process 10 may associate an encryption key with each of
a plurality of storage objects within e.g., data storage system
12. Each of the encryption keys may be appended to include
a key 1dentifier tag, wherein the key identifier tag included
identifies the storage object with which the tagged encryption
key 1s associated.

The instruction sets and subroutines of key verification
process 10, which may be stored on storage device 16 coupled
to data storage system 12, may be executed by one or more
processors (not shown) and one or more memory architec-
tures (not shown) incorporated 1nto data storage system 12.
Storage device 16 may include but 1s not limited to: a hard
disk drive; a tape drive; an optical drive; a RAID array; a
random access memory (RAM); and a read-only memory
(ROM).

Data storage system 12 may execute a web server applica-
tion, examples of which may include but are not limited to:
Microsoit IIS™, Novell Webserver™, or Apache Web-
server ™, that allows for HTTP (1.e., HyperText Transier Pro-
tocol) access to data storage system 12 via network 14. Net-
work 14 may be connected to one or more secondary
networks (e.g., network 18), examples of which may include
but are not limited to: a local area network; a wide area
network; or an intranet, for example.

Data storage system 12 may execute data management
application 20 that may allow for distributed access to data
stored within drive system 22. Examples of drive system 22
may include one or more RAID arrays. Key verification pro-
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cess 10 may be a stand alone application that interfaces with
data management application 20 or an applet/application that
1s executed within data management application 20.

The instruction sets and subroutines of data management
application 20, which may be stored on storage device 16
coupled to data storage system 12 may be executed by one or
more processors (not shown) and one or more memory archi-
tectures (not shown) incorporated into data storage system
12.

The 1nstruction sets and subroutines of client applications
24, 26, 28, 30 which may be stored on storage devices 32, 34,
36, 38 (respectively) coupled to client electronic devices 40,
42, 44, 46 (respectively), may be executed by one or more
processors (not shown) and one or more memory architec-
tures (not shown) incorporated 1nto client electronic devices
40, 42, 44, 46 (respectively). Examples of client applications
24, 26, 28, 30 may include but are not limited to a database
application, a word processing application, a spreadsheet
application, a graphics application, a design application, and
a file viewer application.

Storage devices 32, 34, 36, 38 may include but are not
limited to: hard disk drives; tape drives; optical drives; RAID
arrays; random access memories (RAM); read-only memo-
ries (ROM), compact flash (CF) storage devices, secure digi-
tal (SD) storage devices, and memory stick storage devices.
Examples of computing devices 40, 42, 44, 46 may include,
but are not limited to, personal computer 40, laptop computer
42, personal digital assistant 44, notebook computer 46, a
data-enabled, cellular telephone (not shown), and a dedicated
network device (not shown), for example. Using client appli-
cations 24, 26, 28, 30, users 48, 50, 52, 54 (respectively) may
access data management application 20 and the data stored
within drive system 22.

Users 48, 50, 52, 54 may access data management appli-
cation 20 directly through the device on which the client
application (e.g., client applications 24, 26, 28, 30) is being
executed, namely client electronic devices 40, 42, 44, 46, for
example. Users 48, 50, 52, 54 may access data management
application 20 directly through network 14 or through sec-
ondary network 18. Further, data storage system 12 (1.e., the
system that executes key verification process 10 and data
management application 20) may be connected to network 14
through secondary network 18, as illustrated with phantom
link line 56.

The various client electronic devices may be directly or
indirectly coupled to network 14 (or network 18). For
example, personal computer 40 1s shown directly coupled to
network 14 via a hardwired network connection. Further,
notebook computer 46 1s shown directly coupled to network
18 via a hardwired network connection. Laptop computer 42
1s shown wirelessly coupled to network 14 via wireless com-
munication channel 58 established between laptop computer
42 and wireless access point (1.e., WAP) 60, which 1s shown
directly coupled to network 14. WAP 60 may be, for example,
an IEEE 802.11a, 802.11b, 802.11¢g, Wi1-Fi, and/or Bluetooth
device that 1s capable of establishing wireless communication
channel 58 between laptop computer 42 and WAP 60. Per-
sonal digital assistant 44 1s shown wirelessly coupled to net-
work 14 via wireless communication channel 62 established
between personal digital assistant 44 and cellular network/
bridge 64, which 1s shown directly coupled to network 14.

As 1s known 1n the art, all of the IEEE 802.11x specifica-
tions may use Ethernet protocol and carrier sense multiple
access with collision avoidance (1.e., CSMA/CA) for path
sharing. The various 802.11x specifications may use phase-
shift keying (i.e., PSK) modulation or complementary code
keying (1.e., CCK) modulation, for example. As 1s known in
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the art, Bluetooth 1s a telecommunications industry specifi-
cation that allows e.g., mobile phones, computers, and per-
sonal digital assistants to be interconnected using a short-
range wireless connection.

Client electronic devices 40, 42, 44, 46 may cach execute
an operating system, examples of which may include but are
not limited to Microsoft Windows™, Microsoft Windows
CE™,_ Redhat Linux™, or a custom operating system.

Key Verification Process

As discussed above, examples of client applications 24, 26,
28, 30 may include but are not limited to a database applica-
tion, a word processing application, a spreadsheet applica-
tion, a graphics application, a design application, and a file
viewer application. Users 48, 50, 52, 54 may use client appli-
cations 24, 26, 28, 30 to access data stored on drive system 22.
During use of client applications 24, 26, 28, 30, one or more
datafiles (e.g., data files 66) may be written to drive system 22
and/or one or more data files (e.g., data files 68) may be
retrieved from drive system 22.

In order to provide security concerning the data stored on
drive system 22, data files recerved from the various client
clectronic devices may be encrypted prior to being written to
drive system 22. For example, data files 66 may be encrypted
prior to being written to drive system 22. Further, data files
retrieved from drive system 22 may be decrypted prior to
being provided to the various client electronic devices. For
example, data files 68 may be decrypted prior to being pro-
vided to e.g. personal computer 40.

Referring also to FIG. 2 and for illustrative purposes, drive
system 22 1s shown to include four discrete drives, namely
disk drive 100, disk drive 102, disk drive 104, and disk drive
106. Additionally, drive system 22 1s shown to include four
I/O modules, namely I/O module 108, I/O module 110, I/O
module 112, and I/O module 114.

In this particular exemplary embodiment, I/O module 108
1s shown to be coupled to disk drives 100, 102; I/O module
110 1s shown to be coupled to disk drives 100, 102; I/O
module 112 1s shown to be coupled to disk drives 104, 106;
and I/O module 114 1s shown to be coupled to disk drives 104,
106.

In this particular example, multiple I/O modules (e.g. I/O
modules 108, 110) are shown to be coupled to each disk drive
(e.g. disk drive 100), and multiple disk drives (e.g. disk drives
100, 102) are shown to be coupled to each I/O module (I/O
module 108). By configuring parallel paths within drive sys-
tem 102, throughput may be increased and/or fault tolerance
may be achieved.

For example, through the use of two I/O modules (e.g. I/O
modules 108, 110) and two disk drives (e.g. disk drives 100,
102), throughput may be increased by striping data across
multiple disk drives (e.g. such as in a RAID O array). Addi-
tionally, the use of two I/O modules (e.g. I/O modules 108,
110) and two disk drives (e.g. disk drives 100, 102) may allow
data to be mirrored across multiple drives to enhance fault
tolerance (e.g. such as 1n a RAID 1 array). Additionally/
alternatively, the various drives included within drive system
22 may be configured 1n accordance with other RAID speci-
fications, such as RAID 3, RAID 5, RAID 10, and RAID 0+1.

When encrypting data files, various methodologies may be
utilized. For example, a single encryption key may be utilized
to encrypt all data on all drives included within drive system
22. For example, a single encryption key may be utilized to
encrypt all of the data stored on disk drives 100, 102, 104,
106. Alternatively and for illustrative purposes, a unique
encryption key may be utilized for each of the four disk
drives. Further and alternatively, a unique decryption key may
be utilized to encrypt data within a certain portion of a disk
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drive. For illustrative purposes, assume that disk drives 100,
102, 104, 106 each include ten platters, each of which

includes two readable/writable surfaces (thus defimng e1ghty
storage objects). Accordingly, a unique encryption key may
be utilized for each of these eighty storage objects, thus
requiring eighty unique encryption keys to access all of the
data stored within drive system 22.

Reterring also to FIG. 3 and as discussed above, key veri-
fication process 10 may associate 150 an encryption key with
cach of a plurality of storage objects within e.g., data storage
system 12. Each of the associated encryption keys may be
appended 152 to include a key identifier tag, wherein the key
identifier tag identifies the storage object with which the
tagged encryption key 1s associated.

Specifically, the number of encryption keys required may
be decided by the required level of encryption granularity
(1.e., the number of storage objects) of data storage system 12.
As discussed above, a single encryption key may be used for
all disk drives within drive system 22. Alternatively, a single
encryption key may be used for each surface of each of the ten
platters included within a single disk drive.

An administrator (not shown) of data storage system 12
may define the level of encryption granularity utilized within
data storage system 12. Continuing with the above stated
example 1n which drive system 22 includes four discrete disk
drives (1.e., disk drive 100, disk drive 102, disk drive 104, disk
drive 106), assume for 1llustrative purposes that the adminis-
trator (not shown) decides to divide each of the four disk
drives into one-hundred storage objects, for a total of four-
hundred storage objects (1.e. for all four disk drives of drive
system 22).

The size/number of the individual storage objects into

which the disk drives of drive system 22 are divided may vary
depending upon e.g., application/performance requirements/
design criteria. For example, the individual disk drives may
be divided 1nto storage objects based upon disk sectors, disk
platters, disk tracks, and disk clusters. While this list 1s
intended to be 1llustrative, 1t 1s not intended to be all-inclusive.
Accordingly, other division criteria are considered to be
within the scope of this disclosure.

Continuing with the above-stated example 1n which each of
the four disk drives within drive system 22 1s divided into
one-hundred storage objects, the administrator (not shown)
may utilize key manager process 116 to generate one-hundred
unique encryption keys for each of the four disk drives.
Accordingly and as discussed above, key verification process
10 may associate 150 one of the one-hundred encryption keys
(for a particular disk drive) with each of the one-hundred
storage objects mto which that particular disk drive was
divided.

Each of the unique encryption keys generated maybe a
symmetric encryption key. Accordingly, the same encryption
key may be used to encrypt data prior to writing it to drive
system 22 and decrypt data retrieved from drive system 22.

An example of the manner 1n which key verification pro-
cess 10 associates 150 the one-hundred encryption keys of a
particular drive (e.g., disk drive 100) with the one-hundred
storage objects into which that disk drive was divided 1s as
follows:

Disk Drive 100

Encryption Key Associated Storage Object

Key 001
Key 002

Object 001
Object 002



US 8,594,335 Bl

7

-continued

Disk Drive 100

Encryption Key Associlated Storage Object
Key 003 Object 003
Key 004 Object 004
Key 097 Object 097
Key 098 Object 098
Key 099 Object 099
Key 100 Object 100

While the following discussion concerns the one-hundred
storage objects into which disk drive 100 1s divided and the
one-hundred encryption keys associated with each of the
one-hundred storage objects of disk drive 100, this 1s for
illustrative purposes only and 1s not intended to be a limitation
of this disclosure, as the following discussion may apply to
any of the disk drives included within drive system 22.

Once the one-hundred unique encryption keys are gener-
ated for disk drive 100, key verification process 10 may
append 152 a key 1dentifier tag to each of the one-hundred
encryption keys, resulting 1n the generation of one-hundred
tagged encryption keys. The key identifier tag included within
cach of the one-hundred tagged encryption keys may be a
plain text tag and may 1dentity the storage object within disk
drive 100 with which the tagged encryption key 1s associated.
For example, key verification process 10 may append each of
the one-hundred unique encryption keys as follows:

Disk Drive 100

Encryption Key Associated Storage Object

(TAGO01) Key 001 Object 001
(TAG002) Key 002 Object 002
(TAGO003) Key 003 Object 003
(TAG004) Key 004 Object 004
(TAG097) Key 097 Object 097
(TAG098) Key 098 Object 098
(TAG099) Key 099 Object 099
(TAG100) Key 100 Object 100

An example of an encryption key may be a 512 bit number
and an example of akey identifier tag may be a 128 bit number
that e.g. defines the specific storage object with which the
encryption key 1s associated. Alternate/additional informa-
tion may also be included within the key identifier tag.
Accordingly, when appending 152 each of the one-hundred
encryption keys to include a key identifier tag, the 512 bat
encryption key may be appended to include the 128 bit key
identifier tag at the beginning of the 512 bit encryption key.
Therefore, when processing the tagged encryption keys
(which are 640 bits long), the first 128 bits of the tagged
encryption key may be removed and processed as the key
identifier tag. Accordingly, the tagged encryption key for
storage object 001 of disk drive 100 may appear as follows:
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Object 001 of Disk Drive 100

128 bit tag 512 bit encryption key

Key verification process 10 may encrypt 154 each of the
one-hundred tagged encryption keys to define a plurality of
encrypted tagged encryption keys. Specifically, when config-
uring data storage process 12, key verification process 10 may
generate (via key manager process 116) a public/private Key
Encryption Key (KEK) pair, which may be used to encrypt
cach of the above-described tagged encryption keys.

For example, once the above-described one-hundred
tagged encryption keys are generated, key verification pro-
cess 10 may encrypt 154 (via e.g., key manager process 116)
cach of the one-hundred tagged encryption keys using the
above-described public key of the KEK pair. As 1s known 1n
the art, once a public key 1s used to encrypt a piece of data, the
encrypted piece of data may only be decrypted using the
associated private key. Accordingly, when a tagged encryp-
tion key 1s encrypted using the public key of the KEK pair, the
encrypted tagged encryption key can only be decrypted using
the private key of the KEK pair.

Once each of the tagged encryption keys are encrypted 154
using the above-described public key of the KEK pair, key
verification process 10 may store the group of one-hundred
encrypted tagged encryption keys as a key table (e.g., key
table 118) within cache memory 120 of processor module
122. Cache memory 120 may be incorporated within the
individual microprocessors of processor module 122 or may
be external to the individual microprocessors of processor
module 122. Processor module 122 may be a multi-processor
module that may include a plurality of microprocessors (e.g.,
Intel Xenon™ microprocessors available from the Intel Cor-
poration of Santa Clara, Calif.).

Key verification process 10 may generate and store (within
cache memory 120) a unique key table for each of the I/O
modules. For example, key verification process 10 may gen-
crate key table 118 for I/O module 108; key verification
process 10 may generate key table 124 for I/O module 110;
key verification process 10 may generate key table 126 for I/O
module 112; and key verification process 10 may generate
key table 128 for I/O module 114.

As discussed above, key verification process 10 may gen-
crate (via key manager process 116) a public/private Key
Encryption Key (KEK) pair for encrypting 154 each of the
above-described tagged encryption keys that are included
within key table 118. For security purposes, a umique KEK

pair may be generated by key verification process 10 for each
of the key tables (e.g., key tables 118, 124, 126, 128) utilized

by each of I/O modules 108, 110, 112, 114 (respectively).
Accordingly, key verification process 10 may store: private
KEK 130 (for key table 118/1/0O module 108); private KEK
132 (for key table 124/1/0O module 110); private KEK 134 (for
key table 126/1/0 module 112); and private KEK 136 (for key
table 128/1/0 module 114), within cache memory 120.

As will be discussed below 1n greater detail, upon receiving
data to be stored within a storage object of a disk drive (e.g.,
disk drive 100), the I/O module assigned to the disk drive may
obtain the appropnate private KEK (e.g., private KEK 130)
from cache memory 120 so that the associated tagged encryp-
tion key may be decrypted (e.g., using private KEK 130), thus
allowing the received data to be encrypted (e.g., using the
decrypted tagged encryption key) prior to writing the
received data to e.g., disk drive 100.
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Assume for illustrative purposes that data files 66 are
received 156 (via e.g. network 14) by processor module 122
for storage within data storage system 12. Key verification
process 10 may 1dentify 158 a destination storage object for
storing recerved data files 66. Specifically, processor module
122 of data storage system 12 may be configured to identily
158 a particular storage object within a particular disk drive
(e.g., ol drive system 22) for storing data file 66. Accordingly,
assume for illustrative purposes that processor module 122
selects “Storage Object 004” of disk drive 100 for storing data
files 66.

Upon 1dentifying 158 “Storage Object 004™ of disk drive
100 as the destination storage object of data files 66, proces-
sor module 122 may provide data files 66 to I/O module 108
for storage within “Storage Object 004” of disk drive 100. As
discussed above, drive system 22 may utilize multiple I/O
modules for each disk drive. For illustrative purposes, disk

drive 100 1s shown to be coupled to I/O modules 108, 110.

Accordingly, while 1n this example, data files 66 are described
as being provided to I/O module 108, this assumes that /O
module 108 1s functioning (1.¢., has not failed). In the event of

a failure of I/O module 108, control of disk drive 100 may be
assumed by I/O module 110. Accordingly, 1n the event of such
a failure, data files 66 may be provided to I/O module 110.
In addition to providing data files 66 to I/O module 108,
processor module 122 may also provide to I/O module 108

designation instructions concerning where to store data files
66 (namely “Storage Object 004 of disk drive 100). Upon

receiving data files 66 and the above-described designation
istructions, key verification process 10 may obtain 160 the
tagged encryption key associated with the destination storage
object (e.g., “Storage Object 004” of disk drive 100). Specifi-
cally, I/O module 108 of drive system 22 may obtain the
appropriate encryption key so that data file 66 may be
encrypted prior to being stored within “Storage Object 004”
of disk drive 100.

When obtaining 160 the appropriate tagged encryption
key, I/'O module 108 may request from processor module 122
the appropriate encrypted tagged encryption key stored
within cache memory 120. Specifically, I/O module 108 may
request the appropriate encrypted tagged encryption key from
key table 118 stored within cache memory 120. As shown in
the above-illustrated representation of key table 118, the
appropriate encrypted tagged encryption key may appear as
follows:

Object 004 of Disk Drive 100

Key 004 (TAGO04) Object 004

As 1llustrated above, the appropriate encrypted tagged
encryption key for “Storage Object 004 of disk drive 100 1s
shown to include tag “TAGO004”. Upon recewving this
encrypted tagged encryption key for “Storage Object 004” of
disk drive 100 from processor module 122, I/O module 108
may decrypt the encrypted tagged encryption key (using pri-
vate KEK 130 stored within cache memory 120) to generate
the appropnate tagged encryption key. Being that the tagged
encryption key includes a key identifier tag (e.g. TAG004),
once the encrypted tagged encryption key 1s decrypted, key
verification process 10 may confirm 162 that the key identifier
tag (e.g. TAGO04) included within the obtained tagged
encryption key identifies the destination storage object (e.g.,
“Storage Object 004” of disk drive 100).
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Specifically, I/O module 108 may compare the key 1denti-
fier tag (e.g. TAGO004) actually included within the tagged
encryption key with the key identifier tag that 1s expected to
be within the tagged encryption key. In order to determine
what key identifier tag 1s expected to be within the tagged
encryption key, I/O module 108 may e.g. examine key table
118 stored within cache memory 120 of processor module
122. Upon examining key table 118, I/O module 108 waill
determine that the key 1dentifier tag expected to be within the
decrypted tagged encryption key 1s TAG004. Upon perform-
ing the above-described comparison, I/O module 108 may
confirm 162 that the expected key identifier tag and the actual
key identifier tag match.

Accordingly, by confirming 162 that the actual and
expected key 1dentifier tags match, I/O module 108 1s also
confirming that processor module 122 provided I/O module
108 with the appropriate tagged encryption key. Specifically
and for example, assume that when I/O module 108 obtained
160 the tagged encryption key for “Storage Object 004 of
disk drive 100, processor module 122 incorrectly provided
I/O module 108 with the tagged encryption key for “Storage
Object 003” of disk drive 100. Upon I/O module 108 decrypt-
ing the encrypted tagged encryption key for “Storage Object
003 of disk drive 100 (using private KEK 130 stored within
cache memory 120), the tagged encryption key generated
would include the key 1dentifier tag TAGOO03 (as shown in the
above-illustrated representation of key table 118). Accord-
ingly, when I/O module 108 compares the key identifier tag
(e.g. TAGO003) actually included within the tagged encryption
key with the key 1dentifier tag (e.g. TAG004) expected to be
included within the tagged encryption key, the comparison
would fail. Theretfore, key verification process 10 could not
coniirm 162 that the key identifier tag (e.g. TAG003) included
within the obtained tagged encryption key identifies the des-
tination storage object (e.g., “Storage Object 004” of disk
drive 100), thus indicating that e.g., the tagged encryption key
provided by processor module 122 to I/O module 108 was e.g.
corrupt or mncorrect.

Moving forward on the assumption that key verification
process 10 confirmed 162 that the key identifier tag (e.g.
TAGO004) included within the obtained tagged encryption key
properly 1dentifies the destination storage object (e.g., “Stor-
age Object 004” of disk drive 100), key verification process
10 may encrypt 164 data files 66 using the obtained tagged
encryption key, thus generating encrypted data that 1s stored
166 within the destination storage object (e.g., “Storage
Object 004” of disk drive 100).

Once data 1s stored within data storage system 12, the
stored datamay be subsequently retrieved for lateruse by e.g.,
client applications 24, 26, 28, 30. Accordingly, client appli-
cations 24, 26, 28, 30 may request data (e.g. data files 68)
previously stored within data storage system 12. Accordingly,
key verification process 10 may receive 168 a request for data
previously stored within data storage system 12 from one or
more of client applications 24,26, 28, 30. Uponreceiving 168
such a request, key verification process 10 may identity 170
the source storage object in which the requested data (e.g.
data files 68) 1s stored.

Specifically, processor module 122 of data storage system
12 may be configured to i1dentity 170 a particular storage
object within a particular disk drive (e.g., of drive system 22)
within which the requested files (e.g., data files 68) were
previously stored. As discussed above, processor module 122
of data storage system 12 may be configured to identity 158 a
particular storage object within a particular disk drive for
storing various data files. Accordingly, processor module 122
knows the location of the various data files stored within the
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various storage objects of data storage device 12. Accord-
ingly, as data files 68 were previously stored by processor
module 122, processor module 122 knows the location of data
files 68 when processor module 122 receives the above-de-
scribed request.

Assume for illustrative purposes that processor module

122 i1dentifies 170 the source storage object as “Storage
Object 098 of disk drive 100 (1.¢., the storage object in which

data files 68 were previously stored).

Upon processor module 122 identifying 170 the source
storage object as “Storage Object 098" of disk drive 100, key
verification process 10 may obtain 172 the tagged encryption
key associated with the source storage object (e.g., “Storage
Object 098 of disk drive 100). Specifically, /O module 108
of drive system 22 may obtain the appropriate encryption key
so that data file 68 may be decrypted prior to being provide to
the requestor of data file 68.

When obtaining 172 the appropriate tagged encryption
key, I/O module 108 may request from processor module 122
the appropriate encrypted tagged encryption key stored
within cache memory 120. Specifically, I/O module 108 may
request the appropriate encrypted tagged encryption key from
key table 118 stored within cache memory 120. As shown in
the above-illustrated representation of key table 118, the
appropriate encrypted tagged encryption key may appear as
follows:

Object 098 of Disk Drive 100

Key 098 (TAGO098) Object 098

As 1llustrated above, the appropriate encrypted tagged
encryption key for “Storage Object 098" of disk drive 100 1s
shown to include tag “TAGO098”. Upon recewving this
encrypted tagged encryption key for “Storage Object 098" of
disk drive 100 from processor module 122, I/O module 108
may decrypt the encrypted tagged encryption key (using pri-
vate KEK 130 stored within cache memory 120) to generate
the appropriate tagged encryption key. Being that the tagged
encryption key includes a key identifier tag (e.g. TAG0O98),
once the encrypted tagged encryption key 1s decrypted, key
verification process 10 may confirm 174 that the key identifier
tag (e.g. TAGO98) included within the obtained tagged
encryption key properly 1dentifies the source storage object
(e.g., “Storage Object 098" of disk drive 100).

Specifically, I/O module 108 may compare the key ident-
fier tag (e.g. TAGO98) actually included within the tagged
encryption key with the key identifier tag that 1s expected to
be within the tagged encryption key. As discussed above, in
order to determine what key 1dentifier tag 1s expected to be
within the tagged encryption key, I/O module 108 may e.g.
examine key table 118 stored within cache memory 120 of
processor module 122. Upon examining key table 118, 1/O
module 108 may determine that the key identifier tag
expected to be within the decrypted tagged encryption key 1s
TAGO98. Upon performing the above-described comparison,
I/0 module 108 may confirm 174 that the expected key 1den-
tifier tag and the actual key 1dentifier tag match.

Again and as discussed above, by confirming 174 that the
actual and expected key 1dentifier tags match, I/O module 108
1s also confirming that processor module 122 provided I/O
module 108 with the appropriate tagged encryption key.
Accordingly and for the reasons discussed above, 11 processor
module 122 had incorrectly provided I/O module 108 with the
tagged encryption key for “Storage Object 099 of disk drive
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100, the above described comparison (of actual and antici-
pated key tag 1identifiers) would fail, thus indicating that e.g.,
the tagged encryption key provided by processor module 122
to I/O module 108 was e.g. corrupt or incorrect.

Moving forward on the assumption that key verification
process 10 confirmed 174 that the key identifier tag (e.g.
TAGO098) included within the obtained tagged encryption key
properly 1dentifies the source storage object (e.g., “Storage
Object 098" of disk drive 100), key verification process 10
may obtain 176 the requested data files (e.g., data files 68)
from e.g., “Storage Object 098” of disk drive 100) and may
decrypt 178 the requested data files prior to providing the
requested data files to the requestor

A number of implementations have been described. Nev-
ertheless, 1t will be understood that various modifications
may be made. Accordingly, other implementations are within
the scope of the following claims.

What 1s claimed 1s:

1. A method comprising;:

assoclating an encryption key with each of a plurality of

storage objects within a data storage system, thus defin-
ing a plurality of encryption keys;

appending each of the plurality of encryption keys to

include a key identifier tag, thus defimng a plurality of
tagged encryption keys, wherein the key identifier tag
included within each tagged encryption key identifies
the storage object with which the tagged encryption key
1s associated, wherein each of the storage objects are
associated with one or more of a disk sector, disk platter,
disk track, and disk cluster;

generating a key table for one or more mput/output mod-

ules (I/0 modules), each of the one or more I/O modules
coupled to a plurality of disk drives associated with the
data storage system:;

recerving data to be stored within the data storage system;

identifying a destination storage object for storing the

received data, wherein the destination storage object 1s
chosen from the plurality of storage objects;

obtaining the tagged encryption key associated with one of

the plurality of the destination storage objects from the
key table;

confirming that the key identifier tag included within the

obtained tagged encryption key identifies the destination
storage object;

encrypting the received data using the obtained tagged

encryption key; and

storing the received data within the destination storage

object.

2. The method of claim 1 further comprising;:

encrypting each of the tagged encryption keys to define a

plurality of encrypted tagged encryption keys.

3. The method of claim 1 further comprising;:

receving a request for data previously stored within the

data storage system;

identifying a source storage object in which the requested

data 1s stored, wherein the source storage object 1s cho-
sen from the plurality of storage objects; and

obtaining the tagged encryption key associated with the

source storage object.

4. The method of claim 3 further comprising;:

obtaining the requested data from the source storage

object;

confirming that the key i1dentifier tag included within the

obtained tagged encryption key identifies the source
storage object; and

decrypting the requested data using the obtained tagged

encryption key.
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5. The method of claim 1 wherein at least one of the storage
objects defines a portion of a hard disk drive.

6. A computer program product residing on a non-transi-
tory computer readable medium having a plurality of instruc-
tions stored thereon which, when executed by a processor,
cause the processor to perform operations comprising:

associating an encryption key with each of a plurality of

storage objects within a data storage system, thus defin-
ing a plurality of encryption keys;

appending each of the plurality of encryption keys to

include a key identifier tag, thus defining a plurality of
tagged encryption keys, wherein the key identifier tag
included within each tagged encryption key identifies
the storage object with which the tagged encryption key
1s associated, wherein each of the storage objects are
associated with one or more of a disk sector, disk platter,
disk track, and disk cluster;

generating a key table for one or more mput/output mod-

ules (I/0 modules), each of the one or more I/O modules
coupled to a plurality of disk drives associated with the
data storage system:;

receiving data to be stored within the data storage system:;

identifying a destination storage object for storing the

received data, wherein the destination storage object 1s
chosen from the plurality of storage objects;

obtaining the tagged encryption key associated with one of

the plurality of the destination storage objects from the
key table;

confirming that the key identifier tag included within the

obtained tagged encryption key identifies the destination
storage object;

encrypting the received data using the obtained tagged

encryption key; and

storing the recerved data within the destination storage

object.

7. The computer program product of claim 6 further com-
prising instructions for:

encrypting each of the tagged encryption keys to define a

plurality of encrypted tagged encryption keys.

8. The computer program product of claim 6 further com-
prising instructions for:

receiving a request for data previously stored within the

data storage system;

identifying a source storage object 1n which the requested

data 1s stored, wherein the source storage object 1s cho-
sen from the plurality of storage objects; and

obtaining the tagged encryption key associated with the

source storage object.

9. The computer program product of claim 8 further com-
prising instructions for:

obtaining the requested data from the source storage
object;
confirming that the key identifier tag included within the
obtained tagged encryption key identifies the source

storage object; and

decrypting the requested data using the obtained tagged

encryption key.

10. The computer program product of claim 6 wherein at
least one of the storage objects defines a portion of a hard disk
drive.
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11. A data storage system configured to perform operations
comprising;

associating an encryption key with each of a plurality of

storage objects within a data storage system, thus defin-
ing a plurality of encryption keys;

appending each of the plurality of encryption keys to

include a key identifier tag, thus defimng a plurality of
tagged encryption keys, wherein the key i1dentifier tag
included within each tagged encryption key identifies
the storage object with which the tagged encryption key
1s associated, wherein each of the storage objects are
associated with one or more of a disk sector, disk platter,
disk track, and disk cluster;

generating a key table for one or more mput/output mod-

ules (I/0 modules), each of the one or more I/O modules
coupled to a plurality of disk drives associated with the
data storage system:;

recerving data to be stored within the data storage system;

identifying a destination storage object for storing the

received data, wherein the destination storage object 1s
chosen from the plurality of storage objects;

obtaining the tagged encryption key associated with one of

the plurality of the destination storage objects from the
key table;

confirming that the key i1dentifier tag included within the

obtained tagged encryption key identifies the destination
storage object;

encrypting the received data using the obtained tagged

encryption key; and

storing the recerved data within the destination storage

object.

12. The data storage system of claim 11, wherein the data
storage system 1s further configured to perform operations
comprising:

encrypting each of the tagged encryption keys to define a

plurality of encrypted tagged encryption keys.

13. The data storage system of claim 11, wherein the data
storage system 1s further configured to perform operations
comprising;

receving a request for data previously stored within the

data storage system;

identifying a source storage object in which the requested

data 1s stored, wherein the source storage object 1s cho-
sen from the plurality of storage objects; and

obtaining the tagged encryption key associated with the

source storage object.

14. The data storage system of claim 13, wherein the data
storage system 1s further configured to perform operations
comprising:

obtaining the requested data from the source storage

object;

confirming that the key identifier tag included within the

obtained tagged encryption key identifies the source
storage object; and

decrypting the requested data using the obtained tagged
encryption key.
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