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SYSTEM AND METHOD FOR DEFINING AND
DETECTING PESTWARE WITH FUNCTION
PARAMETERS

RELATED APPLICATIONS

The present application 1s related to commonly owned and
assigned application Ser. No. 11/462,956, entitled SYSTEM AND

METHOD FOR DEFINING AND DETECTING PESTWARE, which 1s incor-
porated herein by reference.

COPYRIGHT

A portion of the disclosure of this patent document con-
tains material that 1s subject to copyright protection. The
copyright owner has no objection to the facsimile reproduc-
tion by anyone of the patent disclosure, as 1t appears 1n the
Patent and Trademark Office patent files or records, but oth-
erwise reserves all copyright rights whatsoever.

FIELD OF THE INVENTION

The present invention relates to computer management. In
particular, but not by way of limitation, the present invention
relates to systems and methods for detecting and removing,
pestware.

BACKGROUND OF THE INVENTION

Personal computers and business computers are continu-
ally attacked by trojans, spyware, and adware, collectively
referred to as “malware” or “pestware.” These types of pro-
grams generally act to gather information about a person or
organization—oiten without the person or organization’s
knowledge. Some pestware 1s highly malicious. Other pest-
ware 1s non-malicious but may cause 1ssues with privacy or
system performance. And yet other pestware 1s actually ben-
eficial or wanted by the user. Wanted pestware 1s sometimes
not characterized as “pestware” or “spyware.” But, unless
specified otherwise, “pestware” as used herein refers to any
program that collects and/or reports information about a per-
son or an organization and any “watcher processes” related to
the pestware.

Soltware 1s available to detect and remove some pestware,
but many types of pestware are difficult to detect with typical
techniques. For example, pestware may be obfuscated with
encryption techmiques so that a pestware file stored on a
system hard drive may not be readily recognizable as a file
that has spawned a pestware process. In yet other instances,
pestware 1s known to be polymorphic in nature so as to change
its code, data, size and/or its starting address in memory. In
yet other instances, variants of known pestware are developed
that alter relatively little of the functional aspects of the pest-
ware, yet render the pestware undetectable.

Although present pestware-detection systems detect some
or even most pestware, they are not sulliciently accurate or
otherwise satistactory. Accordingly, a system and method are
needed to address the shortfalls of present technology and to
provide other new and innovative features.

SUMMARY OF THE INVENTION

Exemplary embodiments of the present invention that are
shown 1n the drawings are summarized below. These and
other embodiments are more fully described 1n the Detailed
Description section. It1s to be understood, however, that there
1s no 1ntention to limit the invention to the forms described 1n
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2

this Summary of the Invention or in the Detailed Description.
One skilled 1n the art can recognize that there are numerous
modifications, equivalents and alternative constructions that
tall within the spirit and scope of the invention as expressed 1n
the claims.

The present invention can provide a system and method for
defining and detecting pestware. In one embodiment, a pest-
ware flle 1s recerved and at least a portion of the pestware file
1s placed 1nto a processor-readable memory. A plurality of
execution paths within code of the pestware file are followed
and for each of a plurality of selected function calls within the
execution paths of the pestware file, at least one parameter
from each of the function calls 1s retrieved so as to obtain a
plurality of parameters. A representation of each of the
parameters 1s then stored 1n a processor-readable pestware-
definition file, which 1s sent to a plurality of client devices
where the pestware-definition file 1s compared against sus-
pect files.

As previously stated, the above-described embodiments
and 1mplementations are for illustration purposes only.
Numerous other embodiments, implementations, and details
of the invention are easily recognized by those of skill 1n the
art from the following descriptions and claims.

BRIEF DESCRIPTION OF THE DRAWINGS

Various objects and advantages and a more complete
understanding of the present invention are apparent and more
readily appreciated by reference to the following Detailed
Description and to the appended claims when taken 1n con-
junction with the accompanying Drawings wherein:

FIG. 1 1s a block diagram depicting an environment in
which several embodiments of the mvention may be imple-
mented;

FIG. 2 1s a block diagram depicting one embodiment of a
protected computer; and

FIG. 3 1s a flowchart depicting steps traversed in accor-
dance with an exemplary embodiment of the present mven-
tion.

DETAILED DESCRIPTION

Referring now to the drawings, where like or similar ele-
ments are designated with identical reference numerals
throughout the several views. Referring first to FIG. 1, shown
1s a block diagram depicting an environment 100 in which
several embodiments of the present invention are imple-
mented.

As shown, N protected computers 102, _,,are coupled to a
host 104 via anetwork 106 (e.g., the Internet). The host 104 in
this embodiment includes a threat research portion 108 and a
function-parameter definition engine 110. Also depicted are
data storage devices 112, 114 that include collected threat
data 112 and function-parameter-based definitions 114. The
term “protected computer” 1s used herein to refer to any type
of computer system, including personal computers, handheld
computers, servers, firewalls, efc.

In accordance with several embodiments, the threat
research portion 108 i1dentifies and stores pestware threats in
the threat database 112. The threat research portion 108 may,
for example, actively search for pestware using bots that
scour the Web for potential pestware. In addition, one or more
of the N protected computers 102, _,,may provide data, via the
network 106, about potential pestware to the threat research
portion 108.
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The function-parameter definition engine 110 1n this
embodiment 1s configured to retrieve the collected pestware
threats from the threat database 112 and generate function-
parameter-based definitions that are stored in the definition
database 114. An update service 116 then makes the function-
parameter-based definitions available to the computers
102, . The 1illustrated arrangement of these components 1s
logical and not meant to be an actual hardware diagram or a
detailed architecture of an actual software implementation.
Thus, the components can be combined or further separated
in an actual implementation. Moreover, 1n light of this speci-
fication, the construction of each individual component 1s
well-known to those of skill in the art.

As discussed further herein, using function-parameter-
based pestware definitions provides several advantages over
known pestware detection methodologies. In general, the
function-parameter-based definitions include a collection of
data that 1s dependent upon the overall functionality of the
pestware files so that minor variations to a pestware file donot
render the pestware undetectable. In many embodiments for
example, the function-parameter-based definitions include
data that 1s dependent upon occurrences of function calls and
the parameters of the function calls.

In several embodiments for example, the function-param-
eter-based definitions may include both data that captures the
occurrences of system calls and one or more parameters for
cach system call. As an example, string parameters (e.g., file
names ), integer parameters, and/or pointers may be collected
for each function call and stored to create a function-param-
eter-based definition. In addition, 1n some variations an i1den-
tifier of the function call may also be stored in connection
with the parameters. One of ordinary skill 1 the art waill
appreciate, 1n light of this disclosure, that the stored repre-
sentation of the parameters may be actual characters, a digital
signature (e.g., hash function) or any other reproducible rep-
resentation of the parameters.

Although not required, 1n some embodiments the function-
parameter-based definitions may also include data that 1s
dependent upon an order of the function calls within the
pestware code. As discussed further herein, the function
parameters and their respective locations may be represented
in a function-parameter graph that may be used as a pestware
definition.

Notably, the 1dentity of each function call (e.g., system
call) need not be captured in the function-parameter-based
definitions in order for the function-parameter-based defini-
tions to provide a useful definition of the pestware. This 1s in
contrast to known pestware detection techniques, which parse
through files to locate commands which are compared with a
listing of operations that are known to be potentially danger-
ous operations. In other words, instead of analyzing a file to
determine 11 1t includes commands that carry out operations
known to be dangerous, 1n many embodiments of the present
invention, files are analyzed based upon parameters of func-
tion calls 1irrespective of the functions (e.g., kernel functions)
associated with the functions calls.

Referring next to FIG. 2, shown 1s a block diagram 200 of
one embodiment of a protected computer 102, _,, depicted 1n
FIG. 1. This mmplementation includes a processor 202
coupled to memory 204 (e.g., random access memory
(RAM)), a file storage device 206, and network communica-
tion module 212.

As shown, the file storage device 206 provides storage for
a collection files which includes a suspect file 208 (e.g.,
received via the network 106 from a URL) and function-
parameter-based definitions 210 recerved from the update

service 116 of the host 104. The file storage device 206 1s
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4

described herein in several implementations as hard disk
drive for convenience, but this 1s certainly not required, and
one of ordinary skill in the art will recognize that other storage
media may be utilized without departing from the scope of the
present invention. In addition, one of ordinary skill 1n the art
will recognize that the storage device 206, which 1s depicted
for convenience as a single storage device, may be realized by
multiple (e.g., distributed) storage devices.

As shown, an anti-spyware application 220 includes a
detection module 222, aremoval module 224, and a reporting
module 226 which are implemented 1n software and are
executed from the memory 204 by the processor 202. In
addition, suspect-process code 228, which corresponds to the
suspect file 208, 1s also depicted 1n memory 204.

The anti-spyware application 214 can be configured to
operate on personal computers (e.g., handheld, notebook or
desktop), servers or any device capable of processing imstruc-
tions embodied 1n executable code. Moreover, one of ordi-
nary skill i the art will recognize that alternative embodi-
ments, which i1mplement one or more components in
hardware, are well within the scope of the present invention.
It should be recognized that the illustrated arrangement of
these components 1s logical and not meant to be an actual
hardware diagram or a detailed architecture of an actual soft-
ware 1mplementation. Thus, the components can be com-
bined or further separated 1n an actual implementation. More-
over, 1n light of this specification, the construction of each
individual component 1s well-known to those of skill 1n the
art.

Also shown within the detection module 222 are a func-
tion-parameter engine 230 and a comparison module 232. In
the exemplary embodiment, the function-parameter engine
230 1s configured to collect parameters from function calls
within the suspect code 228 and the comparison module 232
1s configured to compare the parameters from the suspect
code 228 with the function-parameter-based definitions 210
to assess whether the suspect code 228 1s likely pestware
code. Depending upon the results of the comparison carried
out by the comparison module, the suspect file 208 and code
228 may be removed and/or a user of the computer 200 1s
notified about the likelihood the suspect file 208 1s a pestware
file.

The configuration of the function-parameter engine 230
may vary depending upon the content of the function-param-
cter-based definitions. For example, if the function-parameter
definition engine 110 generates function-parameter-based
definitions that include a representation of function param-
eters (e.g., a hash or check sum) and the relative locations of
the function calls for each pestware file, then the function-
parameter engine 230 may be configured to generate the same
type of representation of function calls along with informa-
tion that captures the relative locations of the function calls so
that the parameters collected by the function-parameter
engine 230 1s comparable with the function-parameter-based
definitions 210.

Referring next to FIG. 3, shown 1s a tlow chart depicting a
process for generating function-parameter-based definitions
and a process for using the function-parameter-based defini-
tions to analyze suspect code. While referring to FIG. 3,
simultaneous reference will be made to FIGS. 1 and 2, but 1t
should be recognized that the processes depicted in FIG. 3 are
certainly not limited to being implemented in the exemplary
embodiments depicted in FIGS. 1 and 2.

As shown 1n FIG. 3, imtially a pestware file 1s received at a
host site (Blocks 302, 304), and at least a portion of code from
the file 1s placed 1n a processor-readable memory (Block
306). Referring to FI1G. 1, for example, the pestware file may
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be 1dentified as pestware by the threat research module 108
and stored in the threat database 112 so that it may be
retrieved by the function-parameter-definition engine 110.

Once code of the pestware file has been retrieved, a plural-
ity of potential-execution paths within the code are followed
(Block 308), and function calls (e.g., system calls) within the
execution paths are located (Block 310). For example, start-
ing with an entry point of the code from the pestware file, the
code may be followed until there 1s a conditional jump 1n the
code, which separates the path into two paths. Fach of the
separate paths 1s then followed, and if each of the separate
paths splits into additional paths, then each of the additional
paths 1s also followed.

In some embodiments instructions in the pestware code
that are not jumps or conditional jumps are 1gnored, and in
embodiments where system calls are located, calls to
addresses made within the code of the pestware may be
assumed to be non-system calls and also 1gnored.

As shown 1n FIG. 3, in several embodiments a representa-
tion of the parameters of each located function call within the
code 1s stored 1n a processor-readable pestware-definition file
(Block 312). Although not required, in some embodiments, 1n
addition to storing parameters for each function call, imnfor-
mation about the relative locations of the function calls 1n the
code 1s also stored 1n connection with the stored parameters.

In one embodiment for example, 1n connection with each
parameter, a representation of the address of the associated
function call 1s stored along with information that connects
cach function call with other function calls. As an example,
the representation of the address may be the address itself, a
check sum, or a hash of the address, and the information
connecting the function calls may be information that relates
the function calls to one another by the paths 1n the code
where the function calls occur. It should be recognized that
using an address of each system call 1s merely one way of
attaching an i1dentifier to each call. Moreover, the actual sys-
tem functionality associated with each function calls need not
be known.

Although 1n many embodiments the function associated
with each function call 1s not determined, it beneficial in these
embodiments to attach an identifier to the function calls so
that 1t a call 1s repeated, there 1s a way of recognizing and
tracking the number of times a particular function call 1s
made. It 1s contemplated, for example, that the repetition of
particular function calls as well as the parameters of each
function call may be used to construct a definition for the
pestware.

In embodiments where the relative locations of the func-
tion calls are captured, data representing a tree-shaped graph
may stored 1n the pestware-definition file that is characterized
by branches that include the function calls (and function-call
parameters), and nodes that correspond to conditional jumps
within the code. To simplify the tree, and hence the quantity
of data associated with the tree, branches that do not include
function calls (e.g., system calls) may be ignored. It has been
found that, even when the branches that do not contain func-
tion calls are ignored, comparing a graph-based pestware
definition with a graph generated from a suspect file (e.g., the
suspect file) may be a processor-intensive process. As a con-
sequence, 1n many variations where a graph 1s generated, the
graph 1s simplified by removing cycles in the tree-shaped
graph to create a simplified tree. Although data 1s missing, 1t
has been found that graph-based pestware definitions may be
simplified 1n this manner and yet be effective to identily
pestware.

The extent to which a parameter graph (11 created) 1s sim-
plified may vary depending upon factors including the accu-
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6

racy desired, the processing capabilities of the computer and/
or the desired rate at which files are scanned. Although
certainly not required, 1t has been found that a graph may be
simplified so that it 1s linear representation of the order 1n
which occurrences of the function calls (and function-call
parameters) occur. For example, the graph may be a linear
parameter graph that includes data that defines an order in
which system calls are made.

In some 1nstances, pestware 1s designed to mnclude condi-
tional jumps and/or function calls that include dynamic
addresses. For example, pestware may be designed so that an
address 1s loaded 1nto a register and a jump instruction then
jumps to the value 1n the register. As a consequence, 1n some
embodiments when a graph 1s assembled, instructions that
precede the jump or call are emulated to determine the value
ol the register. In this way, more call and jump destinations
may be determined and a more complete graph may be
assembled.

As depicted 1n FIG. 3, once a pestware definition file gen-
erated, 1t 1s sent to one or more client computers (e.g., the N
protected computers 102, _,,). In many embodiments the host
104 performs research to 1dentily new pestware threats and
generates pestware definitions 1 accordance with Blocks
302-312 on an ongoing basis, and the N protected computers
102, ., periodically recerve the updated definitions.

From the perspective of a protected computer, when a file
1s received at the protected computer (e.g., via the network
communication module 212 or portable media), at least a
portion of the file 1s placed 1n processor-readable memory
(e.g., memory 204) of the computer (Blocks 322, 324). Once
in memory, a plurality of execution paths within the code are
followed, and function calls within the execution paths are
located (Blocks 326, 328). As will be appreciated by one of
ordinary skill in the art, the manner in which the steps
depicted by Blocks 326 and 328 1s carried out may vary, but
these steps are dependent upon how the pestware defimition
file 1s generated at Blocks 308-310. For example, 11 system
calls are 1dentified 1n Block 310, then system calls are also
identified 1n Block 328.

As shown 1n FIG. 3, a representation of the parameters of
cach of the function calls located 1n Block 328 1s compared
against the pestware definition file generated at Block 312 to
determine whether the file 1s a potential pestware file (Block
330).

In embodiments where the pestware definition includes
relative locations of function calls, the relative locations of
the function calls within the code of the analyzed file 1s
compared against the relative locations of the function calls in
the pestware-defimition file. In some of these embodiments a
comparison of locations of identifiers of the function calls of
the analyzed file and the pestware-definition file 1s made. As
discussed, the manner 1n which each function call 1s repre-
sented may be arbitrary in that each function call may be
given an identifier that may or may not connote the actual
function associated with the function call.

When comparing locations of each of the function calls and
function-call parameters, in many embodiments the longest
matching sequence of function parameters between the pest-
ware-definition file and the analyzed file 1s found.

One of ordinary skill 1n the art, 1in light of this disclosure,
will appreciate that a match between some types of param-
cters are a stronger indication that the analyzed file 1s a pest-
ware file. As an example, string parameters typically include
a lot of information and a match between string parameters
relative to a match between integer parameters, for example,
provides a stronger indication that the analyzed file 1s a pest-
ware file. As a consequence, in some embodiments param-
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cters are weighted so that if, for example, a match 1s found
between a string parameter of the analyzed file and the pest-
ware definition, that match 1s weighted more heavily than a
match between integer parameters.

Beneficially, comparing function parameters of a suspect
file with function parameters of a pestware defimition makes 1t
more difficult for producers of pestware to eflectively dis-
guise pestware with minor alterations. Specifically, due to
time and cost considerations, pestware producers are more
likely to make alterations that affect how pestware code
appears, but not how the pestware code operates. And func-
tion parameters are generally determined by how the code
operates. As a consequence, unless a pestware file 1s substan-
tially altered, so that the functionality of the pestware 1s
altered, the pestware detection techniques described herein
remain elfective.

It should be recognized that the comparison between the
pestware-definition file and the file being analyzed may gen-
crate substantially less than a 100 percent match, and yet,
provide a strong 1indication that the analyzed file 1s a pestware
file. For example, in many instances pestware producers are
more inclined to add functionality to their pestware offerings.
And when adding new functionality, the existing core func-
tionality 1s often left in place. As a consequence, 11 the addi-
tional functionality corresponds to 30 percent of the function
parameters in an enhanced pestware file, a match between 60
percent of the parameters of the enhanced pestware file and a
pestware-definition based upon the original pestware file
strongly suggests that the enhanced pestware file 1s indeed
pestware.

Similarly, if a portion of an orniginal pestware file 1s
removed or replaced, there may be substantially less than 100
percent match between the pestware-definition file and the
enhanced pestware file. But if the remaining portion of origi-
nal pestware file 1s a substantial portion of the enhanced file
(e.g., the remaining portion includes 60 percent of the func-
tion parameters of the enhanced file) there may still be enough
matches (e.g., S0 percent) between the original pestware-
definition and the enhanced pestware file to at least render the
analyzed file a potential pestware file.

In addition, 1t 1s contemplated that, based upon the extent
the pestware-definition matches the analyzed file, the pest-
ware flle may be quarantined, removed or a user of the com-
puter may be informed about the likelihood that the analyzed
file 1s a pestware file.

In conclusion, the present invention provides, among other
things, a system and method for defining and detecting pest-
ware. Those skilled i the art can readily recogmize that
numerous variations and substitutions may be made 1n the
invention, its use and its configuration to achieve substan-
tially the same results as achieved by the embodiments
described herein. Accordingly, there 1s no intention to limait
the invention to the disclosed exemplary forms. Many varia-
tions, modifications and alternative constructions fall within
the scope and spirit of the disclosed invention as expressed in
the claims.

What 1s claimed 1s:

1. A method for generating pestware definitions compris-
ng:

receiving a pestware file;

placing at least a portion of the pestware file into a proces-
sor-readable memory;

tollowing a plurality of execution paths within code of the
pestware file, wherein each of the execution paths 1s a
potential path that a processor executing the code may
follow:

retrieving, for each of a plurality of selected function calls
within the code of the pestware file, at least one param-
cter from each of the function calls so as to obtain a
plurality of parameters;
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8

storing, 1n a processor-readable pestware-definition file, a

representation of each of the parameters; and

sending the pestware-definition file to a plurality of client

devices;:

wherein the selected function calls are selected on the basis

that the selected function calls include calls to addresses
of the processor-readable memory that are outside of the
memory occupied by the code of the pestware {ile.

2. The method of claim 1, wherein the storing includes
storing relative locations of where, within the code of the
pestware file, each of the function calls associated with the
parameters occur.

3. The method of claim 1, wherein the selected function
calls are system calls.

4. The method of claim 1 1ncluding;:

simplifying the representation of the relative locations so

as to create a simplified representation of the relative
locations, wherein the storing includes storing the rep-
resentation as the simplified representation.

5. The method of claim 1 wherein the retrieving includes:

retrieving a string that 1s indicative of a file name.

6. The method of claim 1, wherein the representation of
cach of the parameters includes a digital signature of each of
the parameters.

7. The method of claim 1, wherein the representation of
cach of the parameters 1s a textual representation of each of
the parameters.

8. A method for detecting pestware on a computer com-
prising;:

recerving a file;

placing at least a portion of the file into a processor-read-

able memory of the computer;

following a plurality of execution paths within code of the

pestware file, wherein each of the execution paths 1s a
potential path that a processor executing the code may
follow:

retrieving, for each of a plurality of selected function calls

within the code of the pestware file, at least one param-
cter from each of the function calls so as to obtain a
plurality of parameters;

comparing the plurality of parameters with parameters

within a processor-readable pestware-definition file so
as to determine whether the file 1s a potential pestware
file; and

quarantining the file 1n the event the plurality of parameters

match a mimimum percentage of parameters within the
processor-readable pestware-definition file;

wherein the retrieving, for each of a plurality of selected

function calls within the code of the pestware file, at
least one parameter includes i1dentifying calls to
addresses to portions of the processor-readable memory
that are outside of the memory occupied by the code of
the pestware {ile.

9. The method of claim 8, wherein the 1dentifying includes
identifving system call parameters within the execution
paths.

10. The method of claim 8 including;

bypassing, while following the plurality of execution

paths, parameters other than system-call parameters and
jump instructions.

11. The method of claim 8 including;

alerting a user of the computer 1n the event the particular

function-call parameters within the code match a mini-
mum percentage of function-call parameters 1n the pest-
ware-definition file.
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