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SAMPLING A FINITE NUMBER, N, OF A 410
PREDETERMINED TRANSACTION TYPE

RECORDING THE NUMBER OF CYCLES BETWEEN DISPATCH 412
OF THE PREDETERMINED TRANSACTION TYPE AND COMPLETION
1S RECORDED AND ADDING TO A THREAD SPECIFIC ACCUMULATOR

414
DIVIDING THE VALUE OF THE ACCUMULATOR BY N
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METHOD, APPARATUS, AND A SYSTEM FOR
DYNAMICALLY CONFIGURING A

PREFETCHER BASED ON A THREAD
SPECIFIC LATENCY METRIC

FIELD OF THE INVENTION

One or more embodiments of the invention relate generally
to the field of instruction/data prefetching. More particularly,
one or more of the embodiments of the mnvention relates to a
method, system, and an apparatus for a software configurable
prefetcher

BACKGROUND OF THE INVENTION

Modern computer systems exhibit a significant bottleneck
between processors and system memory. As a result, a sub-
stantial amount of latency 1s incurred for completion of
memory requests 1ssued by a processor. One technique for
reducing or avoiding latency between the processor and sys-
tem memory 1s the use of data caches. As a result, computer
systems may store requested data within volatile memory
devices, such as cache memory devices. Accordingly, when a
processor requires memory, the processor checks the data
cache to determine whether the data 1s readily available and
gather the data from such temporary memory devices to avoid
the bottleneck that exists between processors and system
memory.

Unfortunately, current computer systems consume an 1nor-
dinate percentage of execution cycles solely ondata cache. As
a result, the program 1s halted until the data can be gathered
from main memory. Unfortunately, substantial cache misses
have a sigmificant detrimental effect on the execution time and
elficiency of user programs. One technique for reducing the
amount of time required to process memory references 1s data
prefetching. Data prefetching refers to a technique which
attempts to predict or anticipate data loads. Once the data
loads are anticipated, the data 1s preloaded or prefetched
within a temporary memory in order to avoid data cache
misses.

Accordingly, traditional instruction on data prefetching
mechanisms focus on requested address patterns. These
prefetch mechanisms aim to accurately predict which
memory lines will be requested 1n the future based on what
has been recently requested. However, prefetching can rap-
1dly increase memory subsystem usage. The relationship
between system memory, access latency and high memory
subsystem usage negatively impacts the prefetching mecha-
nism’s ellectiveness. In some symmetric multiprocessor
(SMP) systems as well as chip multiprocessor (CMP) sys-
tems, aggressive prefetching drives up the memory sub-
system usage, thereby increasing latency to the point that
system performance 1s below non-prefetching levels.

Traditionally, prefetching solutions have either been
implemented 1n hardware or software. For example, hardware
prefetching solutions typically scan for patterns and inserts
prefetch transactions 1n the system (using utilization-based
throttling mechanisms). In contrast, software explicitly gen-
crates prefetches or provides hints to the hardware instruc-
tions or hints inserted into the application. However, both
approaches have severe limitations. Hardware penalizes the
system even 1f the utilization of the system 1s high due to
usetul prefetches, 1n contrast, soltware prefetching, adversely
impacts application portability and has undesirable ISA (In-
struction Set Architecture) effects. Furthermore, as proces-
sors evolve 1mto multi core configurations that support multi-
threading, simultaneous execution of heterogeneous
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2

workloads for a multi-threaded computer system exacerbates
the problem. Therefore, present solutions are static and
inflexible and are not based on dynamic system performance.
Furthermore, another limitation 1s an absence of feedback
between hardware and software.

One example of a typical prefetch control block 1s depicted
in FIG. 1. A queue 102 stores a fixed number of cache lines
from the cache 106, the fixed number of cache lines based on
control from the prefetch control block 104. This typical
prefetch control block has several limitations, such as, a fixed
number of cache lines available 1n the queue and the number
of prefetched cache lines does not depend on the number of
threads and type of threads 1n the various applications that are
being executed by the system.

BRIEF DESCRIPTION OF THE SEVERAL
VIEWS OF THE DRAWINGS

Subject matter 1s particularly pointed out and distinctly
claimed 1n the concluding portion of the specification. The
claimed subject matter, however, both as to organization and
method of operation, together with objects, features, and
advantages thereol, may best be understood by reference to
the following detailed description when read with the accom-
panying drawings 1n which:

FIG. 1 1s prior art.

FIG. 2 15 a system as utilized by one embodiment of the
claimed subject matter.

FIG. 3 15 a system as utilized by one embodiment of the
claimed subject matter.

FIG. 4A 1s an apparatus as utilized by one embodiment of
the claimed subject matter.

FIG. 4B 1s one embodiment of a method for calculating the
thread specific metric.

FIG. 5 1s a method for a flowchart that represents a soft-
ware’s perspective as utilized by one embodiment of the
claimed subject matter

FIG. 6 depicts a processor that supports multithreading as
utilized by one embodiment of the claimed subject matter.

FI1G. 7 1s a protocol architecture as utilized by one embodi-
ment.

FIG. 8 1s a block diagram of an apparatus for a physical
interconnect for a point to point connection utilized in accor-
dance with the claimed subject matter.

DETAILED DESCRIPTION OF THE INVENTION

In the following description, for purposes of explanation,
numerous details are set forth 1n order to provide a thorough
understanding of the present invention. However, 1t will be
apparent to one skilled 1n the art that these specific details are
not required in order to practice the present invention.

An area of current technological development relates to
improving system performance with prefetching. As previ-
ously described, hardware penalizes the system even if the
utilization of the system 1s high due to usetul prefetches.
Software prefetching, adversely impacts application portabil -
ity and has undesirable ISA (Instruction Set Architecture)
cifects. Furthermore, as processors evolve into multi core
configurations that support multi-threading, simultaneous
execution of heterogeneous workloads for a multi-threaded
computer system exacerbates the problem.

In contrast, this proposal allows for a thread aware hard-
ware preletcher that could be dynamically configured by
soltware. The proposed prefetcher utilizes a parameterized
prefetcher, a thread-wise latency monitor, and configuration
and status registers. This proposal supports one or all of the
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different types of prefetching behaviors, such as, throttling
prefetching when system resource utilization 1s high, task-
specific  prefetching profiles, and software-managed
prefetcher adaptation that allows a single thread to have dii-
terent prefetching profiles in different parts of 1ts code. Fur-
thermore, the hardware prefetcher provides dynamic feed-
back to the software on a per thread basis, via the
configuration and status registers. Thus, the software can
optionally use the information from the registers to dynami-
cally configure the prefetching behavior and allows the sofit-
ware to be able to both query the performance and configure
the prefetcher.

FIG. 2 1s a system as utilized by one embodiment of the
claimed subject matter.

In particular, FIG. 2 shows a system where processors,
memory, and input/output devices are interconnected by a
number of point-to-point interfaces.

The system of FIG. 2 may also include several processors,
of which only two, processors 270, 280 are shown for clarity.
Processors 270, 280 may each include a memory controller or
a local memory controller hub (MCH) 272, 282 to connect
with memory 22, 24. In one embodiment, the memories 22
and 24 are DRAM and/or a cache memory. In one embodi-
ment, the cache memory could be any level of cache memory
used by a processor. In one embodiment, processors 270, 280
may exchange data via a point-to-point (PtP) interface 250
using PtP interface circuits 278, 288. Processors 270, 280
may each exchange data with a chipset 290 via individual PtP
interfaces 252, 254 using point to point interface circuits 276,
294, 286, 298. In one embodiment, the processors 270 and
280 would have multiple processor cores. 274, 275 and 284,
285 respectively. However, the claimed subject matter 1s not
limited to each processor having two processor cores. The
embodiment of two processor cores 1s merely one example
and one skilled 1in the art appreciates utilizing a different
number of processor cores for each processor based at least in
part on the die size requirements, processing specifications,
power limitations, etc. . . .

Chipset 290 may also exchange data with a high-perfor-
mance graphics circuit 238 via a high-performance graphics
interface 239.

In one embodiment, each processor may support multi
threading as depicted in connection with FIG. 6.

At least one embodiment of the invention may be located
within the PtP interface circuits within each of the PtP bus
agents of FIG. 2. Other embodiments of the invention, how-
ever, may exist 1n other circuits, logic units, or devices within
the system of FIG. 2. Furthermore, other embodiments of the
invention may be distributed throughout several circuits,
logic units, or devices illustrated 1n FIG. 2.

FIG. 3 1s a system as utilized by one embodiment of the
claimed subject matter.

In particular, FIG. 3 shows a system where processors,
memory, and mput/output devices are interconnected by a
front side bus (FSB).

The system of FIG. 3 may also include several processors,
of which only two, processors 270, 280 are shown for clarity.
In one embodiment, the processors 270 and 280 have a single
processor core. In another embodiment, the processors 270
and 280 have two processor cores, as depicted 1n the figure.
The Processors 270, 280 may each include a memory con-
troller or a local memory controller hub (MCH) 272, 282 to
connect with memory 22, 24. In one embodiment, the memo-
ries 22 and 24 are DRAM and/or a cache memory. In one
embodiment, the cache memory could be any level of cache
memory used by a processor. In one embodiment, processors
2770, 280 may exchange data via a point-to-point (PtP) inter-
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4

face 250 using PtP interface circuits 278, 288. Processors
270, 280 may each exchange data with a chipset 290 via a
front side bus. Chipset 290 may also exchange data with a
high-performance graphics circuit 238 via a high-perfor-
mance graphics interface 239.

In one embodiment, each processor may support multi
threading as depicted in connection with FIG. 6. In one
embodiment, one example of a point to point connection 1s
depicted 1n connection with FIGS. 7 and 8.

Furthermore, other embodiments of the invention may be
distributed throughout several circuits, logic units, or devices
illustrated in FIG. 3.

FIG. 4 1s an apparatus as utilized by one embodiment of the
claimed subject matter. The depicted apparatus facilitates an
dynamically configurable and thread aware prefetcher. In one
embodiment, the sub components of the prefetcher are a
parameterized prefetcher, a thread-wise latency monitor, and
configuration/status registers to store the parameters.

As previously discussed, the hardware prefetcher provides
dynamic feedback to the software on a per thread basis, via
the configuration and status registers. Thus, the software can
optionally use the information from the registers to dynami-
cally configure the prefetching behavior and allows the soft-
ware to be able to both query the performance and configure
the prefetcher. FIG. 4 depicts the configuration and status
registers and the software flowchart 1s discussed 1n further
detail 1n connection with the tlowchart of FIG. 5.

The parameterized prefetcher allows for different amounts
of prefetching based on an index value. For example, 1n one
embodiment, a two bit aggressiveness index defines the
amount of prefetching, such as, the number of cache lines to
prefetch. The two bit aggressiveness index ranges from a
binary value of zero that indicates no prefetching to a binary
value of three that indicates maximum prefetching. In this
embodiment, the binary value of three for the index indicates
prefetching up to ten cache lines, the binary value of two
indicates prefetching up to eight cache lines, and the binary
value of one indicates prefetching up to six cache lines. How-
ever, the claimed subject matter 1s not limited to the preceding
two bit index and the number of cache lines for each binary
value. The claimed subject matter allows for different bit
assignments for the aggressiveness index and one skilled 1n
the art appreciates utilizing a different number of prefetching
cache lines for each binary value of the aggressiveness index
based at least 1n part on the die size requirements, processing
specifications, power limitations, efc. . . .

In one embodiment, the amount of cache lines that are
prefetched also depends on the latency monitor metric (cal-
culation of the metric 1s discussed 1n connection with FIG.
4B) that 1s analyzed on a per thread basis.

As previously discussed, the setting of the aggressiveness
index may depend on the latency monitor metric. For
example, one set of registers stores different latency trip
points. The prefetcher will change behavior as the observed
average latency crosses the trip points.

The claimed subject matter 1s not limited to the previous
behaviors for the latency monitor metric. One skilled 1n the art
appreciates utilizing one or all of the different behaviors for
the latency monitor metric to retlect their prefetching profile
or system and cache design.

In one embodiment, the configuration/status registers rep-
resent the mterface of the system. The configuration registers
are used to control the parameterization of the prefetcher. The
prefetcher could be adjusted based on an aggressiveness
index, type of istructions, and the previous time slice analy-
s1s (that 1s discussed 1n connection with FIG. 5). As previ-
ously described, one set of registers stores a number of
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latency trip points. The prefetcher will change behavior as the
observed average latency crosses the trip points.

As previously mentioned, the prefetcher could be adjusted
based on the type of application and whether the application
1s running a majority of tloating point or integer operations. In
one embodiment, the amount of prefetching may be increased
when running a predominant amount of floating point instruc-
tions since floating point instructions are closely connected
and local.

The configuration and status registers provide information
about the system. One such piece of mnformation will be the
average latency as observed by the latency monitor. In one
embodiment, the average latency 1s set to the exact value of
the latency monitor metric. In contrast, for another embodi-
ment, the average latency could be a latency index to repre-
sent a range of latency values. The prefetcher can also provide
information about how well it 1s doing, such as, an efliciency
index (, e.g. a dertvative based on the number of times a
prefetched line 1s actually used).

FI1G. 4B 1s one embodiment of a method for calculating the
thread specific metric. The latency momitor analyzes latency,
(such as, non-prefetcher load), in the system on a per thread
basis and provides feedback to the dynamically adjusted
prefetcher. For example, in one embodiment, the latency
monitor samples a finite number (N) of a predetermined
transaction type (in one embodiment, demand-load transac-
tions), depicted 1n an execution block 410. For each demand-
load transaction, the number of cycles between transaction
dispatch and completion 1s recorded and added to a thread
specific accumulator, depicted 1n an execution block 412.

The claimed subject matter 1s not limited to demand load
transactions. One skilled 1n the art appreciates sampling one
or more different types of instructions to calculate a thread
specific metric.

Subsequently, once all N loads have been sampled, the
value of the accumulator 1s divided by N, depicted in an
execution block 414.

Thus, the resulting value represents average load latency in
the system and this metric could be used to select the number
of cache lines to be prefetched.

There 1s one latency monitor metric per thread and there-
tore the data collected inherently represents the specific char-
acteristics of the given thread. Therefore, the latency moni-
toring metric estimates the average load-to-use time for all
demand accesses for a cache. In one embodiment, the metric
may be done for a particular level in the caching hierarchy or
all levels of the caching hierarchy. In another embodiment,
the metric does not focus only on the accesses that make 1t out
to the system, (“misses’), but considers all demand accesses.

In one embodiment, the logic for calculating the latency
monitor metric could be mm a memory controller, chipset,
processor, or ASIC. In this same embodiment, the logic for
calculating the latency monaitor 1s situated to allow visibility
of the thread processing to facilitate the calculation of the
metric.

FIG. 5 1s a method for a flowchart that represents a soft-
ware’s perspective as utilized by one embodiment of the
claimed subject matter.

The depicted flowchart illustrates how a thread i1s sched-
uled for processing with the ability to parameterize the
prefetcher and perform a time slice analysis. As the new
thread 1s to be processed for scheduling, it enters a wait state.
Subsequently, the new thread 1s scheduled and the prefetcher
1s parameterized according to the previously discussed
latency monitor metric and aggressiveness index that 1s stored
in the configuration and status register (described earlier 1n
connection with FIG. 4).
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At the context switch decision block, a time slice analysis
1s performed. The time slice analysis 1s based at least 1n part
on implementation specific parameters, some embodiments
of which are prefetcher accuracy and load latencies. In addi-
tion, system parameters such as utilizations are also provided
to the operating system. In typical operating system con-
trolled systems, this information can be used by the OS n
order to study the performance of the prefetcher in the par-

ticular time slice. This information 1n association with past
behavior gives the OS an ability to predict the effectiveness of
the prefetcher in the next time slice. The OS can then either
increase the aggressiveness index of the prefetcher during the
next time slice 1n case 1t deems such or decrease it otherwise.
For example, 1f the thread specific metric 1s below a prede-
termined load latency for the system, then the software can
increase the prefetching behavior of the processor to allow for
more cache lines to be prefetched from a cache memory
coupled to the processor 1n the next time slice. Otherwise, 1f
the thread specific metric 1s above a predetermined load
latency for the system, then the soltware can decrease the
prefetching behavior of the processor to allow for less cache
lines to be prefetched from a cache memory coupled to the
processor 1n the next time slice.

As previously discussed, the software 1s able to both query
the performance and configure the prefetcher. This “loop™
ecnables the OS or a runtime-management environment to
employ various prefetching schemes. In one embodiment,
one scheme involves maintaining a thread prefetcher profile.
Under this scheme, a context switch would include changing
the prefetcher profile. This can be done based on performance
data collected from the status registers. Alternatively, the
soltware may use other information 1t has available. In par-
ticular, helper threads can monitor execution of end-user
applications and adjust the prefetcher based on the particular
section of code that 1s being executed.

One example of a software view of the hardware infrastruc-
ture 1s depicted i FIG. S with a coding as follows:

procedure thread_ schedule ()
pick__thread_ to_ schedule( );

find_ thread optimizing  parameters( );

// either profiled or configured
configure__hardware with_parameters( );
restore_ thread context( );

jump__to_ thread( );

end procedure;

FIG. 6 depicts a processor that supports multithreading as
utilized by one embodiment of the claimed subject matter. In
this embodiment, the processor 274 supports multithreading,
which allows a single processor to perform several math-
ematical operations substantially simultaneously. For
example, a multi-thread (MT) processor contains several
independent “logical processors,” or “threads” as depicted.

Also, the claimed subject matter depicted in the previous
Figures may be implemented in soiftware. For example, the
solftware may be stored i an electronically-accessible
medium that includes any mechanism that provides (1.e.,
stores and/or transmits) content (e.g., computer executable
instructions) in a form readable by an electronic device (e.g.,
a computer, a personal digital assistant, a cellular telephone,
or any wireless product). For example, a machine-accessible
medium includes machine-readable storage mediums such as
read only memory (ROM); random access memory (RAM);
magnetic disk storage media; optical storage media; tlash
memory devices; and transitory mediums such as electrical,
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optical, acoustical, wireless, or other form of propagated sig-
nals (e.g., carrier waves, infrared signals, digital signals).
FI1G. 7 1s a high level, simplified abstraction of a protocol
architecture as utilized by one embodiment. The fabric facili-
tates transporting messages from one protocol (caching pro-
cessor agent or caching aware memory controller agent) to
another protocol for a point to point network. For example,
the network fabric adheres to a layered protocol scheme and
may comprise either or all of: a link layer, a physical layer, a
protocol layer, a routing layer, a transport layer. The layers are
depicted 1n connection with FIG. 8. The link layer facilitates
the mitialization of the link, the protocol defines the cache
coherence, the routing and transport layers facilitate different
system configurations and are optional. The layered protocol
scheme 1s not limited to the depicted layers since different
system configurations may select to use some or all of the
depicted layers. The fabric facilitates transporting messages
from one protocol (home or caching agent) to another proto-
col for a point to point network. In one aspect, the figure
depicts a cache coherence protocol’s abstract view of the
underlying network.
FIG. 8 1s a block diagram of an apparatus for a physical
interconnect utilized 1n accordance with the claimed subject
matter. In one aspect, the apparatus depicts a physical layer
for a cache-coherent, link-based interconnect scheme for a
processor, chipset, and/or 10 brnidge components. For
example, the physical interconnect may be performed by each
physical layer of an integrated device. Specifically, the physi-
cal layer provides communication between two ports over a
physical mterconnect comprising two uni-directional links.
Specifically, one unidirectional link 304 from a first transmait
port 350 of a first integrated device to a first receiver port 350
of a second integrated device. Likewise, a second uni-direc-
tional link 306 from a first transmit port 350 of the second
integrated device to a first receiver port 350 of the first inte-
grated device. However, the claimed subject matter 1s not
limited to two uni-directional links. One skilled 1n the art
appreciates the claimed subject matter supports any known
signaling techniques, such as, bidirectional links, etc.
Although the claimed subject matter has been described
with reference to specific embodiments, this description 1s not
meant to be construed 1n a limiting sense. Various modifica-
tions of the disclosed embodiment, as well as alternative
embodiments of the claamed subject matter, will become
apparent to persons skilled 1n the art upon reference to the
description of the claimed subject matter. It 1s contemplated,
therefore, that such modifications can be made without
departing from the spirit or scope of the claimed subject
matter as defined 1n the appended claims.
What is claimed 1s:
1. An apparatus comprising:
a sample logic to sample a finite number (N) of operations
of a predetermined transaction type of a thread, wherein
the logic includes
a counter to count a number of cycles between a dispatch
of each of the N operations of the predetermined
transaction type and a completion of each of the N
operations of the predetermined transaction type, and

a thread specific accumulator to add the number of
cycles between the dispatch of each the N operations
of the predetermined transaction type and the comple-
tion of each of the N operations predetermined trans-
action type to generate a value of a total number of
cycles between the dispatch of the N operations of the
predetermined transaction type and the completion
the N operations of the predetermined transaction
type; and
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a calculation logic to calculate a thread specific metric for
the thread-by dividing the value generated by the thread
specific accumulator by N, wherein the thread specific
metric 1s used to set a pre fetch aggressiveness index for
the processor and a plurality of latency trip points,
wherein prefetching for the processor will change
accordingly for each of the plurality of trip points.

2. The apparatus of claim 1 wherein the thread specific
metric represents an average load latency of a system that
incorporates the processor.

3. The apparatus of claim 1 wherein the thread specific
metric 1s calculated for a predetermined level of cache that 1s
coupled to the processor.

4. The apparatus of claim 1 wherein the thread specific
metric 1s calculated for all demand accesses of a system that
incorporates the processor.

5. The apparatus of claim 1 wherein the processor has a first
processor core and a second processor core, both the first and
second processor cores to support execution of multiple
threads.

6. The apparatus of claim 1 wherein the thread specific
metric 1s to be stored 1into a configuration and status register to
allow an operating system software the ability to configure
the prefetch aggressiveness index.

7. An article of manufacture:

a machine-readable storage medium having a plurality of
machine readable instructions stored thereon, wherein
when the 1nstructions are executed by a system that has
at least one processor and a cache memory that supports
execution of multiple threads performs a method com-
prising;:
analyzing a thread specific metric during a context

switch; and
prefetching a number of lines from the cache memory,
the number of lines based at least 1n part on the thread
specific metric, wherein the thread specific metric
represents an average load latency of the system and 1s
used to set a plurality of latency trip points, wherein
the prefetching will change accordingly for each of
the plurality of trip points.

8. The article of manufacture of claim 7 wherein the num-
ber of lines prefetched 1s more than were prefetched prior to
the context switch 1f the thread specific metric 1s below a
predetermined load latency for the system.

9. The article of manufacture of claim 7 wherein the num-
ber of lines prefetched 1s more than were prefetched prior to
the context switch if the thread specific metric 1s above a
predetermined load latency for the system.

10. The article of manufacture of claim 7 wherein the
article of manufacture 1s an operating system or a managed
runtime environment.

11. A processor comprising:

an execution resource to execute a plurality of threads, the
processor to prefetch a number of cache lines from a
cache memory, the number of cache lines to be deter-
mined by a thread specific metric;

a sample logic to sample a finite number (N) of operations
of a predetermined transaction type of a thread;

a counter to count a number of cycles between a dispatch of
cach of the N operations of the predetermined transac-
tion type and a completion of each of the N operations of
the predetermined transaction type;

a thread specific accumulator to add the number of cycles
counted for each of the N operations between the dis-
patch of the predetermined transaction type and the
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completion of the predetermined transaction type for
cach executed thread to generate total value of cycles;
and

calculation logic to calculate a thread specific metric for
the thread by dividing the value generated by the thread
specific accumulator by N, wherein the thread specific
metric 1s used to set a pre fetch aggressiveness index for
the processor and a plurality of latency trip points,
wherein prefetching for the processor will change
accordingly for each of the plurality of trip points.

12. The processor of claim 11 wherein the predetermined

transaction type 1s a demand load instruction.

13. The processor of claim 11 wherein the processor sup-

ports execution of multiple threads with at least a first logical
processor and a second logical processor.

14. The processor of claim 11 wherein the processor sup-

ports a layered protocol iterface to communicate with other
integrated devices.

15. A system comprising:
a dynamic random access memory; and
at least one processor, coupled to the dynamic random
access memory, the processor including execution
resources to support execution of a plurality of mstruc-
tion threads concurrently, wherein the processor
includes
a pre-fetching control block to prefetch a number of
cache lines from a cache memory coupled to the pro-
cessor, based at least 1n part on a thread specific met-
ric,
a sample logic to sample a finite number (N) of opera-
tions of a predetermined transaction type of a thread,
a counter to count a number of cycles between a dispatch
of each of the N operations of the predetermined
transaction type and a completion of each of the N
operations of the predetermined transaction type,
a thread specific accumulator to store add the number of
cycles counted for each of the N operations between
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the dispatch of the predetermined transaction type and
the completion of the predetermined transaction type
for each executed thread to generate total value of
cycles, and
calculation logic to calculate a thread specific metric for
the thread by dividing the value generated by the
thread specific accumulator by N, wherein the thread
specific metric 1s used to set a pre fetch aggressiveness
index for the processor and a plurality of latency trip
points, wherein prefetching for the processor will
change accordingly for each of the plurality of trip
points.
16. The system of claim 15 further comprising an intertace

that supports a layered protocol that allows the processor to
communicate with the dynamic random access memory.

17. The system of claim 15 wherein the processor has at

least a first processor core and a second processor core.

18. A method comprising:
calculating a thread specific metric for a predetermined
transaction type of an executed thread, by
for each operation of the predetermined transaction type
executed 1n the thread.,
counting a number of cycles between a dispatch of the
operation of the predetermined transaction type
and a completion of the operation of the predeter-
mined transaction type,
storing the number of cycles, and
dividing the number of cycles by the number of opera-
tions of the predetermined transaction type executed
in the thread
to generate a thread specific metric; and
prefetching a number of cache lines, the number of cache
lines based at least 1n part on the thread specific metric,
wherein the number of cache lines to prefetch 1s defined
by an aggressiveness index value and a plurality of
latency trip points set by the thread specific metric.
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