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SYSTEM AND METHOD FOR USING
SANDBOXES IN A MANAGED SHELL

FIELD OF INVENTION

The mvention 1s a system and method for executing a
managed shell program and more particularly dynamically
creating a sandbox environment for implementing security
policies for the secure execution of shell tools and resources.

BACKGROUND

Shell programs are commonly known 1n the art as a way of
commanding a computer to execute certain actions. Shell
programs may be graphical or text based. Shell tools may
include the actual shell commands like list (Is), move (mv),
and remove (rm), among others. A shell script may be a series
ol shell commands stored 1n a file and executed until the end
of the file 1s reached. Shell commands can access critical
resources within a computer. Current shell security uses the
security offered by the operating system of the computer,
which 1s mostly useridentity-based (e.g. user A can access the
file B, while user C cannot).

With the proliferation of downloading programs, scripts,
and other data from the Internet or third party sources, there 1s
a need for limiting access to internal computer resources from
potentially malicious downloads. An operating system secu-
rity based on user 1dentity 1s not enough because a user may
unknowingly execute malicious codes and/or scripts. This 1s
a drawback because a program 1s executed in the security
context of its user, therefore, the program has all the permais-
sions associated with the user 1dentity (e.g. user A execute
program X which maliciously access file B).

SUMMARY

Various aspects of the invention overcome at least some of
these and other drawbacks of known systems. According to
one object of the invention, an operating system may execute
a shell scriptin a managed environment (e.g., a Javaor ECMA
virtual machine) and then by recognizing one or more shell
tools; identifying one or more security policies related to the
one or more shell tools; and dynamically creating a sandbox
for enforcing the i1dentified security policies to the managed
shell during execution. Security policies may come from tool
specific security policies, application specific security poli-
cies, resource based security policies, shell based policies,
owner based policies, user based policies and/or other types
of policies. The one or more security policies adds permis-
sions granularity to a managed shell.

The invention provides security by creating a sandbox for
a command or script to be executed using a managed shell.
The security manager of the managed environment will
enforce the security policy established, from different
sources, by the managed shell. A sandbox 1s an 1solated
execution environment and safe place for running semi-
trusted programs or scripts, often originating from a third
party. It 1s a restricted environment 1n which certain functions
are prohibited. Security policies can additionally limit the
kind of actions performed during execution within a sandbox.
For example, deleting files and moditying system informa-
tion such as registry settings and other control panel functions
may be prohibited within a sandbox. This allows security
policies to be enforced for application and application
resources that are not being executed.

According to another object of the mvention, a managed
shell execution may include 1dentifying the managed shell
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security policy; recognizing one or more of the shell tools
during runtime; recognizing one or more custom permissions
of the managed shell; identifying a shell tool security policy
for each of the one or more recognized shell tools; and merg-
ing the one or more 1dentified shell tool security policies and
the 1dentified managed shell security policy and the one or
more 1dentified custom permissions; and enforcing the
merged policies 1n a dynamically created sandbox execution.
Two or more different security policies may be merged with
one or more permissions and enforced during execution in the
sandbox.

These objects increase the security on the actions that may
be performed by a shell scripts or programs originating from
various unknown sources. These and other objects, features
and advantages of the invention will be apparent through the
detailed description of the embodiments and the drawings
attached hereto. It 1s also to be understood that both the
foregoing general description and the following detailed
description are exemplary and not restrictive of the scope of
the invention.

DESCRIPTION OF DRAWINGS

FIG. 1 1s a high-level block diagram of a system, according,
to one embodiment of the invention.

FIG. 2 1s a flow chart for a method for creating a sandbox,
according to one embodiment of the mvention.

FIG. 3 1s a block diagram for a managed shell, according to
one embodiment of the invention.

DETAILED DESCRIPTION

One aspect of the mvention 1s based on a shell executed
under a managed environment 18. This managed shell can
dynamically create sandboxed environments before the
execution of shell commands or scripts. The sandboxes are
coniigured to support one or more security policies that may
be enforced by a security manager 20.

FIG. 1 1llustrates a system, according to one embodiment
of invention. A computer 10 may include an operating system
12, conventionally known in the art. One or more shell scripts
(or programs) may be present on a computer 10. Shell scripts
(14, 16) may be downloaded to a computer directory from a
third party source 34 through a network connection 32. Other
sources may be included (e.g., hard disk, CD, drive storage).
The origin of the scripts and program 1s part of a code identity
and may atfect how the security manager resolves the security
policy. Thus, shell scripts on a computer may originate from
various sources that may be secure, un-secure, or semi-se-
cure. Additionally, shell scripts may be programmed 1n lim-
itless ways to add features to existing application (e.g., auto-
mate repetitive tasks) and to create new functions. Many shell
scripts may be executed simultaneously. Shell scripts may run
as a background process while other applications are running
on a computer. For example, a shell script may be pro-
grammed to indicate when a hard drive memory falls below a
user indicated threshold.

A managed environment 18 may be used for executing
shell scripts as a managed shell. A security manager 20 may
identily and enforce various security parameters within a
dynamically created sandboxed environment. Security
parameters may be stored as one or more security policies 22
maintained locally at computer 10 (or remotely at another
location). In addition to existing operating system security
policies (e.g., user-based identity), additional permissions
and policies may be enforced within a managed shell sand-
box. Security policy may include one or more permissions for
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enforcing security parameters. Security permissions may
determine what actions can and cannot be performed. A secu-
rity policy may be created for various objects including, but
not limited to, shell tool specific security policies, application
specific security policies, resource based security policies,
shell based policies, owner based policies, user based policies
and/or other types of policies. During execution within a
managed shell, a shell script may request access to a resource
in order to perform the commands within the script.
Resources 24 may include files 26, directories 28, processes
30, and/or other resources. A security manager 20 can enforce
the security policy related to a requested resource.

In one aspect, the system can apply more kinds of permis-
s10ms (e.g., code 1dentity, resources based security) and more
permission granularity in addition to the existing, user 1den-
tity based, security found in current shells. A managed shell
may 1include recognizing the shell commands (e.g., shell
tools) as separate entities that have their own security poli-
cies. Tool policies are merged with the shells own policies
betfore executing the tools. This way the managed tools them-
selves can limit the kind of actions they can perform (e.g., a
‘rm” command that never deletes backup files). Ever further,
a managed shell may recognize the resources (e.g., files,
directories, process) and the owners (e.g., applications, users)
as separate enfities that can also have their own security
policies (e.g. only an administrator can delete the backup
file).

A managed shell may dynamically create sandboxes based
on the tools and resources being requested before launching
the execution. This 1s unlike normal application, even man-
aged application. The shell sandboxes may be supplied with
information, for example, the requested tools and resources,
and the granted/refused permission sets.

FIG. 2 discloses a method for executing a managed shell
according to one aspect of the invention. A shell script may be
launched automatically without user’s knowledge or manu-
ally with user mitiation. A managed shell may be created at
runtime (operation 50) for securely running a shell script (or
program). The managed shell may execute managed tools,
unmanaged tools, and custom permissions. Managed tools
can 1nclude general shell tools (e.g. Is, rm, cp, mv), specific
application tools (e.g., configuration tools restricted to super
users, backup and restore tools), code assemblies and/or other
resources. This may allow security policies that are not overly
complex or descriptive. For example, a shell could deny
access to write to a file if the owning application 1s currently
running.

Unmanaged tools may not have security policies, rather
they may be executed 11 the security policy explicitly allows
for 1t, but once executed a managed shell may not guarantee
how the unmanaged code will act.

Custom permissions are managed code libraries that are
invoked by the security manager 20 before granting access to
aresource. This type of permission may execute specific code
to check for more advanced and/or specialized permissions
(e.g., application or resource specific permission). For
example, custom permissions could do time-based checks to
allow or deny certain operations.

Managed tools, unmanaged tools, and/or custom permis-
sions may be identified at runtime (operation 52). Security
policies for managed tools may be 1dentified along with secu-
rity decisions to be made with regard to unmanaged tools
(operation 34). Based on the evidences of the tools (e.g., code
identity, source, requested permission) and the specified
resources, one or more sandboxes may be dynamically cre-
ated for one or more managed tools and unmanaged tools 1n
order to apply the 1dentified security policies, decisions and
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permissions as a merged set of rules to be enforced within the
one or more sandboxes (operation 56 and 58). The managed
shell may be executed according to the merged set of security
policies within the one or more sandboxes (operation 60). The
creation of sandboxes allows shells to be executed without
security risks to other processes and resources of the system.
It 1s possible to create a sandbox 1nside another sandbox to
turther restrict the permissions granted on a sub-script (e.g. a
trusted script calling another less-trusted script).

One aspect of the invention umquely addresses the use of
multiple sandboxes 1n a managed shell where commands and
resources may be subject to a security manager. This allows
application specific security policies to apply for shell com-
mands and also to have shell commands specific security
policies while still allowing the “normal” (e.g., user, machine
and enterprise security policies) security policies to be
applied.

Advanced shell security may be implemented based on the
knowledge the shell has of the resources it accesses. This
allows security policies to be applied to the resources the shell
accesses as well as to managed code. This extends the usage
of the security manager 20 by giving 1t greater awareness
during execution. This may also allow managed shell to pro-
vide remote and controlled access to a shell (e.g., a script may
be sent to another computer to be executed).

FIG. 3 1s a block diagram that further i1llustrates a managed
shell and shell sandbox according to one aspect of the inven-
tion. At runtime a shell script (or program) may be executed
by a managed shell 70. Various objects are used for the execu-
tion of the shell including, but not limited to, shell tools 74,
custom permissions 80, application resources 82, and secu-
rity policies 84. Managed shell may include the use of shell
tools 74 including managed tools 76 and unmanaged tools 78,
during shell execution. One or more shell sandboxes 72 may
be created (e.g., a shell script calling another script) for the
one or more managed and unmanaged tools. Instances of
security policies 84 may be used 1n the shell sandbox. The
security policy instances may relate to managed tools and
requested resources 82 of the managed shell. Custom permis-
s1ons for a managed shell may be specified for use within the
shell sandbox. The combination of security policies from the
various aspects of shell execution provides a secure execution
that goes beyond the conventional operation system security
by dynamically creating a secure execution environment in
the form or a sandbox having security policies.

In the foregoing specification, the invention has been
described with reference to specific embodiments thereof.
Various modifications and changes may be made thereto
without departing from the broader spirit and scope of the
invention. The specification and drawings are, accordingly, to
be regarded 1n an 1llustrative rather than a restrictive sense.

The invention claimed 1s:

1. A method for using sandboxes 1n a managed shell, com-
prising;:

creating a managed environment for executing a shell
script on a computer;

executing the shell script 1n the managed environment on
one or more processors associated with the computer,
wherein the managed environment includes a first sand-
box configured to enforce one or more security policies
for the shell script during runtime execution of the shell
script 1n the managed environment;

recognizing at least one shell tool that the shell script
requests during the runtime execution in the managed
environment, wherein a security manager recognizes the
shell tool as an entity separate from the shell script that
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has one or more additional security policies separate
from the one or more security policies for the shell
script;
identifying the additional security policies for the recog-
nized shell tool requested by the shell script during the
runtime execution in the managed environment;

dynamically creating a second sandbox inside the first
sandbox 1n response to recognizing the at least one shell
tool requested by the shell script during the run time
execution 1n the managed environment, wherein the sec-
ond sandbox 1s configured to enforce the additional
security policies 1dentified for the requested shell tool;

merging the one or more security policies for the shell
script with the additional security policies identified for
the requested shell tool; and

executing the requested shell tool in the managed environ-

ment, wherein the managed environment 1s configured
to use the first sandbox and the second sandbox to
enforce the merged security policies for the shell script
and the requested shell tool.

2. The method of claim 1, wherein the requested shell tool
includes a managed shell tool having the additional security
policies.

3. The method of claim 2, wherein the managed environ-
ment 1s further configured to enforce the security policies for
the shell script and the additional security policies for the
managed shell tool 1in response to the shell script requesting,
the managed shell tool during the runtime execution in the
managed environment.

4. The method of claim 1, further comprising dynamically
creating a third sandbox 1nside the first sandbox in response to
recognizing at least one unmanaged shell tool requested by
the shell script during the runtime execution 1n the managed
environment, wherein the managed environment 1s further
configured to enforce the security policies for the shell script
for the unmanaged shell tool in response to the shell script
requesting the unmanaged shell tool during the runtime
execution 1n the managed environment.

5. The method of claim 1, wherein the requested shell tool
includes a sub-script that the shell script requests to execute
during the runtime execution in the managed environment.

6. The method of claim 1, wherein the requested shell tool
includes a resource that the shell script requests access to
during the runtime execution in the managed environment.

7. The method of claim 1, wherein the managed environ-
ment 1s further configured to enforce the merged security
policies for the shell script and the requested shell tool based
on whether the shell script and the requested shell tool origi-
nate from a secure source, an un-secure source, or a semi-
secure source.

8. The method of claim 1, wherein the merged security
policies each include one or more security permissions or
security parameters that restrict one or more actions that one
or more of the shell script or the shell tool request during the
runtime execution 1n the managed environment.

9. The method of claim 1, wherein the security manager
dynamically creates the second sandbox 1nside the first sand-
box prior to executing the requested shell tool in the managed
environment.

10. The method of claim 1, further comprising supplying
the first sandbox and the second sandbox with one or more
granted permission sets and one or more refused permission
sets, wherein the first sandbox and the second sandbox use the
granted permission sets and the refused permission sets to
enforce the merged security policies for the shell script and
the requested shell tool.
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11. A system for using sandboxes in a managed shell,
comprising:
a computer configured to download a shell script through a
network connection;

a managed environment configured to execute the down-
loaded shell script on the computer, wherein the man-
aged environment includes a first sandbox configured to
enforce one or more security policies for the shell script
during runtime execution of the shell script 1n the man-
aged environment; and

a security manager configured to:

recognize at least one shell tool that the shell script
requests during the runtime execution 1n the managed
environment, wherein the security manager recog-
nizes the shell tool as an entity separate from the shell
script that has one or more additional security policies
separate from the one or more security policies for the
shell script;

identily the additional security policies for the recog-
nized shell tool requested by the shell script during the
runtime execution in the managed environment;

dynamically create a second sandbox inside the first
sandbox 1n response to recognizing the at least one
shell tool requested by the shell script during the
runtime execution in the managed environment,
wherein the second sandbox 1s configured to enforce
the additional security policies identified for the
requested shell tool;

merge the one or more security policies for the shell
script with the additional security policies 1dentified
for the requested shell tool; and

execute the requested shell tool 1n the managed environ-
ment, wherein the managed environment 1s further
configured to use the first sandbox and the second
sandbox to enforce the merged security policies for
the shell script and the requested shell tool.

12. The system of claim 11, wherein the requested shell
tool includes a managed shell tool having the additional secu-
rity policies.

13. The system of claim 12, wherein the managed environ-
ment 1s Turther configured to enforce the security policies for
the shell script and the additional security policies for the
managed shell tool 1 response to the shell script requesting,

the managed shell tool during the runtime execution 1n the
managed environment.

14. The system of claim 11, wherein the security manager
1s Turther configured to dynamically create a third sandbox
inside the first sandbox 1n response to recognizing at least one
unmanaged shell tool requested by the shell script during the
runtime execution in the managed environment, wherein the
managed environment 1s further configured to enforce the
security policies for the shell script for the unmanaged shell
tool 1n response to the shell script requesting the unmanaged
shell tool during the runtime execution 1n the managed envi-
ronment.

15. The system of claim 11, wherein the requested shell
tool includes a sub-script that the shell script requests to
execute during the runtime execution in the managed envi-
ronment.

16. The system of claim 11, wherein the requested shell
tool includes a resource that the shell script requests access to
during the runtime execution in the managed environment.

17. The system of claim 11, wherein the managed environ-
ment 1s further configured to enforce the merged security
policies for the shell script and the requested shell tool based
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on whether the shell script and the requested shell tool origi-
nate from a secure source, an un-secure source, or a semi-

SCCUIC SOUrce.

18. The system of claim 11, wherein the merged security
policies each include one or more security permissions or
security parameters that restrict one or more actions that one

or more of the shell script or the shell tool request during the
runtime execution in the managed environment.

19. The system of claim 11, wherein the security manager
1s further configured to dynamaically create the second sand-

8

box 1nside the first sandbox prior to executing the requested
shell tool 1n the managed environment.

20. The system of claim 11, wherein the security manager
1s Turther configured to supply the first sandbox and the sec-
ond sandbox with one or more granted permission sets and
one or more refused permission sets, wherein the first sand-
box and the second sandbox use the granted permission sets
and the refused permission sets to enforce the merged security
policies for the shell script and the requested shell tool.
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