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METHOD AND APPARATUS FOR
PERFORMANCE ANALYSIS ON A
SOFTWARE PROGRAM

BACKGROUND OF INVENTION

1. Field of Invention

This invention relates generally to software program devel-
opment and more specifically to performance analysis of
soltware programs.

2. Discussion of Related Art

Software programs are generally tested during their devel-
opment. Testing has traditionally been used to verity that the
software program performs the functions as intended. As
soltware programs have become more complex, performance
testing has become a more significant component of the
development cycle. Performance testing supports “perfor-
mance engineering”’ activities during which portions of the
program that cause delay 1n program execution are 1dentified
and are rewritten to reduce the time required to execute the
program.

Performance testing 1s often performed by inserting
“probes” 1mnto a program under test. Probes are simple func-
tions that write data 1nto log files when executed. The data in
the log files may then be analyzed to determine the various
characteristic of the program operation.

Traditional performance analysis tools use data in the log
files to present an aggregated view of execution of the sofit-
ware program under test. For example, the data in the log files
may be used to determine the number of times each function
in the software program under test has been invoked. Such
information may, for example, reveal to a performance engi-
neer that a particular function 1s 1 a loop that 1s executed
more times than intended. Such an observation may for
example, indicate that performance of the program may be
improved by restructuring the program to reduce the number
of times that loop 1s executed.

An aggregated view of the data may also indicate the aver-
age amount of time 1n which each function executes. If the
average execution time for a function greatly exceeds the
expected execution time, a performance engineer may 1nves-
tigate whether some event blocks execution of that function.

Tools have been employed that present performance data
on a soitware program under test for a performance engineer
to review. Such tools have, for example, allowed a perfor-
mance engineer to select from multiple types of aggregated
data so that the performance engineer could examine different
aspects of a software program under test. Such tools have also
included timeline views, which allow the performance engi-
neer to see the activity level of the software program under
test.

SUMMARY OF INVENTION

The invention relates to a user interface for providing per-
formance data on a soltware program under test. The user
interface allows a performance engineer, or other user, to
manipulate the presentation of performance data to more
readily identily portions of a soitware program under test that
may be causing performance problems.

In one aspect, the invention relates to a method of display-
ing performance mformation concerning a software program
under test. The method involves displaying in a first display
area a representation of a time range during which the soft-
ware program under test executes. A user input indicating an
indicated portion of the time range displayed in the first
display area 1s received through the user interface device. A
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plurality of graphical indicators are displayed in a second
display area. Each graphical indicator represents events in the
execution of one of the plurality of threads during a sub-range
of the time range. The sub-range includes the indicated por-
tion of the time range represented 1n the first display area.

In another aspect, the invention relates to a display device
having rendered thereon performance information for a plu-
rality of threads 1n a soitware program under test. The per-
formance information comprises, for each of the plurality of
threads, a thread area representing operation of the thread.
The thread area has at least one indicator, each indicator
representing an operating event of the thread, with the thread
areas for the plurality of threads positioned so that indicators
in the thread areas for the plurality of threads graphically
illustrate correlation 1n time of operating events 1n the plural-
ity of threads.

In another aspect, the invention relates to a computer-
readable medium having computer-executable components
for analyzing the performance of a software program under
test, the software program under test adapted to execute 1n a
plurality of threads. The computer-executable components
comprising a data collection component, adapted to collect
data on the execution of the plurality of threads in the software
program under test; an analysis component, adapted to ana-
lyze the collected data to dertve execution information about
the plurality of threads; and a reporting component, adapted
to display 1n human perceptible form the execution informa-
tion on at least a portion of the plurality of threads, the human
perceptible form including a graphical representation of
execution information as a function of time for each the
plurality of threads 1n the portion, with the graphical repre-
sentations of each of the plurality of threads in the portion
displayed 1n a format that allows correlation of time of events
in each of the plurality of threads 1n the portion.

BRIEF DESCRIPTION OF DRAWINGS

The accompanying drawings are not intended to be drawn
to scale. In the drawings, each identical or nearly 1dentical
component that 1s 1llustrated in various figures is represented
by a like numeral. For purposes of clarity, not every compo-
nent may be labeled 1n every drawing. In the drawings:

FIG. 1 1s sketch illustrating a development environment;

FIG. 2 1s a sketch of a user 1nterface 1n development envi-
ronment of FIG. 1;

FIG. 3 1s a 1s a sketch of the user intertace of FIG. 2 in an
alternative operating state;

FIG. 4 1s an alternative embodiment of a user interface in
the development environment of FIG. 1; and

FIG. 5 1s a sketch of the user interface of FIG. 4 1n an
alternative operating state.

DETAILED DESCRIPTION

An 1mproved performance analysis tool 1s provided that
may be used for performance analysis. The tool presents
performance analysis information 1n multiple formats and
allows display areas presenting data in different formats to be
configured. Configurability allows a user, such as a perfor-
mance engineer, to identily points 1n a program under test at
which performance problems occur and also to “drill down™
to 1dentily the causes of performance problems.

FIG. 1 1illustrates in block diagram form a development
environment 100 1n which such a tool may be used. Devel-
opment environment 100 may, for example, be created 1n a



US 7,698,686 B2

3

computer work station or on a server, or on a group of net-
worked computers or on any other suitable platiorm capable
ol executing programs.

Program under test 110 1s here shown to be made up of
multiple processes. In the example of FI1G. 1, processes 112,
112,, and 112, are shown. The number of processes in pro-
gram under test 110 1s not a limitation of the invention.
However the invention may be most useful in analyzing the
performance of programs under test containing numerous
pProcesses.

Each process may execute a “thread.” A thread 1s a portion
ol a program which, 1n most cases, executes in a process. A
process and a thread are therefore closely related concepts.
Each thread has its own sequence of function calls and other
program events.

Separate processes may be executed on separate proces-
sors. However, separate processes may be created on a single
processor. The processor resources are shared between pro-
cesses, with all the threads active at any given time taking
turns consuming processor cycles. Multiple threads can be
“virtually” active on a single processor even though one pro-
cess 1s consuming processor cycles at a time.

In contrast, a thread may become “blocked” regardless of
the number of processors available. Multiprocess systems
include a mechanism for threads executing 1n separate pro-
cesses to exchange data. If a thread needs to exchange data
with another thread, the two threads may not be ready to
exchange data at the same time. Accordingly, one thread may
need to wait until the other thread executes to the point of
being read to exchange data. While a thread 1s waiting for
another thread to exchange data or perform some other func-
tion, the thread 1s said to be “blocked.” “Blocking™ of threads
in an 1mportant event that can impact the performance of a
program.

In the example 1llustrated 1n FIG. 1, each of the processes
112,, 112, and 112, 1s mstrumented with probe functions,
such as may be found 1n the prior art. As program under test
110 executes, the probe functions write data into data file 120.
In this embodiment, data file 120 1s organized as multiple
bufters 122,, 122,, . . . 122.. In this embodiment, one bufter
1s provided for each of the processes 1n program under test
110.

As program under test 110 executes, the probes embedded
within each of the processes 112,, 112,, and 112, are
executed. The probes 1n the separate processes write data
values 1nto a bulfer associated with the process. In this way,
each of the buffers 122, 122, and 122, contains an ordered
list of events that occurred within the process as 1t executed.
Because of the connection between threads and processes,
this information may also be used to 1dentity the thread with
which events are associated. In the illustrated embodiment,
cach event written into a buffer includes an indication of the
event as well as the time at which 1t occurred.

In the 1llustrated embodiment, the program under test 110
1s constructed such that calls through predetermined applica-
tion programming interfaces (API) cause events to be
recorded 1n a bufler. In the illustrated example a call through
a predetermined API 1s recorded 1n buiier 122,. Buiter 122,
stores mformation 1dentitying the portion of the API called,
the process from which the call was made and the time at
which the call was made.

Program under test 110 1s executing on a platform that
includes an operating system 114. In this embodiment, oper-
ating system 114 1s also configured to write various events to
data file 120. Predetermined events, such as an exception
condition or disk access, may be programmed within operat-
ing system 114 to write an indication of an event into data file
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120. When such an event occurs, the indication 1s written 1into
the bufter 122.. The indication of the event may include an
identifier of the specific event that occurred, the time 1t
occurred and the process of thread that caused the event to
OCCUL.

FIG. 1 provides an example of the types of events that may
be captured during execution of the software program under
test. According to an embodiment of the mmvention, many
types ol events may be displayed for a human user 1n an easy
to use manner. For example, SQL events, OS kernel events,

web server events or any other desired type of event may be
captured 1n data file 120 for further analysis and display.

In the i1llustrated embodiment, the data stored 1n data file
120 1s analyzed after program 110 executes. The analysis 1s
performed by an analysis program 130. In the described
embodiment, analysis program 130 correlates the times of
events stored 1n each of the bufters 122,, . .. 122.. Various
methods are possible for correlating the time of events in each
of the buffers. In the described embodiment, an 1ndex 1s
created. The index indicates which entry 1n each buflfer cor-
responds to a specific time during execution of the program
under test 110. In this way, as the analyzed data 1s processed,
analysis program 130 may quickly access the data from each
ol the bulfers corresponding to a specific point in time during
execution of program under test 110. The index may be cre-
ated adaptively such that the index may represent estimates of
the locations 1n each buller corresponding to events occurring
at a specific time. As the data file 120 1s processed, these
estimates may be updated. However, any suitable manner of
forming an index may be used.

Indexing the data stored in data file 120 allows analysis
program 130 to rapidly format data for display on a user
interface 140 in a fashion that shows events within different
processes relative to a common time frame. For correlating
events 1 different processes or threads, time need not be
tracked relative to an absolute standard. Rather, time may be
tracked relative to the beginning of execution of the program
under test 110 or any another convenient point. Time may, for
example, be tracked 1n terms of ticks of a clock internal to the
processor on which program under test 110 executes.

In the illustrated embodiment, user interface 140 1s a por-
tion of a computer work station. However, any suitable user
interface device may be employed. In this example, user
interface 140 includes a display 142 that provides an output
mechanism. Display 142 may, for example, be a CRT or TFT
display that allows output to be provided to a human user.
Other forms of output devices may be used. For example,
graphical output may be printed or projected onto a screen.
Alternatively, the output may be passed to other programs or

systems for further analysis before use to provide information
to a user.

User mterface 140 also includes a user interface selection
device. The user interface selection device allows a user to
provide mput through user interface 140 that may control the
operation of analysis program 130. In the pictured embodi-
ment, user mterface 140 includes a mouse 146 that may be
used to supply user input through user interface 140. As with
a traditional desktop computer, the human user may manipu-
late the mouse to position a cursor on display 142 and operate
buttons on mouse 146 (1.¢., “click”) to select as mnput items on
the display 142. User interface 140 may mvoke a program
object based on the position at the time a button 1s pressed.

Keyboard 144 may also act, alone or in conjunction with
mouse 146, as a user interface selection device. A human user
may use keyboard 144 to enter commands, parameters or
other information appropriate to provide input through user
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interface 140. In the described embodiment, the user 1nput
controls analysis program 130 to provide a desirable display
on display 142.

FIG. 2 shows a sample user interface 210 that may be
created by analysis program 130 and appear on display 142 to
present the data gathered during execution of a soitware pro-
gram under test to a human user. In the embodiment of FIG.
2, user interface 210 contains multiple regions. In the
described embodiment, the regions are used to group logi-
cally related information. For example, menu bar 212 serves
as a region for locating commands that a user may access to
control the information or functionality of user interface 210.
Commands icluded in the menu bar 210 may be commands
as used 1n traditional graphical user interfaces, such as those
opening or closing a specific file. Commands may also con-
trol the information displayed in the rest of user interface 210
or may control operations specific to a user interface used to
display performance data gathered from execution of a sofit-
ware program under test.

In the embodiment pictured 1n FIG. 2, user interface 210
contains three regions in which different, through logically
related, types of information about the execution of software
program under test 110 are displayed. These regions include

timeline field 220, threadview field 230 and textview field
260.

Timeline field 220 includes a graphical representation of
the level of activity during execution of software program
under test 110. In this embodiment, the level of activity 1s
illustrated by shading within timeline field 220. For example,
region 222 has less shading than region 224. This shading
illustrates that less activity occurred during the time repre-
sented by region 222 as compared to region 224, indicating
less activity during the time represented by region 222.

In this example, the entire execution of soltware program
under test 110 1s represented by a timeline moving from left to
right. Any suitable form of representation of activity may be
used. For example, different colors may be used to signify
different levels of activity. Alternatively, the timeline repre-
sented by timeline field 220 may be presented as a histogram,
with the height of the display of the timeline indicating the
level of activity at any particular time during execution of
soltware program under test 110.

The level of activity may be measured 1n any suitable way.
Process monitors that track a percentage of CPU time con-
sumed by an executing program are known 1n the art and may,
for example, be employed to create the data to generate a
timeline field such as 220 indicating level of activity. In this
embodiment, timeline field 220 represents the aggregate
activity of all of the processes 112,, 112, and 112, executing
portions of software program under test 110. It does not, in
this example, include information about activity in processes
executing programs that are part of the operating system 114.

Timeline field 220 includes a time indicator 226. Time
indicator 226 1s a user operable control. For example, time
indicator 226 may be selected by a user operating mouse 146
(FIG. 1). The user may then manipulate mouse 146 to slide
time 1ndicator 226 to a desired point of interest on timeline
field 220 using drag and drop actions as are commonly used 1n
program interfaces. In this way, a user may specily a portion
of the data stored in data file 120 (FI1G. 1) for further exami-
nation. In particular, the data gathered for a sub-range of the
execution time specified by time 1ndicator 226 may be dis-
played 1n greater detail in the threadview field 230.

As 1llustrated, time indicator 226 specifies a single time.
Various embodiments are possible by which a user may
specily a range of times for display 1n threadview field 230. In
this example, threadview field 230 contains information
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about the operation of software program under test 110 1n a
sub-range of times centered around the time indicated by time
indicator 226. However, any suitable convention may be used.
For example, timeline field 220 may include multiple 1ndica-
tors, one time indicator identifying the start of the interval to
be displayed in threadview field 230 and a second time 1ndi-
cator 1dentitying the ending time to be displayed 1n thread-
view lield 230.

Regardless of the specific mechanism used to identily a
sub-range of times to display 1n threadview field 230, thread-
view field 230 contains a graphical representation of events
within threads executing as part of software program under
test 110 during the selected interval. In the embodiment 1llus-
trated 1n FIG. 2, each thread 1s represented by an area, here
shown as trace bars 240, , 240, . .. 240,. Here, nine threads are
illustrated. The number of threads for which events are 1llus-
trated 1s not a limitation on the mvention.

Events within each thread are illustrated graphically within
the corresponding trace bar. Multiple types of events are
illustrated. The number and types of events 1s for illustration
only and any number or type of events may be displayed.

In the embodiment 1llustrated 1n FIG. 2, each of the trace
bars 240, 240, . . . 240, 1ndicates the time during which 1ts
corresponding thread exists. In operation of program under
test 110, threads may begin and end at various times, which
can be graphically represented in threadview field 230.

Additionally, even though a thread exists, 1t may be active
only a portion of the time that 1t exists. Any suitable measure
of a thread activity may be used. However, 1n the illustrated
embodiments, a thread 1s considered “active” when 1t has
operations to execute, even 1f not actively consuming CPU
cycles because of scheduling of multiple processes 1n a sys-
tem having a limited number of processors. In user iterface
210, tracebars 240,, 240, . . . 240, are made to visually
indicate time periods during which the corresponding thread
1s active or blocked. Any suitable method may be used to
identify active or blocked periods. In this example, an active
indicator, such as active indicator 242, 1s superimposed on a
tracebar to indicate times during which the corresponding
thread 1s active. Conversely, the absence of an active indica-
tor, such as 1n blocked interval 254, 1llustrates that the corre-
sponding thread 1s blocked during a specific interval.

Other events may also be indicated graphically 1n thread-
view field 230. In this example, user marks such as 244 are
illustrated. As described above 1n connection with FIG. 1,
events within software program under test 110 may be
recorded. In this example, each of the user marks 244 1s a
graphical indication that a call has been placed to a function
within an API of software program under test 110. System
mark 250 similarly indicates the occurrence of one of the
events tracked by operating system 114. In this example,
system mark 250 1s visually distinguishable from user mark
244. Color, shape or positioning may be used to differentiate
between types of marks. Multiple user marks are indicated in
FIG. 2. The user marks are all indicated by the same graphical
symbol, which may represent multiple occurrences of the
same event. Different types of user marks may be represented
by the same or different graphical symbols,

Threadview field 230 includes a time scale 232. Events
within each tracebar 240,, 240, . . . 240, are correlated to the
time scale 232. The events within the tracebars are therefore
correlated with each other. By reading from side to side across
threadview field 230, events occurring within the threads at
one time may be compared. By reading down the threadview
field 230, a sequence of events may be apparent.

Time scale 232 displays a sub-range of the times repre-
sented by timeline field 220. The specific sub-range displayed
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may be selected by a user manipulating time indicator 226.
Additionally, threadview field 230 includes a scrollbar 252.
The scrollbar provides an alternative mechamism to select a
sub-range of times for display. Scrollbar 252 may be a control
of the type now known or hereafter developed for use 1n
graphical user interfaces. By using scrollbar 252, a user may
translate the time sub-range displayed 1n threadview field 230
to an earlier time or a later time. In this embodiment, time
indicator 226 and scrollbar 252 are correlated controls, mean-
ing the adjustment of either time indicator 226 or scrollbar

252 adjust the center point of the sub-range of times displayed
in threadview field 230.

Being able to display events within threads 1n a correlated
tashion allows a human user to readily identily portions of
program 110 that may cause performance problems when
program under test 110 executes. For example, FIG. 2 1ndi-
cates that THREAD 3 1s active for a relatively short period of
time and then becomes inactive. During the period of inac-
tivity, THREAD 4 becomes active for a relatively long period
of time. THREAD 4 then becomes inactive and THREAD 3
becomes active again. Such a pattern may, for example, indi-
cate to a humanuser that THREAD 3 1s blocked while waiting
on THREAD 4. Such a pattern may indicate that overall
performance of the program may be improved by investigat-
ing the time required for THREAD 4 to execute or whether
THREAD 3 1s, 1n fact, blocked waiting for THREAD 4. Such
a scenario may not be apparent from viewing only aggregated
statistics. Aggregated statistics may reveal that THREAD 3
had a long execution time, but may not reveal the cause.

FIG. 2 shows that user interface 210 includes a textview
field 260 that allows additional mformation to be obtained
about the execution of the various threads. In the illustrated
embodiment, THREAD 3 and THREAD 4 have been high-
lighted 1n textview field 260. In the described embodiment,
the user selects which fields to be displayed 1n textview field
260, but any suitable method may be used to select the threads
to be displayed 1n textview field 260. For example, a user may
use a button on mouse 146 to access a properties menu for one
ol the threads 1llustrated in threadview field 220 and select 1n
that menu that the threads should be displayed in textview
ficld 260. As another example, a user could use mouse 146 to
drag and drop the trace bar representing the desired field
within the textview field 260.

Each thread selected for display in textview field 260 1s
represented by an event trace such as 264, or 264,. Each event
trace includes a listing of events within the thread depicted by
the event trace. In this example, the events listed 1n the event
traces 264, or 264, represent calls to functions made from the
thread and the mark events, such as a call to a specific API or
access ol an operating system utility, initiated by the thread.
However, any desired type of event may be displayed. For
example, SQL events, OS kernel events, web server events,

ctc. may be displayed instead of or in addition to the events
depicted 1n FIG. 2.

Textview field 260 includes a timescale 262. Timescale 262
indicates that the event traces depicted 1n textview field 260
describe events within a sub-range of the time over which
software program under test 110 execute. The sub-range of
times depicted 1n textview field 260 may be the same as the
sub-range depicted 1n threadview field 230. However, 1n the
example of FI1G. 2, textview field 260 includes a scrollbar 26
that may be manipulated by user input to adjust the center
point of the sub-range depicted 1n textview field 260.

Timescale 262 1s here shown to be discontinuous. In the
illustrated embodiment, an entry 1s made 1n textview field 260
only when an event 1s available for display at that time. In this
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way, consecutive events are displayed adjacent to each other
regardless of any gaps in time between when those events
occurred.

In the example of FIG. 2, the threadview field 230 and
textview field 260 are displayed simultaneously but are of
different sizes. In this embodiment, the fields are 1mple-
mented as display areas as used 1n a conventional user inter-
face and may be resized 1n any suitable manner to increase or
decrease the amount of data shown 1n each window. Also, the
illustrated embodiment shows timeline field 220, textview
field 260 and traceview field 230 simultaneously on the dis-
play. Each could be displayed at separate times or these fields
may be displayed simultaneously 1n any desired combination.

Textview field 260 may facilitate analyzing the perfor-
mance of software program under test 110. In the example
pictured, the event trace 264, for THREAD 3 confirms that at
TIME 6, THREAD 3 1s waiting for another thread. The addi-
tional detail available m textview field 260 shows that
THREAD 3 1s waitting following a WRITE data function
executed at TIME 5. Event trace 264, indicates that THREAD
4 1s performing the various operations associated with writing
data. Event trace 264, indicates that starting at TIME 10,
THREAD 4 spends a significant time executing the
_STRLEN function. This information may allow a human
user to quickly identify a performance problem with program
under test 110.

By displaying both a thread view and an event trace of the
program execution, a performance engineer may quickly
identify the source of a problem. The graphical representation
may be used to 1dentily specific areas to investigate further
and details of those specific area may be provided in textural
form. Further, the ability to alter the sub-ranges of time values
shown 1n each of the fields further contributes to the ease with

which a performance engineer may 1dentify problems. For
example, THREADS 3 and 4 show a similar pattern at TIME

23, indicating that at TIME 23, THREAD 3 may also be
making a call to a function performed by THREAD 4. How-
ever, 1n the instance 1llustrated at TIME 23, THREAD 4 1s
active for a much shorter time than 1n the instance 1llustrated
at TIME 5. This pattern of performance data may indicate that
sometimes when THREAD 3 calls a WRITE data function,
the operation takes much longer than other times. Such a
performance pattern makes it difficult to identity from aggre-
gated data which function 1s the source of a particular pertor-
mance problem. However, by allowing a user to examine
events 1n different threads correlated 1n time over a selectable
sub-range, performance problems may be more readily 1den-
tified.

FIG. 3 shows a further feature of user interface 210. In the
example 1llustrated 1n FIG. 3, timescale 232 for threadview
field 230 has been expanded. In this illustration, the window
in which threadview field 230 1s displayed 1s the same size as
in FIG. 2, but the sub-range covered by timescale 232 1is
approximately 10” of that shown in connection with FIG. 2.
As a result, the events within the threads displayed 1n thread-
view field 230 are displayed with a higher resolution. The
resolution of timescale 232 may, for example, be adjusted
based on user input. A user may, for example, use mouse 146
(FI1G. 1) to position a cursor over timescale 232 and right click
on that field to open a properties dialogue box or other control
that allows the user to iput information speciiying the
desired resolution of the timescale 232. However, any suit-
able method of providing mput may be used to specity the
time scale.

FIG. 3 shows that timescale 262 associated with textview
field 260 also has a programmable resolution. In the example
of FIG. 3, the resolution of timescale 262 matches the reso-
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lution of timescale 232. However, any suitable means may be
used to set the resolution of timescale 262 and the resolution
timescale 262 need not match the resolution of the timescale
232.

FIG. 3 shows an advantage that may be achieved by chang-
ing the resolution of a timescale such as 232 or 262. At the
resolution pictured 1n FIG. 2, THREAD 4 appears to spend a
long period of time in the function _STRLEN. With the
resolution shown 1n FIG. 3, 1t can be seen that a portion of the
time that THREAD 4 spends within a function _STRLEN 1s
spent 1n calls to other functions such as _funcl.

FI1G. 3 also illustrates a further aspect of user interface 210.
By manipulating mouse 146 (FIG. 1) a cursor 312 may be
positioned above any of the graphical representations of an
event. Additional information about each of the events
depicted graphically 1n user interface 210 may be obtained. In
the example of FIG. 3, a user 1s positioning cursor 312 above
a mark 344. The user may provide input, such as right-click-
ing on mark 344 or by simple “hovering” the cursor above
mark 344. Inresponse to this user input, analysis program 130
may provide additional information on the mark 1n a textbox
310. The information appearing in the textbox 310 may
depend on the specific event represented by the graphical
object selected by the user and may provide information
about any desired event on the display, including SQL events,
OS kernel events or web server events.

FIG. 4 shows a user intertace 410 according to an alterna-
tive embodiment of the invention. In this embodiment, text-
view field 460 1s provided with multiple tabs such as 430,
430, and 430,. Each of the tabs may be selected through the
user interface by mampulating mouse 146 to position the
cursor above the tab and clicking on 1t. Each of the tabs, when
selected, may display a different kind of information within
textview lield 460. Tab 430, presents aggregate information
about the functions such as was sometimes presented by
performance analysis systems in the prior art. When selected,
tab 430, displays a column 420, listing functions called dur-
ing the execution of software program under test 110. Adja-
cent columns provide information about each of the functions
listed in column 420,. For example, column 420, indicates
the number of entries into that function recorded during
execution of software program under test 110. Column 420,
indicates the aggregate execution time within the function.
The information presented 1n this tab 1s aggregated or statis-
tical information, 1t does not show events with chronological
references.

Tab 430,, when selected, may display a call tree similar to
call trees displayed 1n prior art performance analysis systems.
Any other type of data that may be generated by a perfor-
mance analysis systems, whether now know or hereafter
developed, may be selectively displayed for a human user by
providing a tab that may be selected to access the data. Tab
430, may be activated to provide an event trace such as 1s
depicted 1n FIG. 3.

FIG. 4 shows an additional aspect of user imterface 410. In
this example, threadview field 230 1s showing a sub-range of
times that 1s after the sub-range of times depicted 1n FIG. 2.
Accordingly, time indicator 226 appears further to the right in
timeline field 220 than 1n FIG. 2.

FIG. 5 shows a further aspect of user interface 410. The
threads represented 1n thread view field 230 may be selected
based on user inputs. Allowing a user to select threads facili-
tates the process of identilying performance problems by
allowing the user to juxtapose graphical representations of
events 1n different traces. In this way, the user may 1dentily
dependencies between threads and identily performance
problems caused by these dependencies.
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FIG. 5 gives an example of one mechamism that could be
used to allow a user to select threads for display. In this
example, user interface 410 includes a SELECT area 510 on
menu bar 212. SELECT area 510 may be implemented as
menu 1tem as 1s traditionally used in graphical user interfaces,
which, when selected, opens a list box 512.

List box 512 includes a list of the threads 1n program under
test 110, each with a check box next to it. Each check box 1s
in turn a control that, when selected, causes the corresponding
thread to be included 1n the list of threads displayed in thread
view window 230.

Other aspects of selection of threads may also be available
through controls 1n user interface 410. For example, controls
may allow a user to specily the ordering of threads 1n thread
view window 230.

The above described features allow the user the ability to
organize performance data on a program under test in a way
that facilitates ready understanding of the dynamic interac-
tions of a multi-threaded program. It provides multiple levels
of drill down, which allows a performance engineer or other
user to do performance engineering on programs with an
elfective process. In a typical scenario, the process may
include using timeline field 220 to 1dentily sub-regions dur-
ing the execution of the program worthy of further investiga-
tion. For example, sub-regions in which intense activity or
very little activity occurs may be identified and further inves-
tigated.

Once a sub-region for further study is selected, specific
threads 1n that sub region may be examined. The user may
adjust the time scale for the display in thread view field 230 to
better 1dentily points with a single thread or a point at which
combinations of interactions between threads slowed execu-
tion of the program. Visual indicators, such as markers and
activity bars, in thread view field 230 may guide the user 1n
identifying problem areas.

The user may then obtain more detailed information about
the specific interactions of certain threads by selecting those
threads for display 1n the text view window 460. Events may
be presented in a chronological format or aggregated data for
functions or other program elements may be presented.

The display areas, as 1s traditional 1n many graphical user
interfaces, may be opened, closed, minimized or repositioned
on the display screen so that a user may customize the appear-
ance of the display.

The controls 1n the user interface may be implemented 1n
any suitable way, whether now known or hereatter developed.
For example, software development environments oiten have
extensible interfaces that allow menu items to be incorporated
in graphical user interfaces to programs. Further, such devel-
opment environments also allow predefined controls, with
actions customized for the application, to be incorporated into
a graphical user interface. Controls such as scroll bars, text
boxes, and drop down lists are examples of currently known
controls used in graphical user interfaces and may, for
example, be implemented as Active-X objects.

In operation, the information displayed on the graphical
user 1nterface may be generated in any suitable way. As
described above, information on events 1s collected 1n bufters.
The butlers are indexed to allow for ready processing of the
information. Analysis program 130 may compute aggregated
data as 1s known 1n the art. Analysis program 130 may also use
the time ordered mformation in the buifers to 1dentity events
that signal the beginnings and ends of

Analysis program may be a program prepared 1n any suit-
able programming language, such as C++. It may be stored 1n
computer-readable media associated with any suitable pro-
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cessor, such as the processor associated with a work station
used by a performance engineer.

Having thus described several aspects of at least one
embodiment of this invention, it 1s to be appreciated that
various alterations, modifications, and improvements will
readily occur to those skilled 1n the art.

Such alterations, modifications, and improvements are
intended to be part of this disclosure, and are intended to be
within the spirit and scope of the mnvention. Accordingly, the
foregoing description and drawings are by way of example
only.

The above-described embodiments of the present mven-
tion can be mmplemented 1n any of numerous ways. For
example, the embodiments may be implemented using hard-
ware, soltware or a combination thereof. When implemented
in software, the software code can be executed on any suitable
processor or collection of processors, whether provided 1n a
single computer or distributed among multiple computers.

Also, the various methods or processes outlined herein
may be coded as software that 1s executable on one or more
processors that employ any one of a variety of operating
systems or platforms. Additionally, such software may be
written using any of a number of suitable programming lan-
guages and/or conventional programming or scripting tools,
and also may be compiled as executable machine language
code.

In this respect, the mvention may be embodied as a com-
puter readable medium (or multiple computer readable
media) (e.g., a computer memory, one or more tloppy discs,
compact discs, optical discs, magnetic tapes, etc.) encoded
with one or more programs that, when executed on one or
more computers or other processors, perform methods that
implement the various embodiments of the invention dis-
cussed above. The computer readable medium or media can
be transportable, such that the program or programs stored
thereon can be loaded onto one or more different computers
or other processors to implement various aspects of the
present invention as discussed above.

The term “program™ 1s used herein in a generic sense to
refer to any type ol computer code or set of instructions that
can be employed to program a computer or other processor to
implement various aspects of the present invention as dis-
cussed above. Additionally, it should be appreciated that
according to one aspect of this embodiment, one or more
computer programs that when executed perform methods of
the present invention need not reside on a single computer or
processor, but may be distributed 1 a modular fashion
amongst a number of diflerent computers or processors to
implement various aspects of the present mvention.

Various aspects of the present invention may be used alone,
in combination, or in a variety of arrangements not specifi-
cally discussed 1n the embodiments described 1n the forego-
ing and 1s therefore not limited 1n its application to the details
and arrangement ol components set forth in the foregoing
description or 1illustrated i the drawings. For example,
aspects described 1n one embodiment may be combined 1n
any manner with aspects described 1n other embodiment.

Use of ordinal terms such as “first,” “‘second,” “third,” etc.,
in the claims to modity a claim element does not by 1tself
connote any priority, precedence, or order of one claim ele-
ment over another or the temporal order 1n which acts of a
method are performed, but are used merely as labels to dis-
tinguish one claim element having a certain name from
another element having a same name (but for use of the
ordinal term) to distinguish the claim elements.

Also, the phraseology and terminology used herein 1s for
the purpose of description and should not be regarded as
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limiting. The use of “including,” “comprising,” or “having,”
“containing,” “imnvolving,” and vanations thereof herein, 1s
meant to encompass the 1tems listed thereafter and equiva-
lents thereof as well as additional 1tems.

What 1s claimed 1s:

1. In a computer system having a graphical user interface
including a display and a user interface device, a method of
displaying performance mformation concerning a soltware
program under test, the software program under test executes
with a cumulative activity level, and the software program
under test adapted to execute in a plurality of threads, each
adapted to execute, the method comprising the steps of:

displaying 1n a first display area a representation of a time

range during which the software program under test
executes including a graphical representation of the
cumulative activity level of the execution of the software
program under test during the time range, further includ-
ing a graphical time position indicator indicating an
indicated portion of the time range;

displaying 1n a second display area a plurality of graphical

indicators, each graphical indicator representing events
in the execution of one of the plurality of threads during
a sub-range of the time range, the sub-range being
strictly smaller than the time range and including the
indicated portion of the time range represented in the
first display area;

recerving through the user interface device a user input to

move the graphical time position indicator in the first
display area to a different portion of the time range;

in response to the user mput, modilying the plurality of

graphical indicators 1n the second display to represent
events 1n the execution of the plurality of threads during
a different sub-range of the time range, the different
sub-range including the different portion of the time
range represented 1n the first display area; and
displaying 1 a third display area textual information
regarding events in the execution of one of the plurality
of threads represented by a graphical indicator 1n the
second display area, the textual information comprising,
descriptions of calls to functions made within the thread,
wherein the graphical representation of the first display area
provides a quantitative indication of the cumulative level of
activity of the plurality of threads.

2. The method of claim 1, wherein:

the user iterface device comprises a pointing device and

receiving a user mput to move the graphical time posi-
tion 1ndicator 1n the first display area to a difierent por-
tion of the time range comprises sensing that the user has
used the pointing device to drag the graphical time posi-
tion 1ndicator and dropped 1t on a different location of
the graphical representation of the time range.

3. The method of claim 1, additionally comprising recerv-
ing a user input mndicating a time scale for the second display
area and adjusting the sub-range 1n response to the user input
indicating the time scale.

4. The method of claim 3, wherein the second display area
additionally comprises a scroll bar and the method addition-
ally comprises receiving a user input thorough the user inter-
face device to move the scroll bar and adjusting the sub-range
displayed 1n the second display area in response to the user
input to move the scroll bar.

5. The method of claim 1, wherein the software program
under test comprises functions that are executed as the soft-
ware program under test executes and displaying in a third
display area additionally comprises:

a) recerving user mput specitying the nature of the textual

information to be displayed 1n the third display area; and
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b) displaying selectively inresponse to the user input speci-
tying the nature of the textual information aggregated
information characterizing the execution of functions
within the software program under test.

6. The method of claim 1, wherein:

a) the software program under test comprises an applica-
tion program executing on a platform comprising an
operating system; and

b) displaying a plurality of graphical indicators represent-
ing events comprises indicating execution of function
calls to either predetermined portions of the operating
system or predetermined portions of the software pro-
gram under test.

7. A display device having rendered thereon performance
information for a plurality of threads that operate during
execution of a software program under test such that operat-
ing events occur at times during execution of the software
program under test, the performance information comprising;:

for each of the plurality of threads, a thread area represent-
ing operation of the thread during a time interval, the
thread area having at least one 1ndicator, each indicator
representing an operating event of the thread, with the
thread area for each of the plurality of threads positioned
so that indicators in the thread areas for the plurality of
threads graphically illustrate correlation 1n time of oper-
ating events in the plurality of threads;

a text display area comprising a plurality of textual repre-
sentations, each textual representation including an indi-
cation of events 1n the execution of one of the plurality of
threads represented by a graphical indicator 1n the thread
area, the events comprising calls to functions made
within the thread;

a first user mput mechanism adapted to receive a user
indication of the nature of the textual information to be
displayed in the text display area;

a second user mput mechanism adapted to recetve user
mput specilying selected threads of the plurality of
threads, wherein the text display area 1s adapted to sepa-
rately display a textual representation of each of the
selected threads;

a timeline area representing a time range during which the
soltware program under test executes and indicating
graphically a cumulative activity level of the execution
ol the software program under test, the time range being
strictly larger than the time interval, the graphical rep-
resentation providing a quantitative indication of the
cumulative level of activity of the plurality of threads,
the timeline area further comprising a graphical time
position mdicator indicating graphically the time inter-
val within the time range; and

a third user input mechanism adapted to receive user input
to move the graphical time position indicator 1n the time
line area to a different time interval within the time
range, wherein, 1n response to the user input to move the
graphical time position indicator, the thread area corre-
sponding to each of the plurality of threads 1s modified to
represent operation of the thread during the different
time 1nterval.

8. The display device of claim 7, wherein each of the thread
areas comprises a region having more length than width on
the display screen and within at least a portion of the plurality
of thread areas an indicator represents a second time range
when the thread represented by the thread area 1s blocked
waiting for another thread.

9. The display device of claim 7, wherein each of the thread
areas comprises a region having more length than width on
the display screen and within at least a portion of the plurality
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of thread areas an indicator represents a second time range
when the thread represented by the thread area 1s active.

10. The display device of claim 8, wherein at least one of
the thread areas comprises an indicator representing that a
predetermined function was accessed from within the thread
represented by the thread area.

11. The display device of claim 10, wherein the software
program under test 1s an application program running on an
operating system and the predetermined function comprises a
function within the application program.

12. The display device of claim 7, additionally comprising
a time scale area adjacent the thread area, the time scale area
correlated 1n time with the events 1n the plurality of threads
represented by indicators.

13. The display device of claim 7, additionally comprising
a text area, the text area comprising an ordered listing of
events during the operation of at least one thread, the ordered
listing of events comprising function entries.

14. A computer-readable medium having computer-ex-
ecutable components for analyzing the performance of a sofit-
ware program under test, the software program under test
adapted to execute in a plurality of threads, the computer-
executable components comprising:

(a) a data collection component, adapted to collect data on
the execution of the plurality of threads 1n the software
program under test;

(b) an analysis component, adapted to analyze the collected
data to dertve execution information about the plurality

of threads; and

(¢) a reporting component, adapted to:

display 1n human perceptible form, the execution infor-
mation of the plurality of threads, the human percep-
tible form including a graphical representation of
execution information as a function of time for each
the plurality of threads, with the graphical represen-
tations of each of the plurality of threads displayed 1n
a Tormat that allows correlation of time of events 1n
cach of the plurality of threads;

display, separate from the execution information of the
plurality of threads, a graphical representation of a
cumulative activity level of execution of the software
program under test, the graphical representation of
the cumulative activity level corresponding to a time
range;

display an indicator for specifying along the graphical
representation of the cumulative activity level an 1indi-
cated portion of the time range for display of the
plurality of threads, the indicated portion being
strictly smaller than the time range;

receive user mput to move the indicator to a different
portion of the time range;

in response to the user input to move the indicator,
modily the graphical representation of execution
information to represent the execution information of
the plurality of threads for the different portion of the
time range;
selectively display textual information regarding at least
some of the plurality of threads; and

allow a user to reversibly specily a nature of textual infor-
mation to be displayed.

15. The computer-readable medium of claim 14, wherein
the reporting component 1s adapted to display a graphical
representation of at least one of the plurality of threads, the
graphical representation comprising an indication of when at
least one thread 1s blocked while waiting for a response from
another thread 1n the plurality of threads.
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16. The computer-readable medium of claim 15, wherein
the software program under test 1s adapted to execute on a
platform comprising an operating system that may perform a
predetermined event and the reporting component 1s adapted
to display a graphical representation of at least one of the
plurality of threads including an indication of whether the
thread triggered the operating system to perform the prede-
termined event.

16

17. The computer-readable medium of claim 15, wherein
the software program under test comprises at least one API
and the data collection component 1s adapted to collect data
indicating that the API was accessed and the reporting com-
ponent 1s adapted to display a graphical representation of at
least one of the plurality of threads including an indication of
whether the API was accessed from within the thread.
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