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SYSTEM AND METHOD OF WINDOWS
MANAGEMENT

FIELD OF THE INVENTION

The mvention generally relates to a system and method of
window management and, more particularly, to a system and

method of managing active and imnactive windows in a desktop
environment.

BACKGROUND OF THE INVENTION

Personal computers, laptop computers and other devices
with graphical user interfaces have become ubiquitous in
today’s society. The graphical user interface, e.g., windows or
panes, 1s an important aspect of computing, which allows the
user to elfectively interface with the device to mput com-
mands and data and receive results.

The success of this type of interface 1s evident from the
number of users. However, with many new applications and
products being introduced it 1s becoming evident that there 1s
a need to more effectively manage the desktop environment.
Also, with the advent of pop-up windows, adware, etc. there
1s becoming a demand to add additional functionality and
greater ease ol use from the desktop environment.

Most interfaces use “windows” and “1cons” to help manage
computer information on the desktop. However, much time 1s
wasted managing a windows based desktop. In some
instances, for example, the user might have 20 to 40 windows
open at a time, which 1s difficult to manage. Management of
the desktop becomes even more difficult when pop-up ads and
pop-up based applications, e.g., Instant Messenger, appear
and cause erroneous typing, 1.€., typing text into the wrong
window. In fact it 1s not uncommon that new windows are
often lost when they appear (11 they are preprogrammed such
that immediate focus 1s not desired).

In order to ensure that an end user sees all new windows,
the “always force window on top” option must be set. How-
ever, those familiar with this functionality know that the new
windows typically interfere with the active window and cause
disruption. So, to manage the desktop, many users allow for
selection of a window based upon a textual window name 1n
the taskbar. Also, the user has the capability to use the “Alt-
Tab” key sequence to toggle or scroll through all the windows
1n a “most recently used easier to access” fashion. I the user
has a large number of windows open, this process takes time.

Another function that increases the manageability of the
windows themselves 1s the “Tile Windows,” “Cascade Win-
dows,” and “Minimize All Windows.” These functions simply
clear the desktop of all windows or move windows. For
example,

when “Cascade Windows™ 1s used the title bars of most or
all windows 1s visible; and

when “Tile Windows” 1s used, each window 1s made much
smaller to be able to tile them across the desktop.

In the organization scheme described, it 1s appreciated that
files can be nested within windows and windows can be
nested within other windows, etc., leading to confusion and
lost windows. For example, windows may overlap and par-
tially, or entirely, hide other windows or icons. The result 1s
that particular windows may be hidden behind several layers
of windows and may be difficult to access. This has been
referred to as the “window overlap” problem.

Accordingly, there exists a need in the art to overcome the
deficiencies and limitations described hereinabove.
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2
SUMMARY OF THE INVENTION

In a first aspect of the invention, a computer system com-
prises at least one window having information displayed
thereon and a processor for determining an application type
associated with the at least one window and rendering the at
least one window at a predetermined opacity level based on
the application type.

In another aspect of the invention, a computer system
includes at least one window having information displayed on
a graphical user interface. A processor determines an activity
on the at least one window and adjusts an opacity level of the
at least one window based on the activity. The mactive win-
dows are rendered at a lower opacity than that of an active
window of the at least one window. The processor renders the
active window at a lower opacity level based on a predeter-
mined time period of inactivity and returns the opacity level to
a higher or original level based on an activity occurring in the
window.

In yet another aspect of the invention, a method includes
determining a number of windows open 1n a desktop environ-
ment and iteratively operating on the number of windows to:

determine a time period each of the number of windows has

been open;

determine whether each of the number of windows 1s active

or 1nactive; and

decrease an opacity of one or more windows of the number

of windows, respectively, as each of the one or more
windows 1s found to be inactive, and incrementally
decrease the opacity after a predetermined time of 1nac-
tivity has passed.

In another aspect of the invention, a method for deploying
computing 1infrastructure includes integrating computer-
readable code into a computing system. The code in combi-
nation with the computing system 1s capable of performing a
process of managing windows comprising determining a
number of windows open on a desktop and iteratively oper-
ating on the number of windows. The operating 1ncludes
determining a time period each of the number of windows has
been open and determining whether each of the number of
windows 1s active or 1nactive. The operating further includes
decreasing an opacity of one or more windows of the number
of windows, respectively, as each of the one or more windows
1s found to be inactive, and incrementally decreasing the
opacity after a predetermined time of 1nactivity has passed.

In another aspect of the invention, a computer program
product comprising a computer useable medium having a
computer readable program executes on a computer causing
the computer to perform the method step(s) of the invention.

BRIEF DESCRIPTION OF THE DRAWINGS

FIG. 1a shows an illustrative environment for managing,
the processes in accordance with the invention;

FIG. 1515 a block diagram of an embodiment of the inven-
tion;

FIG. 2 1s a representation of a graphical user interface
(GUI) implementing an embodiment of the invention;

FIG. 3 1s a representation of a GUI implementing an
embodiment of the invention;

FIG. 4 1s a representation of a GUI implementing an
embodiment of the invention;

FIG. 5 15 a representative tlow diagram of steps for imple-
menting aspects of the mnvention; and

FIG. 6 15 a representative tlow diagram of steps for imple-
menting aspects of the mvention.
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DETAILED DESCRIPTION OF EMBODIMENTS
OF THE INVENTION

The 1invention 1s directed to a system and method of man-
aging windows 1n a desktop environment. The invention can
be implemented on a workstation, portable device or any
known device having a graphical user interface. In one imple-
mentation, the system and method can be provided by a
service provider as an added value feature, based on a sub-
scription fee or other type of structure.

In aspects of the mvention, the system and method 1s a
complete and full management tool to manage all applica-
tions on a desktop, 1.¢., active ({ocused) windows and 1nactive
windows, based on different criteria alone or in combination.
These criteria may include, for example, (1) the type of appli-
cation launching the window, (11) a predetermined amount of
time each window 1s on the desktop, (111) the number of
windows on the desktop, (1v) the control preferences of a user,
and (v) an activity occurring within an active window (e.g.,
placement of the cursor), etc. The system and method, in
implementation, will run on any known operating system
such as Unix™ (UNIX is a registered trademark of The Open
Group 1n the United States and other countries), Windows®
(Windows 1s a trademark of Microsoit Corporation in the
United States, other countries, or both), Linux™ (Linux 1s a
trademark of Linus Torvalds in the United States, other coun-
tries, or both), etc.

FIG. 1a shows an illustrative environment 10 for managing,
the processes 1n accordance with the invention. To this extent,
the environment 10 includes a computer infrastructure 12 that
can perform the processes described herein. In particular, the
computer infrastructure 12 i1s shown including a computing
device 14 that comprises a management system 30, which
makes computing device 14 operable to perform the pro-
cesses described herein. The computing device 14 1s shown
including a processor 20, a memory 22A, an input/output
(I/O) 1interface 24, and a bus 26. Further, the computing device
14 1s shown 1n communication with an external I/O device/
resource 28 and a storage system 22B. As 1s known 1n the art,
in general, the processor 20 executes computer program code,
which 1s stored 1n memory 22A and/or storage system 22B.
While executing computer program code, the processor 20
can read and/or write data, such as the business solution 50,
to/from memory 22A, storage system 22B, and/or I/O 1nter-
face 24. The bus 26 provides a communications link between
cach of the components 1n the computing device 14. The I/O
device 28 can comprise any device that enables an individual
to 1nteract with the computing device 14 or any device that
enables the computing device 14 to communicate with one or
more other computing devices using any type ol communi-
cations link.

In any event, the computing device 14 can comprise any
general purpose computing article of manufacture capable of
executing computer program code installed thereon (e.g., a
personal computer, server, handheld device, etc.). However, 1t
1s understood that the computing device 14 1s only represen-
tative of various possible equivalent computing devices that
may perform the processes described herein. To this extent, in
other embodiments, the functionality provided by computing
device 14 can be implemented by a computing article of
manufacture that includes any combination of general and/or
specific purpose hardware and/or computer program code. In
cach embodiment, the program code and hardware can be
created using standard programming and engineering tech-
niques, respectively.

Similarly, the computer infrastructure 12 1s only 1llustra-
tive of various types ol computer infrastructures for imple-
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4

menting the imvention. For example, in one embodiment, the
computer infrastructure 12 comprises two or more computing
devices (e.g., a server cluster) that communicate over any
type of communications link, such as a network, a shared
memory, or the like, to perform the process described herein.
Further, while performing the process described herein, one
or more computing devices in the computer infrastructure 12
can commumnicate with one or more other computing devices
external to computer infrastructure 12 using any type of com-
munications link. In either case, the communications link can
comprise any combination of various types of wired and/or
wireless links; comprise any combination of one or more
types of networks (e.g., the Internet, a wide area network, a
local area network, a virtual private network, etc.); and/or
utilize any combination of various types of transmission tech-
niques and protocols.

FIG. 15 1s a block diagram of an embodiment of the inven-
tion, generally denoted by reference numeral 100. Similar to
FIG. 1a, the components of FIG. 15 may be used to imple-
ment the processing of the invention, as discussed more fully
below. The mnvention 1ncludes at least one user workstation
105 (1.e., a any type of computer having a graphical user
interface) which typically has a memory (RAM and/or
ROM), a storage device (for example, a hard drive, DVD
drive, or the like), processor (P), a graphical user interface
(GUI), and accompanying components and systems (e.g.,
mouse, trackball, keyboard, etc.), all well known to those of
skill 1n the art. The user workstation 105 may be connected
via a network 110 (e.g., a local area network (LAN), a wide
area network (WAN), wireless network, or the Internet) to one
or more server 115. FIG. 15 further shows at least one service
provider 120, which can provide the service of the system and
method of the invention. The processor can implement the
processes of the invention, as discussed below.

By using the system and method of the mvention, imple-
mented on the workstation or illustrative environment
described above, for example, the user can manage the desk-
top environment to maximize user eificiency and/or maxi-
mize the real estate of the desktop. By way of example, the
system and method provides the following features:

adjust the opacity of the window based on whether the

focus of the window 1s active or non-active;

adjust the positioning of the window based on whether the

focus of the window 1s active or non-active;

adjust the positioning of a pop-up window based on a

position of activity occurring in an active window;
provide a screen representation on the taskbar;

control user preferences of screen placement and opacity

based on application type and/or time preferences, e.g.,
provide weights; and

control all active applications with a single desktop man-

agement tool.

In view of the above features, it should be understood by
those of skill 1n the art that the system and method of the
invention increases the productivity of the user, and provides
for notification that a window 1s present, whether solicited or
unsolicited. Additionally, since the need does not exist to
manage each window as it appears by minimizing or cascad-
ing or tiling, less time 1s spent on managing the windows
themselves.

By way of one illustration, a window may be given a
default opacity, e.g. 50%, when 1t appears on a desktop. 1T the
focus of the window 1s adjusted and becomes the active win-
dow, its opacity may then be adjusted to a 100%. This default
opacity value may be lowered or raised depending on the
specific applications, e.g., providing a weight to certain appli-
cations. Illustratively as one non-limiting example, 11 new
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pop-up windows appear from pop-up based applications and
applets, they may be given a lower opacity value than the
default, e.g. 15%, so as to not interfere with the primary
window. In implementations, even 1f the new window appears
in the middle of the active window, the focus of the new
window will not change and will not interfere with the current
work 1n progress on the active window.

To tfurther describe the above features, FIG. 2 shows a
desktop with windows with different opacity values. In FIG.
2, the desktop 1s represented as reference numeral 200. By
implementing the system and method of the mvention, the
active window 205 will be opaque with the remaining win-
dows 210, 215, 220, 225 having different opacity values, e.g.,
transparencies, depending on the application, the time of
inactivity on the desktop, etc. In the embodiment of FIG. 2,
the opacity levels may be set as a default value or based on
user preferences, depending on any number of variables such
as, for example, (1) the type of application using the window,
(1) a predetermined amount of time each window 1s on the
desktop, (111) the number of windows on the desktop, etc.

As shown in FIG. 2, when a window appears from a user
mitiated application, it 1s given a default opacity, e.g. 80%,
and 1s given active focus. This may be representative of win-
dow 210. If new pop-up windows appear from pop-up based
applications, applets, adware, etc., they may be given a lower
opacity value than the default, e.g. 10%. This may be repre-
sentative of window 215. A non-active focus would be given
a slightly higher focus, e.g. 50%, which may be representative
of windows 220 and 225. The intent 1s to provide for notifi-
cation or reminder that a new window has appeared or already
ex1sts somewhere on the user desktop, without disrupting the
work flow of the user.

In this embodiment, the opacity levels will be decreased
based on the inactivity time of the window. For example, a
counter may be provided to determine the length of non-
activity ol a window. Illustratively 1n one non-limiting
example, a window that 1s 1nactive for five minutes may have
an opacity value of 50%; whereas, the opacity value may be
decreased to 40% at 10 minutes.

In one implementation, once the window becomes active,
¢.g., the user begins working with the specific application, the
window will become opaque, regardless of any counters, etc.
which may be used to determine the 1nactivity of the window.
The window will remain opaque during use; although, 1t
should be understood that the window, when 1nactive for a
certain predetermined time period has elapsed, e.g., five min-
utes, may begin to become transparent, less than that of an
active window. In one embodiment, the system and method of
the mvention may allow one or more windows to remain
completely opaque, depending on the preferences of the user.

In further implementations, as the number of windows
grows, an additional enhancement to the system and method
provides for an mtelligent and periodic placement or reorga-
nization of the non-active windows on the desktop. In this
implementation, the system and method adjusts the place-
ment, size, and opacity of a window based on the order of use
and when 1t was last active. For example, as shown 1n FIG. 2,
the non active windows 210, 215, 220, 225, will be placed
remotely from an active portion of the focused window 205.
Also, some windows, e.g., 215, may be sized smaller than
other windows, e.g., 205, based on 1ts application, time of
iactivity, user preferences, etc. In the example of FIG. 2, as
an 1llustration, window 215 1s an adware which has less
importance than that of the active window 205 and, as such,
the window 2135 1s of a lower opacity and a smaller size. This
ensures that the adware window 2135 does not interfere with
other windows during use, which may disrupt the user.
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In further embodiments, the system and method may adjust
the windows to treat the pop-ups with a lower or any level of
criticality. This may be done by changing the opacity or the
placement of the window, itself. In the embodiments of the
system and method, the user can adjust the window place-
ment based upon specific application needs. For example, for
more critical applications, e.g., Lotus Notes client, the system
and method may maintain the opacity at 100% with a 100%
s1ze, regardless of any activity or other citeria; whereas, for
less critical applications, e.g., web pages, the service could be
programmed to use 20% opacity, resize to 50%, and move to
the back of the window stack. (See, FI1G. 3.) Thus, using the
system and method of the invention, the default settings can
be configured different for different windows thus providing
an overall management system.

The system and method of the invention also allows for the
ability of more granularity to adjust windows 1n real time
based on not only which window has the focus but also where
the focus 1s within that window. This allows other semi-
transparent windows that are visible within the current
“focus” or active window to be moved depending on where
the mouse or cursor 1s within that “focus” or active window.
For example, 1f the user 1s typing text 1n an email program and
has three instant message windows appear in some level of
transparency within the boundaries of the email window, the
three semi-transparent instant message windows would move
away from the cursor. In this way, these windows would have
less tendency to interfere with the user’s activities of typing
the email, while still providing awareness of the instant mes-
saging windows to the user. This movement, in embodiments,
would happen in real-time so that 11 the user moves the cursor,
ctc. to another portion of the window (to add or edit text, etc.),
the semi-transparent windows would move to another region.

(See FIG. 2.)

FI1G. 3 shows a GUI 1n accordance the invention, 1in order to
set default options. In this example, the GUI 300 includes
several fields such as, for example, application type 305,
default opacity 310 and default time 315. The application type
field 305 may be associated with variables such as Pop up add,
Calendaring tool, Instant Message to a host of other types of
applications. The default opacity field 310 may provide dii-
ferent opacity levels, any of which may be selected for any
application type. The default time field 315 may include
different inactive time periods, any of which may be selected
in order to set a time period for any application with any
opacity level. FIG. 3 also provides an optional field 320,
which allows the user to select specific desktop locations for
different applications. Alternatively, the optional field 320
allows the user to select the option of having any new window
appear remotely from an activity of the active window, thus
ensuring that the user will not be disrupted by any newly
appearing window.

FIG. 4 shows an embodiment of the mvention. In this
embodiment, 1n addition to or separately from the embodi-
ment of FIG. 2, the system and method of the invention
provides an enhancement for the taskbar to make selection of
the windows easier to manage. That 1s, the taskbar feature of
the present invention enhances the manageability of the desk-
top by providing for an immediate change in focus to the
correct window the first time; instead of selecting from the
same general textual description or same icon where selecting
the desired window 1s a trial and error method.

In particular, FI1G. 4 shows miniaturized screen shots (simi-
lar to thumbnails of .jpeg files) of the active focused and
non-focused windows 1n the taskbar; instead of textual and
iconic descriptions. In this implementation, the taskbar 400
may be enlarged to accommodate the screen shots 403, 410,
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415, etc. to enhance readablhty In the representation shown,
the active window 405 1s both shown 1n the taskbar 400 and
the desktop. The remaining 1cons may be placed only on the
taskbar, as shown, or alternatively, may have some degree of
transparency as discussed above. This enhancement equally
applies to the “Alt-Tab” key sequence used to toggle between
windows.

FI1G. 5 shows a flow diagram implementing an aspect of the
invention. FIG. 5 (and other flows described herein) 1s equally
representative of a high level block diagram implementing the
steps of the invention. The tlow diagram(s) may be imple-
mented on computer program code in combination with the
appropriate hardware. This computer program code may be
stored on storage media such as a diskette, hard disk, CD-
ROM, DVD-ROM or tape, as well as a memory storage
device or collection of memory storage devices such as read-
only memory (ROM) or random access memory (RAM), all
of which are represented in FIG. 1, for example.

In this representative flow, the system and method of the
invention 1s activated after start-up, e.g., all windows are
active. However, the process tlow of FIG. 5 may be imple-
mented at start-up and run in the background at periodic
intervals, e.g., every minute, to actively monitor the desktop.

At step 500, the windows management system of the imnven-
tion 1s activated. At step 505, the process (e.g., system and/or
method of the invention) determines the number of windows
that are actively opened on the desktop. At step 510, the
process iteratively operates on windows, 1,2, 3, . . . n. In this
manner, the process will, 1n successive order, determine a
state of each window 1n order to take appropriate action.

It should be appreciated that the processing step o1 510 may
be implemented during the entire or any portion of the run-
time of the process, regardless of when the system was
launched. Additionally, the remaining steps are implemented
for each window and may be the same regardless of when the
system 1s 1nitially launched.

Atstep 515, the process determines how long a window has
been open. Depending on the outcome of step 5135, the pro-
cess may continue to any of the remaining steps. For example,
if the process determines that the window 1s open for five
minutes, the process will continue to step 520. At step 520, the
process determines whether the window 1s active (e.g.,
tocused). If the window 1s active, the process will end at step
525. If the window 1s not active, the process will (1) decrease
the size to a first size, (11) decrease the opacity to a first value,
and (111) move the window to a back of the window stack (tile)
at steps 330, 535 and 540, respectively.

If the process determines that the window 1s open for ten
minutes, the process will continue to step 345. At step 545, the
process determines whether the window 1s active (e.g.,
tocused). If the window 1s active, the process will end at step
550. If the window 1s not active, the process will (1) decrease
the size to a first size, (11) decrease the opacity to a first value,
and (111) move the window to a back of the window stack (tile)
at steps 555, 560 and 565, respectively.

If the process determines that the window 1s open for five
minutes, the process will continue to step 570. At step 370, the
process determines whether the window 1s active (e.g.,
focused). If the window 1s active, the process will end at step
575. If the window 1s not active, the process will (1) decrease
the size to a second size, (11) decrease the opacity to a second
value, and (111) move the window to a back of the window
stack (tile) at steps 580, 585 and 590, respectively.

As shown, the size and opacity of the window 1s decreased
as the time of mactivity of the window increases. Also, this
iterative process may continue for longer time periods or at
different time periods, depending on the user or service pret-
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erences. Also, the example time periods, opacity levels, and
s1zing of the windows, as described above are provided as an
illustration. It should be recognized by those of skill that the
time periods, opacity levels, and sizing of the windows can
vary in accordance with the mvention, depending on many
variable described herein. For example, adware windows
may 1nitially have a smaller size and lower opacity level than
that of a more critical application, e¢.g., Lotus Notes However,
in one implementation, regardless of the application, the
opacity levels and sizing of the windows will decrease over a
period of time, 1n embodiments.

FIG. 6 shows a flow diagram of another implementation of
the invention. The process steps shown 1n FIG. 6 are itera-
tively performed for each window, in one implementation
similar to that described with reference to FIG. 5. At step 600,
the location of an active window 1s 1dentified and at step 605,
the location of a new (or 1nactive) window 1s 1dentified. Steps
600 and 605 may be 1nterchangeable At step 610, the process
determines 1f there 1s any activity in the active window. If
there 1s no activity, at step 6135, the new (or mactive) window
may remain 1n 1ts location.

If there 1s activity 1n the active window, the process, at step
620, will determine the position of the activity. Once this 1s
determined, at step 625, the process will calculate a distance
from the activity such that the new (or imnactive) window will
not interfere or overlap with the activity on the active window.
The process step 625 may take into account the size of the
active window, the size of the mactive window and the place-
ment of the 1nactive window at a remote location. At step 630,
the 1nactive window 1s moved. After steps 615 and 625, the
process may return to step 600.

In embodiments, the process may be implemented and
executed from either a server, 1n a client server relationship, or
they may run on a user workstation with operative informa-
tion conveyed to the user workstation to create the navigation
outlined above. Additionally, the invention can take the form
of an entirely hardware embodiment, an entirely software
embodiment or an embodiment containing both hardware and
soltware elements.

In an embodiment, the invention 1s implemented 1n soft-
ware, which includes but 1s not limited to firmware, resident
software, microcode, etc. Furthermore, the invention can take
the form of a computer program product accessible from a
computer-usable or computer-readable medium providing
program code for use by or 1n connection with a computer or
any instruction execution system. For the purposes of this
description, a computer-usable or computer readable medium
can be any apparatus that can contain, store, communicate,
propagate, or transport the program for use by or 1n connec-
tion with the instruction execution system, apparatus, or
device. The medium can be an electronic, magnetic, optical,
clectromagnetic, infrared, or semiconductor system (or appa-
ratus or device) or a propagation medium. Examples of a
computer-readable medium include a semiconductor or solid
state memory, magnetic tape, a removable computer diskette,
a random access memory (RAM), a read-only memory
(ROM), a rigid magnetic disk and an optical disk. Current

examples of optical disks include compact disk—read only
memory (CD-ROM), compact disk—read/write (CD-R/W)

and DVD.

A data processing system suitable for storing and/or
executing program code will include at least one processor
(P) coupled directly or indirectly to memory elements
through a system bus. The memory elements can include local
memory employed during actual execution of the program
code, bulk storage, and cache memories which provide tem-
porary storage of at least some program code in order to
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reduce the number of times code must be retrieved from bulk
storage during execution. Input/output or I/O devices (includ-
ing but not limited to keyboards, displays, pointing devices,
etc.) can be coupled to the system either directly or through
intervening I/O controllers. Network adapters may also be
coupled to the system to enable the data processing system to
become coupled to other data processing systems or remote
printers or storage devices through intervening private or
public networks. Modems, cable modem and Ethernet cards
are just a few of the currently available types of network
adapters.

In another embodiment, the invention provides a business
method that performs the process steps of the invention on a
subscription, advertising, and/or fee basis. That 1s, a service
provider, such as a Solution Integrator, could offer to manage
the window desktop as described herein. In this case, the
service provider can create, maintain, and support, etc., a
computer infrastructure that performs the process steps of the
invention for one or more customers. In return, the service
provider can receive payment from the customer(s) under a
subscription and/or fee agreement and/or the service provider
can receive payment from the sale of advertising content to
one or more third parties.

While the invention has been described 1n terms of embodi-
ments, those skilled in the art will recognize that the invention
can be practiced with modifications and in the spirit and scope
ol the appended claims.

What is claimed 1s:

1. A computer system comprising:

at least one window having information displayed thereon;

and

a processor for determining an application type associated

with the at least one window, rendering the at least one

window at a predetermined opacity level based on the

application type, and for assigning one or more user

defined weights based on the application type of the at

least one windows;

wherein the processor allows a user to manage the at
least one window by assigning the one or more user
defined weights to the at least one window, and lowers
an opacity level of the at least one window based on a
predetermined period of time of mactivity of the at
least one window.

2. The computer system of claim 1, wherein the processor
maintains an opaque state of an active window of the at least
one window.

3. The computer system of claim 1, wherein the processor
determines a position of activity occurring on an active win-
dow of the at least one window, and moves 1nactive windows
away Ifrom the activity.

4. The computer system of claim 1, wherein the processor
iteratively determines a time of mactivity of n number of
windows of the at least one window and sets an opacity level
based on the time of mactivity.

5. The computer system of claim 4, wherein the processor
renders an active window, which was previously iactive, to a
higher opacity level, upon activity occurring in the previous
iactive window.

6. The computer system of claim 5, wherein the processor,
upon determining that the active window has been 1nactive for
a predetermined amount of time lowers the opacity level.

7. The computer system of claim 1, wherein the processor
iteratively operates on n+1 windows to determine a state of
cach window of the at least one window 1n order to adjust an
opacity level of the each window based on a time period of
iactivity.
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8. The computer system of claim 7, wherein the processor
resizes the n+1 windows to a smaller size based on a prede-
termined amount of time of mnactivity.

9. The computer system of claim 7, wherein the processor
tiles the n+1 windows behind an active window based on a
predetermined amount of time of 1nactivity, whereimn win-
dows which are mactive for a longer time period are tiled
behind windows that have been inactive for a shorter time
period.

10. The computer system of claim 1, wherein the processor
resizes n windows of the at least one window to a smaller size
for each time period of 1nactivity.

11. The computer system of claim 10, wherein the proces-
sor tiles the n windows away from an active window of the at
least one window.

12. The computer system of claim 1, wherein the processor
determines 11 a window of the at least one window 1s 1nactive
and decreases a size and opacity level of the window and
moves the window to a window stack.

13. The computer system of claim 1, wherein user input 1s
interpreted by the processor as operating 1n an active window
and renders the active window 1n a fully opaque state.

14. The computer system of claim 1, wherein the processor
renders a screen representation of the at least one window on
a taskbar.

15. The computer system of claim 1, wherein the applica-
tion type 1s an activity.

16. The computer system of claim 1, further comprising a
user interface providing a user set of default parameters to set

an opacity of a window based on at least one of a time of
iactivity of the window and the application type.

17. A computer system comprising:

at least one window having information displayed on a
graphical user interface; and

d Processor for:

determining an application type associated with the at
least one window and rendering the at least one win-
dow at a predetermined opacity level based on the
application type;

determining an activity on the at least one window and
adjusting the opacity level of the at least one window
based on the activity, such that inactive windows are
rendered at a lower opacity than that of an active
window of the at least one window, the processor
renders the active window at a lower opacity level
based on a predetermined time period of nactivity
and returns the opacity level to a higher or original
level based on an activity occurring 1n the window;
and

assigning one or more user defined weights based on the
application type to the at least one window;

wherein the processor allows a user to manage the at
least one window by assigning the one or more user
defined weights to the at least one window.

18. The computer system of claim 17, wherein the proces-
sor lowers an opacity level of the inactive window based on a
predetermined period of time of mactivity.

19. The computer system of claim 18, wherein the proces-
sor determines a position of the active window, and moves the
iactive windows away from activity occurring within the
active window.

20. The computer system of claim 17, wherein the proces-
sor 1teratively determines a time of 1nactivity of n number of
the 1nactive windows and sets an opacity level based on the
time of 1nactivity.
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21. The computer system of claim 17, wherein the proces-
sor resizes the mactive windows to a smaller size based on a
predetermined amount of time of 1nactivity.

22. The computer system of claim 21, wherein the proces-
sor tiles the inactive windows such that the inactive windows
which are inactive for a longer time period are tiled behind the
inactive windows that have been 1nactive for a shorter time
period.

23. The computer system of claim 17, wherein the proces-
sor determines when an activity occurs in a window and
renders the window with the activity to an opaque state.

24. The computer system of claim 17, wherein the proces-
sor renders a screen representation of the at least one window
on a taskbar.

25. The computer system of claim 17, further comprising,
providing a user interface which includes a set of detault
parameters to set at least one of an opacity and application
type.

26. A method, comprising:

determining a number of windows open 1n a desktop envi-

ronment; and

iteratively operating on the number of windows to:

determine a time period each of the number of windows
has been open;

determine whether each of the number of windows 1s
active or 1nactive;

determine an application type associated with each of
the number of windows and assign one or more user
defined weights to at least one of the number of win-
dows based on the application type;

decrease an opacity ol one or more windows of the
number of windows that are open based on the appli-
cation type of at least one of the number of windows,
respectively, as each of the one or more windows 1s
found to be mactive, and incrementally decrease the
opacity after a predetermined time of nactivity has
passed; and

move the one or more windows that are found to be
inactive away from the activity occurring on an active
window.

277. The method of claim 26, further comprising decreasing,
a size ol the one or more windows as each of the one or more
windows 1s found to be 1nactive, and incrementally decreas-
ing the size after a predetermined time of inactivity has
passed.

28. The method of claim 26, further comprising moving
cach of the one or more windows to a back of a window stack
alter a predetermined time of 1nactivity has passed.

29. The method of claim 26, further comprising providing,
an incremental default value for the opacity of the one or more
windows.

30. The method of claim 26, further comprising having a
service provider charge a fee for providing services imple-
menting steps of claim 26.

31. The method of claim 26, further comprising setting an
opacity level based on an application which launches selec-
tive ones of the number of windows.

32. The method of claim 26, further comprising providing,
screen 1mages of selective ones of the number of windows on
a taskbar.
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33. The method of claim 26, further comprising determin-
ing an activity occurring in a window and rendering the win-
dow with the activity to an opaque state.

34. A method for deploying computing infrastructure,
comprising integrating computer-readable code into a com-
puting system, wherein the code 1n combination with the
computing system 1s capable of performing a process of man-
aging windows comprising:

determining a number of windows open on a desktop; and

iteratively operating on the number of windows to:

determine a time period each of the number of windows
has been open;

determine whether each of the number of windows 1s
active or 1nactive;

determine an application type associated with each of
the number of windows and assign one or more user
defined weights to at least one of the number of win-
dows based on the application type;

decrease an opacity ol one or more windows of the
number of windows that are open based on the appli-
cation type of at least one of the number of windows,
respectively, as each of the one or more windows 1s
found to be inactive, and incrementally decrease the
opacity after a predetermined time of inactivity has
passed; and

move the one or more windows that are found to be
inactive away from the activity occurring on an active
window.

35. The method of claim 34, wherein the deploying 1s
provided by a service provider.

36. A computer program product comprising a computer
useable storage medium having a computer readable pro-
gram, wherein the computer readable program when
executed on a computer causes the computer to:

determine a number of windows open on a desktop;

determine an application type associated with each of the

number of windows;

determine a time period each of the number of windows has

been open;

determine whether each of the number of windows 1s active

or 1nactive;

assign one or more user defined weights based on the

application type to at least one of the number of windows
to allow a user to manage at least one of the number of
windows;

decrease an opacity of one or more windows of the number

of windows that are open, respectively, as each of the one
or more windows 1s found to be 1nactive;

and imcrementally decreasing the opacity after a predeter-

mined time of mactivity has passed.

377. The computer system of claim 1, wherein the computer
system adjusts a placement, a size, and an opacity of the at
least one window based on an order of use and when the at
least one window was last active.

38. The computer system of claim 1, wherein the predeter-
mined opacity level 1s based on a number of the at least one
windows open on a desktop and an amount of time the at least
one window 1s on the desktop.
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