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SYSTEMS AND METHODS FOR VERIFYING
THE TRUSTWORTHINESS OF A FILE
COMPRISING COMPUTER INSTRUCTIONS

TECHNICAL FIELD

The present invention relates generally to computer system
administration. More specifically, the present nvention
relates to systems and methods for efficiently performing
tasks related to maintaining and supporting computer sys-
tems.

BACKGROUND

Computer and communication technologies continue to
advance at a rapid pace. Indeed, computer and communica-
tion technologies are involved in many aspects of a person’s
day. Computers commonly used include everything from
hand-held computing devices to large multi-processor com-
puter systems.

Computers are used in almost all aspects of business,
industry and academic endeavors. More and more homes are
using computers as well. The pervasiveness of computers has
been accelerated by the increased use of computer networks,
including the Internet. Most companies have one or more
computer networks and also make extensive use of the Inter-
net. The productivity of employees often requires human and
computer interaction. Improvements in computers and soit-
ware have been a force for bringing about great increases in
business and industrial productivity.

Maintaining and supporting computer systems 1s 1mpor-
tant to anyone who relies on computers. Whether a computer
or computing device 1s in a home or at a business, at least
some maintenance and/or support 1s often needed. For
example, sometimes there are problems with computer hard-
ware. In addition, computer hardware 1s often upgraded and
replaced with new components. Similarly computer software
1s also frequently upgraded or replaced. New computer hard-
ware and software 1s continually being integrated 1nto sys-
tems across the world.

Installing new computer hardware and/or software, or f1x-
ing problems with existing systems, may cause down-time
during which the business or individual operates at a dimin-
ished level. Most individuals and businesses try to mimmize
computer problems so as to avoid down-time.

When a business or individual 1s trying to decide whether
to make a change to a computer system, the concern about
down-time may outweigh the cost of the installation or
change in influencing the decision. The professional com-
puter service industry which carries out and supports 1nstal-
lations and upgrades has been rapidly expanding. However,
even with such computer professional support, the threat of
such down-time coupled with the costs of such professional
Services 1s a concern.

As corporate performance and end-user productivity have
become increasingly dependent on computers, computer sup-
port personnel are continuously under pressure to accomplish
more with existing or reduced stail head counts. They are also
under pressure to perform tasks as efliciently as possible
which may include mimmizing etffects to existing computer
systems and networks.

As shown from the above discussion, there 1s a need for
systems and methods that will improve the ability to manage
and support computer systems. Improved systems and meth-
ods may enable a person performing computer support to
work more efficiently and accomplish more in less time.
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Benefits may be realized by providing increased functionality
to assist 1n computer maintenance and support.

BRIEF DESCRIPTION OF THE DRAWINGS

Exemplary embodiments of the invention will become
more fully apparent from the following description and
appended claims, taken 1n conjunction with the accompany-
ing drawings. Understanding that these drawings depict only
exemplary embodiments and are, therefore, not to be consid-
ered limiting of the invention’s scope, the exemplary embodi-
ments of the mvention will be described with additional
specificity and detail through use of the accompanying draw-
ings in which:

FIG. 1 1illustrates an exemplary system in which some
embodiments may be practiced;

FIG. 2 illustrates an exemplary script that may be used;

FIG. 3 illustrates an exemplary method that may be per-
formed by various components 1n the managed node when a
request to process a script 1s recerved;

FIG. 4 illustrates another example of a script that may be
used;

FIG. 5 illustrates another example of a script that may be
used;

FIG. 6 illustrates another example of a script that may be
used;

FIG. 7 illustrates another example of a script that may be
used;

FIG. 8 illustrates another example of a script that may be
used;

FIG. 9 1llustrates another exemplary system in which some
embodiments may be practiced;

FIG. 10 1llustrates another exemplary script that may be
used;

FIG. 10A illustrates another exemplary script that may be
used:;

FIG. 11 illustrates an exemplary method that may be per-
formed by the various components 1n the managed node when
a request to process a batch file 1s recerved; and

FIG. 12 1s a block diagram 1illustrating the major hardware
components typically utilized 1n a computer system.

DETAILED DESCRIPTION

A method for veritying the trustworthiness of a file com-
prising computer instructions 1s disclosed. The method
involves recerving a request to process a file comprising coms-
puter instructions. The file may be a script, a source code file,
a binary file, etc. A script validator 1dentifies a digital signa-
ture that 1s embedded in comments within the file. The script
validator attempts to validate the digital signature. If the
digital signature 1s validated, the script validator processes the
file. If the digital signature 1s not validated, the script validator
does not process the file.

In some embodiments, the script validator also determines
whether a connection through which the request i1s recerved 1s
authenticated. In such embodiments, the script validator may
perform the step of attempting to validate the signature only 1
the connection 1s not authenticated.

In some embodiments, the file may comprise multiple digi-
tal signatures. In such embodiments, the script validator may
attempt to validate all of the multiple digital signatures, and
the file may be processed only 1t all of the multiple digital
signatures are validated. Alternatively, the file may be pro-
cessed 1f any of the multiple digital signatures are validated.

The method may be performed by a managed node 1n a
computer network. In such embodiments, the request to pro-
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cess the file may be received from an administrative system
for the computer network. Alternatively, the request may be
received from an original equipment manufacturer system.

A computer system that 1s configured to implement a
method for verifying the trustworthiness of a file comprising
computer mstructions 1s also disclosed. The computer system
includes a processor, and memory 1n electronic communica-
tion with the processor. Instructions are stored 1n the memory.
The instructions are executable to implement a method that
involves recerving a request to process a file comprising coms-
puter instructions. The method also involves i1dentifying a
digital signature embedded in comments within the file. The
method also 1nvolves attempting to validate the digital signa-
ture. It the digital signature 1s validated, the file 1s processed.
If the digital signature 1s not validated, the file 1s not pro-
cessed.

A computer-readable medium comprising executable
istructions for implementing a method for verifying the
trustworthiness of a file comprising computer instructions 1s
also disclosed. The method 1nvolves receiving a request to
process a lile comprising computer mstructions. The method
also 1volves 1dentitying a digital signature embedded 1n
comments within the file. The method also 1nvolves attempt-
ing to validate the digital signature. If the digital signature 1s
validated, the file 1s processed. If the digital signature 1s not
validated, the file 1s not processed.

A file that 1s configured to allow verification of the file by
a validator on a computer system 1s also disclosed. The file
includes computer instructions. In some embodiments, the
file may be a script. The file includes a signature comment
line. A comment indicator 1s provided at the beginning of the
signature comment line. A signature tag 1s provided within
the signature comment line. A digital signature 1s provided
within the signature comment line. In some embodiments,
multiple digital signatures may be provided. In some embodi-
ments, a certificate 1dentifier 1s provided within the signature
comment line.

A method for ssmplitying the process of recerving updates,
or new soltware, for a computer system 1s disclosed. The
method mvolves a script engine receiving a request to process
a script that comprises here document data. The script may be
a batch file, and the here document data may be binary file
data. The script engine receives the script, and processes the
script. In response to processing the script, the script engine
launches a here document utility. The here document utility
reads the here document data from the script and writes the
here document data to a file.

In some embodiments, 1n response to processing the script,
the here document utility may decrypt the here document
data. The here document utility may, alternatively or 1n addi-
tion, decompress the here document data.

The method may additionally involve a script validator
identifying a digital signature 1n the script. The script valida-
tor may attempt to validate the digital signature. In some
embodiments, the script engine processes the script only 1t the
digital signature 1s validated.

Alternatively, the method may 1nvolve the script validator
identifying multiple digital signatures in the batch file. The
script validator may attempt to validate all of the multiple
digital signatures. In some embodiments, the script engine
processes the batch file only 1t all of the multiple digital
signatures are validated. Alternatively, the script validator
may attempt to validate at least one of the multiple digital
signatures, and the script engine may process the batch file 11
any of the multiple digital signatures are validated.

The method may be performed by a managed node 1n a
computer network. In such embodiments, the request may be
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received from an administrative system for the computer
network. Alternatively, the request may be received from an
original equipment manufacturer system.

A computer system that 1s configured to implement a
method for simplifying the process of recerving updates, or
new soltware, for a computer system 1s also disclosed. The
computer system includes a processor, and memory in elec-
tronic communication with the processor. The computer sys-
tem also imncludes a script engine and a here document utility.
Instructions are stored in the memory. The 1nstructions are
executable to implement a method that involves the script
engine receving a request to process a script that comprises
here document data. The script engine receives the script. The
script engine processes the script. In response to processing,
the script, the script engine launches the here document util-
ity. The here document utility reads the here document data
from the script and writes the here document data to a file.

A computer-readable medium comprising executable
istructions for implementing a method for simplitying the
process of recerving updates, or new solftware, for a computer
system 1s also disclosed. The method involves a script engine
receiving a request to process a script that comprises here
document data. The script engine receives the script. The
script engine processes the script. In response to processing,
the script, the script engine launches the here document util-
ity. The here document utility reads the here document data
from the script and writes the here document data to a file.

A script that simplifies the process of updating a computer
system 1s also disclosed. The script includes here document
data. The script also includes a launch command that instructs
a script engine to launch a here document utility. The script
also includes an input command that instructs the here docu-
ment utility to read the here document data from the script.
The script also includes an output command that instructs the
here document utility to write the here document data to a file.

Various embodiments of the invention are now described
with reference to the Figures, where like reference numbers
indicate 1dentical or functionally similar elements. It will be
readily understood that the embodiments of the present inven-
tion, as generally described and illustrated in the Figures
herein, could be arranged and designed 1n a wide variety of
different configurations. Thus, the following more detailed
description of several exemplary embodiments of the present
invention, as represented in the Figures, 1s not intended to
limit the scope of the mmvention, as claimed, but 1s merely
representative of the embodiments of the invention.

The word “exemplary” 1s used exclusively herein to mean
“serving as an example, instance, or illustration.” Any
embodiment described herein as “exemplary” 1s not neces-
sarily to be construed as preferred or advantageous over other
embodiments. While the various aspects of the embodiments
are presented 1n drawings, the drawings are not necessarily
drawn to scale unless specifically indicated.

Those skilled 1n the art will appreciate that many features
of the embodiments disclosed herein may be implemented as
computer software, electronic hardware, or combinations of
both. To clearly illustrate this interchangeability of hardware
and software, various components will be described generally
in terms of their functionality. Whether such functionality 1s
implemented as hardware or software depends upon the par-
ticular application and design constraints imposed on the
overall system. Skilled artisans may implement the described
functionality 1n varying ways for each particular application,
but such implementation decisions should not be interpreted
as causing a departure from the scope of the present invention.

Where the described functionality 1s implemented as com-
puter software, those skilled 1n the art will recognize that such
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soltware may include any type of computer instruction or
computer executable code located within a memory device
and/or transmitted as electronic signals over a system bus or
network. Software that implements the functionality associ-
ated with components described herein may comprise a
single mstruction, or many instructions, and may be distrib-
uted over several different code segments, among different
programs, and across several memory devices.

FI1G. 1 illustrates an exemplary system 100 1n which some
embodiments may be practiced. An administrative computer
system 102 1s connected to a computer network (not shown),
such as a corporate local area network (LAN). The adminis-
trative system 102 1s used to manage other computer systems
that are also connected to the computer network. These other
computer systems will be referred to herein as “managed
nodes.” For simplicity, only a single managed node 104 1s
shown 1n the system 100 of FIG. 1. Of course, the systems 1n
which embodiments disclosed herein are practiced may
include many additional managed nodes.

The admimstrative system 102 includes a management
server 106. The management server 106 may include a data-
base 108 of information. The management server 106 may
also include various other components 110 that are config-
ured to perform tasks such as scheduling, handling alerts, and
so forth. An example of a management server 106 that may be

used with embodiments disclosed herein 1s the core server for
the LANDesk® Management Suite.

The administrative system 102 also includes a manage-
ment application 112. The management application 112 may
be used to perform various tasks related to the management of
the computer network, such as remote control, software dis-
tribution, software license monitoring, operating system
imaging and migration, I'T asset management, problem reso-
lution, and so forth. As part of performing these tasks, the
management application 112 may connect to the manage-
ment server 106 and query the management server 106 for
information. An example of a management application 112

that may be used 1s the console application for the
LANDesk® Management Suite.

To enable a user of the administrative system 102 to per-
form management tasks via the management application 112,
the managed node 104 includes a management agent 114. The
management agent 114 performs management-related tasks
in response to requests from the management application 112.

Scripts are frequently used to carry out management-re-
lated tasks. As used herein, the term “script” may refer to a
shell script, a batch file, a program written in a scripting
language (e.g., JavaScript, Perl, Python, etc.), and so forth. A
user of the administrative system 102 may create a script that,
when executed, will carry out certain management-related
tasks. The script may then be sent to the management agent
114 on the managed node 104. The management agent 114
passes the script to a script engine 120 for execution.

It may not be desirable for the script engine 120 to execute
every script that 1t recerves. Some scripts may contain mali-
cious code that 1s intended to perform destructive actions on
the managed node 104 and/or elsewhere on the computer
network. Therefore, when the management agent 114
receives a script, 1t would be beneficial for the management
agent 114 to be able to verity the trustworthiness of the script
betore the script 1s executed.

In the illustrated embodiment, this functionality 1s
achieved with a script validator 116 that 1s included 1n the
management agent 114. In general terms, the script validator
116 determines whether scripts that the management agent
114 recerves are trustworthy and should be executed.
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Scripts that are sent to the managed node 104 may include
one or more digital signatures that may be used to verify the
trustworthiness of the script. For example, FIG. 1 shows a
script 122 being sent from the management application 112
on the admimstrative system 102 to the management agent
114 on the managed node 104. A digital signature 124 1s
embedded 1n a comment section 126 of the script 122. In
addition, one or more trusted certificates 118 are stored on the
managed node 104. The script validator 116 determines
whether the signature 124 1n the script 122 was created by
using a private key that corresponds to one of the trusted
certificates 118. It 1t was, then the script 122 1s executed. If
not, then the script 122 1s not executed. Additional details
about various embodiments of the script validator 116 will be
provided below.

FIG. 2 1llustrates an exemplary script 222 that may be used.
The script 222 shown 1n FIG. 2 15 a batch file 222. The batch
file 222 includes one or more batch file commands 228.

The batch file 222 also includes a signature comment line
230. The signature comment line 230 begins with a comment
indicator 232. The specific comment indicator that 1s used
depends on the type of script that 1s being used. In the 1llus-
trated embodiment, the comment indicator 232 1s REM,
which 1s the comment indicator for Windows/DOS batch
files.

The signature comment line 230 also includes a signature
tag 234. In the illustrated embodiment, the signature tag 234
1s the string CBAR signature. (CBAS stands for Common
Bootstrap Agent, version 8, which 1s an example of a man-
agement agent 114 that may be used.) The signature tag 234
1s located toward the beginning of the comment line 230, right
after the comment indicator 232. In alternative embodiments,
the signature tag may be located at the end of the signature
comment line, or at both the beginning and the end of the
signature comment line.

The signature comment line 230 also includes a certificate
identifier 236 and a digital signature 224. The certificate
identifier 236 identifies the certificate 118 that 1s associated
with the private key that was used to create the digital signa-
ture 224. In the i1llustrated embodiment, the certificate 1den-
tifier 236 1s a hash for the certificate 118, 1.e., the result of
applying a hash algorithm to the certificate 118.

The digital signature 224 1s created by calculating a digest
of the contents of the batch file (using a hash algorithm such
as SHA-1 or MD?3) and encrypting the digest of the batch file
222 using the private key that 1s associated with the certificate
118 corresponding to the certificate identifier 236. All com-
ponents of the script 222 that will be evaluated by the script
validator 116 are encrypted. The digital signature 224 does
not 1include the signature data 1tself, 1.e., the signature com-
ment line 230 1s not part of the data that 1s used to create the
digital signature 224. Other comments and end of line char-
acters may be part of the data that 1s encrypted to create the
digital signature 224. Alternatively, other comments and end
of line characters may be 1gnored when the digital signature
224 1s created.

FIG. 3 illustrates an exemplary method 300 that may be
performed by various components 1n the managed node 104
when a request to process the script 222 1s received 302. The
script validator 116 determines 304 whether the request to
process the script 222 comes from an authenticated connec-
tion. I1 so, the script engine 120 processes 306 the script 222.

I1 the request to process the script 222 does not come from
an authenticated connection, the script validator 116 1dent-
fies 308 the digital signature 224 embedded in the script 222.
This may be accomplished by searching for the signature tag
234 within the script 222.
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The script validator 116 attempts 310 to validate the digital
signature 224 that was 1dentified 1n step 308. In some embodi-
ments, this imvolves 1dentifying which of the trusted certifi-
cates 118 has a hash that corresponds to the hash 236 included
in the signature comment line 230. A digest 1s calculated on
the contents of the batch file using the same method as was
originally used. The digital signature 224 stored 1n the batch
file 1s decrypted using the identified certificate 236. The
decrypted digest 1s then compared with the calculated digest.
I1 these digests match, then the digital signature 224 has been
validated. If these strings do not match, then the digital sig-
nature 224 has not been validated.

If the script validator 116 1s able to validate the digital
signature 224, then the script engine 120 processes 306 the
script 222. However, 1f the script validator 116 does not
validate the digital signature 224, then the script engine 120
does not process 312 the script 222.

In some embodiments, scripts that are sent to the manage-
ment agent 114 may include multiple digital signatures.
When the management agent 114 receives a script that
includes multiple digital signatures, the script engine 120
may be configured so that 1t does not process the script unless
the script validator 116 has validated all of the digital signa-
tures 1n the script. Alternatively, the script engine 120 may be
configured so that 1t processes the script 1f the script validator
116 1s able to validate any of the digital signatures in the
script.

FIG. 4 1llustrates another example of a script 422 that may
beused. The script 422 shown 1n FI1G. 4 1s a shell script typical
of Unix, Linux, and Mac OS X systems. The shell script 422
includes one or more shell commands 428 and a signature
comment line 430. The signature comment line 430 includes
a comment indicator 432, a signature tag 434, a certificate
identifier 436, and a digital signature 424. The comment
indicator 432 1s the pound sign (#), which i1s the comment
indicator for a shell script. The signature tag 434 1s the string
S1G.

FI1G. 5 1llustrates another example of a script 522 that may
be used. The script 522 shown 1n FIG. 5 15 a shell script 522.
The shell script 522 includes one or more shell commands
528 and a signature comment line 530. The signature com-
ment line 530 includes a comment indicator 532, a signature
tag 534, a certificate 1dentifier 336, and a digital signature
524. The certificate 1dentifier 536 1s the name of the file 1n
which the certificate corresponding to the key with which the
digital signature 524 was created.

FI1G. 6 1llustrates another example of a script 622 that may
be used. The script 622 shown 1n FIG. 6 15 a shell script 622.
The shell script 622 1includes one or more shell commands
628 and a signature comment line 630. The signature com-
ment line 630 includes a comment indicator 632, a signature
tag 634, a certificate 1dentifier 636, and a digital signature
624. The signature tag 634 is the string ---SI1G---.

FIG. 7 illustrates another example of a script 722 that may
be used. The script 722 shown 1n FIG. 7 1s a shell script 722.
The shell script 722 includes one or more shell commands
728 and a signature comment line 730. The signature com-
ment line 730 includes a comment indicator 732, a signature
tag 734, and a digital signature 724. However, the signature
comment line 730 does not include a certificate 1dentifier.

FI1G. 8 1llustrates another example of a script 822 that may
be used. The script 822 shown 1n FIG. 8 15 a shell script 822.
The shell script 822 includes one or more shell commands
828 and a signature comment line 830. The signature com-
ment line 830 imncludes a comment indicator 832 and a digital
signature 824. The signature comment line 830 also includes
a signature tag, which includes a prefix 834a that 1s located 1n
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front of the digital signature 824 and a suilix 83456 that i1s
located after the digital signature 824. The prefix 834a 1s the
string {{--. The suffix 8345 is the string--}}.

The techmques described above may be applied to other
types of files that include computer instructions. For example,
sometimes source code files are sent to another computer
system (e.g., a managed node) where they are compiled and
executed. One or more digital signatures may be embedded 1n
comments within the source code files. A source code vali-
dator, similar to the script validator described above, may be
provided to verily the trustworthiness of the source code file
before compiling and executing 1t. Similar techmques may
also be applied to binary files.

FIG. 9 illustrates another exemplary system 900 1n which
some embodiments may be practiced. As belore, the system
900 includes an administrative system 902 1n electronic com-
munication with a managed node 904. The administrative
system 902 includes a management application 912 and a
management server 906. The management server 906 may
include a database 908 and other components 910. The man-
aged node 904 includes a management agent 914, which
includes a script validator 916. The managed node 904 also
includes a script engine 920 and one or more trusted certifi-
cates 918. A script 922 that 1s sent to the managed node 904
includes a digital signature 924 embedded in a comment
section 926 of the script 922. These components function
similarly to the corresponding components shown 1n FIG. 1
and described in connection therewith.

Sometimes, a user of the administrative system 902 wants
to update the managed node 904 by installing one or more
files on the managed node 904. The files to be installed may be
new files, or newer versions of files that have previously been
installed on the managed node 904. One way to install files on
the managed node 904 1s to send the managed node 904 a
script that includes a set of commands to download a file from
a specified location. When the script engine 920 processes the
script, this set of commands 1s executed and the files are
downloaded to the managed node 904.

Another possibly more convenient way to install files on
the managed node 904 is to embed the file(s) to be installed
directly 1in a script that 1s sent to the managed node 904.
Commands may be included 1n the script that cause these
file(s) to be 1installed on the managed node 904 when the script
1s processed. This procedure eliminates the need for the man-
aged node 904 to download the files.

In some operating systems, this latter approach may be
facilitated by a here document command. A here document
command 1nstructs the script engine 920 to read a specified
portion of the script. The portion of the script that 1s read 1s
referred to as a “here document.” Advantageously, the here
document data that i1s included 1n a script does not have to
conform to the syntax of the scripting language. In addition,
commands may be included in the script that cause the script
engine to write the here document data to a file. Thus, the here
document command provides a convenient way for binary
files to be embedded within a script 1n such a way that the
binary file data 1s read from the script and written to a file
when the script 1s processed.

For example, consider the following series of commands
which may be included 1in a Linux or Unix shell script:

<<end>filename
binary file_data
end

The command <<end 1s a here document command. It
instructs the script engine 120 to read binary_file data (i.e.,
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the binary file that has been embedded in the script). The
command >filename 1nstructs the script engine 120 to write
binary_file data to filename.

Some types of script engines do not support here document
commands. For example, Windows/DOS-based script
engines do not support here document commands. Thus,
binary files may not be embedded 1n batch files (1.e., Win-
dows/DOS-based scripts) using here document commands,
as described above. Accordingly, there 1s a need for a way to
be able to embed binary file(s) 1n certain types of scripts (e.g.,
batch files) 1n such a way that the embedded binary file data
may be read from the script and written to a file when the
script 1s processed. This would provide a convenient way for
a user ol an administrative system 902 to install files on a
managed node 904, as described above.

In the 1illustrated embodiment, this functionality 1s
achieved with a here document utility 938 that 1s included
within the management agent 914. Here document data 940 1s
embedded within the comment section 926 of the script 922.
The here document data 940 may be binary file data, or 1t may
be another type of data. In addition, various commands 942
are included 1n the script 922. These commands 942, when
executed, cause the here document utility 938 to be launched,
and 1nstruct the here document utility 938 to extract the here
document data 940 from the script 922 and write the here
document data 940 to a file on the managed node 904. Addi-
tional details about various embodiments of the script 922 and
the here document utility 938 will be provided below.

FIG. 10 1llustrates an exemplary script 1022 that may be
used. The script 1022 1s a Windows/DOS batch file 1022. The
script 1022 1ncludes a signature comment line 1030. The
signature comment line 1030 1s formatted similarly to the
signature comment lines discussed above. In particular, the
signature comment line 1030 includes a comment 1ndicator
1032, a signature tag 1034, a certificate 1dentifier 1036, and a
digital signature 1024.

Here document data 1040 1s embedded within the batch file
1022. The here document data 1040 that 1s shown in FIG. 10
1s a message. However, 1n alternative embodiments the here
document data 1040 may be a binary file, or another type of

data. The here document data 1040 1s included 1n a comments
section 1026 of the batch file 1022. In other words, each line

ol the here document data 1040 1s prefixed with REM, which
1s the comment 1ndicator for Windows/DOS batch files. The
here document data 1040 1s compressed and encrypted. The

compressed, encrypted here document data 1040 1s included
in the batch file 1022 1n the form of ASCII-armored text.

The batch file 1022 includes a command 1044 to launch the
here document utility 938. This command 1044 may be
referred to herein as a launch command 1044. In the 1llus-
trated embodiment, the here document utility 938 i1s an 1imple-
mentation of OpenPGP called 1dpgp.exe.

The batch file 1022 also includes several commands that
are provided to the here document utility 938 once 1t has been
launched. For example, the batch file 1022 includes a com-
mand 1046 for the here document utility 938 to read the here
document data 1040 from the batch file 1022, to decompress
it, and to decrypt 1t. This command may be referred to herein
as an 1input command 1046.

The batch file 1022 also includes a command 1048 to write
the decompressed, decrypted here document data 1040 to a
specific file, namely c¢:\message.txt. This command may be
referred to herein as an output command 1048.

The comment lines ‘REM ----- BEGIN PGP MES-
SAGE----- “and ‘REM----- END PGP MESSAGE----" are the
beginning and ending sentinels for the here document. The
comment lines between these two lines contain the com-
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pressed and perhaps encrypted data encoded in a base 64
format. Base 64 format 1s used to insure that no unacceptable
(binary) characters are included in the script 1022. Such
binary characters can cause unexpected results when the
script engine 920 processes the script 1022,

The ‘REM’ portion of the comment lines 1s 1gnored when
converting the here document data 1040 back into 1ts original
format. Multiple here documents can be stored 1n the script
1022, each being delimited with the sentinel lines. When this
1s done, a mechamism to distinguish between the documents
may be used. This can be as simple as using the position (or
order) of the individual documents in the file. Alternatively,
additional comments could be used to indicate a filename.
Alternatively still, a label of some sort could be used to
indicate which document to use.

The batch file 1022 also includes a command 1050 which
tells the script engine 920 that the input 1s a batch file 1022,
This tells the script engine 920 to 1ignore everything outside of
the beginning and ending sentinels, and to also 1gnore the
‘REM’ at the beginming of each line within the sentinels.
Without the command 1050, the script engine 920 may
assume that all data within the sentinels 1s part of the base 64
encoded data. In a batch file 1022 the ‘REM’ causes the script
engine 920 to ignore the lines containing the here document
data 1040. The command 10350 1s particular to the 1llustrated
embodiment.

The “%0” parameter 1dentifies the file that contains the
encoded ‘here’ document. All other parameters are particular
to the illustrated embodiment. The other information can
either be inferred or extracted from the PGP data. More spe-
cifically, the PGP standard supports putting the filename 1n
the literal data packet. It 1s also possible that the application
could assume a well-known batch file location.

FIG. 10A 1llustrates another exemplary script 1022 A that
may be used. This script 1022A includes three here docu-
ments, namely a first here document 1040A, a second here
document 1042A, and a third here document 1044A. Each
here document 1040A, 1042A, 1044A has 1ts file name
embedded into the PGP literal data packet, so a single call
may be used to extract all three documents. The filenames 1n
this example (message.txt, two.txt, and three.txt) are embed-
ded 1n the document and so the order of the PGP messages 1s
not important.

FIG. 11 1llustrates an exemplary method 1100 that may be
performed by the various components 1n the managed node
904 when a request to process the batch file 1022 1s recerved
1102. The script validator 916 attempts 1104 to validate the
digital signature 1024 1n the batch file 1022, as described
previously. If the signature 1024 1s validated, the script engine
920 processes 1106 the batch file 1022.

As the batch file 1022 1s processed, the script engine 920
processes the launch command 1044 in the batch file 1022. In
response to processing the launch command 1044, the script
engine 120 launches 1108 the here document utility 938.
The input command 1046 1n the batch file 1022 1s provided
to the here document utility 938. In response to processing the
input command 1046, the here document utility 938 reads
1110 the here document data 1040 from the batch file 1022,
decompresses 1112 1t, and decrypts 1114 1t.

The output command 1048 1n the batch file 1022 is pro-
vided to the here document utility 938. In response to pro-
cessing the output command 1048, the here document utility
938 writes 1116 the decompressed, decrypted here document
data 1040 to a file on the managed node 904.

The embodiments of the script validator and the here docu-
ment utility described herein have been included within a
management agent that 1s runming on a managed node. How-




US 7,565,544 B1

11

ever, embodiments of the script validator and/or here docu-
ment utility may be used 1n a wide variety of other operating
environments. For example, the script validator and/or here
document utility may be included in a computer system that
receives updates from an original equipment manufacturer
(OEM). The script validator may be used to verily the trust-
worthiness of scripts that 1t recerves from the OEM, as
described above. The here document utility may be used to
enable the OEM to embed binary files 1n scripts that are sent
to the computer system, as described above.

Although some embodiments have been described 1n terms
of a script being sent from one computer to another, the
techniques disclosed herein may also be applicable to scripts
that are used locally. For example, if an application running,
under a lesser privileged user account needed to do something
at a system level account, the application could send a signed
script to 1tself. This signed script may have been downloaded
from another system (e.g., an administrative system) earlier.

FI1G. 12 1s a block diagram illustrating the major hardware
components typically utilized 1n a computer system 1201,
such as an administrative system and/or a managed node. The
illustrated components may be located within the same physi-
cal structure or in separate housings or structures.

The computer system 1201 includes a processor 1203 and
memory 1205. The processor 1203 controls the operation of
the computer system 1201 and may be embodied as a micro-
processor, a microcontroller, a digital signal processor (DSP)
or other device known in the art. The processor 1203 typically
performs logical and arithmetic operations based on program
instructions stored within the memory 1205.

As used herein, the term memory 1205 1s broadly defined
as any electronic component capable of storing electronic
information, and may be embodied as read only memory
(ROM), random access memory (RAM), magnetic disk stor-
age media, optical storage media, flash memory devices 1n
RAM, on-board memory included with the processor 1203,
EPROM memory, EEPROM memory, registers, etc. The
memory 1205 typically stores program instructions and other
types of data. The program 1nstructions may be executed by
the processor 1203 to implement some or all of the methods
disclosed herein.

The computer system 1201 typically also includes one or
more commumnication interfaces 1207 for communicating,
with other electronic devices. The communication interfaces
1207 may be based on wired communication technology,
wireless communication technology, or both. Examples of
different types of communication interfaces 1207 include a
serial port, a parallel port, a Universal Serial Bus (USB), an
Ethernet adapter, an IEEE 1394 bus interface, a small com-
puter system interface (SCSI) bus interface, an infrared (IR)
communication port, a Bluetooth wireless communication
adapter, and so forth.

The computer system 1201 typically also includes one or
more mput devices 1209 and one or more output devices
1211. Examples of different kinds of mput devices 1209
include a keyboard, mouse, microphone, remote control
device, button, joystick, trackball, touchpad, lightpen, etc.
Examples of different kinds of output devices 1211 include a
speaker, printer, etc. One specific type of output device which
1s typically included 1n a computer system 1s a display device
1213. Dasplay devices 1213 used with embodiments dis-
closed herein may utilize any suitable 1image projection tech-
nology, such as a cathode ray tube (CRT), liquid crystal
display (LCD), light-emitting diode (LED), gas plasma, elec-
troluminescence, or the like. A display controller 1215 may
also be provided, for converting data stored in the memory
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1205 1nto text, graphics, and/or moving 1images (as appropri-
ate) shown on the display device 1213.

Of course, FIG. 12 1llustrates only one possible configura-
tion of a computer system 1201. Those skilled 1n the art will
recognize that various other architectures and components
may be utilized.

Those of skill 1in the art would understand that information
and signals may be represented using any of a variety of
different technologies and techniques. For example, data,
instructions, commands, information, signals, bits, symbols,
and chips that may be referenced throughout the above
description may be represented by voltages, currents, elec-
tromagnetic waves, magnetic fields or particles, optical fields
or particles, or any combination thereof.

Those of skill would further appreciate that the various
illustrative logical blocks, modules, circuits, and algorithm
steps described in connection with the embodiments dis-
closed herein may be implemented as electronic hardware,
computer soltware, or combinations of both. To clearly 1llus-
trate this interchangeability of hardware and software, vari-
ous 1llustrative components, blocks, modules, circuits, and
steps have been described above generally 1n terms of their
functionality. Whether such functionality 1s implemented as
hardware or soitware depends upon the particular application
and desi1gn constraints imposed on the overall system. Skilled
artisans may implement the described functionality 1n vary-
ing ways for each particular application, but such implemen-
tation decisions should not be interpreted as causing a depar-
ture from the scope of the present invention.

The various 1illustrative logical blocks, modules, and cir-
cuits described in connection with the embodiments dis-
closed herein may be implemented or performed with a gen-
eral purpose processor, a digital signal processor (DSP), an
application specific mtegrated circuit (ASIC), a field pro-
grammable gate array signal (FPGA) or other programmable
logic device, discrete gate or transistor logic, discrete hard-
ware components, or any combination thereof designed to
perform the functions described herein. A general purpose
processor may be a microprocessor, but in the alternative, the
processor may be any conventional processor, controller,
microcontroller, or state machine. A processor may also be
implemented as a combination of computing devices, e.g., a
combination of a DSP and a microprocessor, a plurality of
MICroprocessors, one Or more miCroprocessors 11 Conjunc-
tion with a DSP core, or any other such configuration.

The steps of amethod or algorithm described 1n connection
with the embodiments disclosed herein may be embodied
directly 1in hardware, 1n a software module executed by a
processor, or in a combination of the two. A software module
may reside in RAM memory, flash memory, ROM memory,
EPROM memory, EEPROM memory, registers, hard disk, a
removable disk, a CD-ROM, or any other form of storage
medium known in the art. An exemplary storage medium 1s
coupled to the processor such the processor can read infor-
mation from, and write information to, the storage medium.
In the alternative, the storage medium may be integral to the
processor. The processor and the storage medium may reside
in an ASIC. The ASIC may reside 1n a user terminal. In the
alternative, the processor and the storage medium may reside
as discrete components 1n a user terminal.

The methods disclosed herein comprise one or more steps
or actions for achieving the described method. The method
steps and/or actions may be interchanged with one another
without departing from the scope of the present invention. In
other words, unless a specific order of steps or actions 1s
required for proper operation of the embodiment, the order
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and/or use of specific steps and/or actions may be modified
without departing from the scope of the present invention.
While specific embodiments and applications of the
present invention have been illustrated and described, 1t 1s to
be understood that the mvention 1s not limited to the precise
configuration and components disclosed herein. Various
modifications, changes, and variations which will be apparent
to those skilled in the art may be made in the arrangement,
operation, and details of the methods and systems of the
present invention disclosed herein without departing from the

spirit and scope of the invention.

What 1s claimed 1s:

1. A method for verifying the trustworthiness of a file
comprising computer istructions, the method comprising:

receiving a request to process the file;

identifying a digital signature embedded in comments

within the file;

attempting to validate the digital signature;

if the digital signature 1s validated, processing the file; and

if the digital signature 1s not validated, not processing the

file.

2. The method of claim 1, wherein the file 1s a script.

3. The method of claim 1, wherein the file 1s a source code
file.

4. The method of claim 1, wherein the file 1s a binary file.

5. The method of claim 1, further comprising determining,
whether a connection through which the request 1s received 1s
authenticated, and wherein the step of attempting to validate
the signature 1s only performed if the connection 1s not
authenticated.

6. The method of claim 1, wherein the file comprises mul-
tiple digital signatures.

7. The method of claim 6, wherein the method comprises
attempting to validate all of the multiple digital signatures,
and wherein the file 1s processed only 11 all of the multiple
digital signatures are validated.

8. The method of claim 6, wherein the file 1s processed it
any of the multiple digital signatures are validated.

9. The method of claim 1, wherein the method 1s performed
by a managed node 1n a computer network, and wherein the
request 1s recerved from an administrative system for the
computer network.

10. The method of claim 1, wherein the request 1s recerved
from an original equipment manufacturer system.

11. A computer system configured for veritying the trust-
worthiness of a file comprising computer instructions, the
computer system comprising;

a Processor;

memory in electronic communication with the processor;

instructions stored 1n the memory, the 1nstructions being

executable to:

receive a request to process the file;

identify a digital signature embedded 1n comments
within the file;

attempt to validate the digital signature;

if the digital signature 1s validated, process the file; and

if the digital signature 1s not validated, not process the
file.

12. The computer system of claim 11, wherein the file 1s a
script.

13. The computer system of claim 11, wherein the file
comprises multiple digital signatures.

14. A computer-readable medium stored on a storage
medium, the computer-readable medium comprising execut-
able instructions for veritying the trustworthiness of a file
comprising computer instructions, the instructions being
executable to:
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recetve a request to process the file;

identity a digital signature embedded 1n comments within

the file;

attempt to validate the digital signature;

11 the digital signature 1s validated, process the file; and

11 the digital signature 1s not validated, not process the file.

15. The computer-readable medium of claim 14, wherein
the file 1s a script.

16. The computer-readable medium of claim 14, wherein
the file comprises multiple digital signatures.

17. A file that 1s configured to allow venfication of the file
by a validator on a computer system, the file comprising:

computer mnstructions;

a signature comment line;

a comment 1ndicator at the beginning of the signature com-

ment line;

a signature tag within the signature comment line; and

a digital signature within the signature comment line.

18. The file of claim 17, wherein the file 1s a script.

19. The file of claim 17, further comprising a certificate
identifier within the signature comment line.

20. The file of claim 17, further comprising multiple digital
signatures.

21. A method for simplifying the process of receiving
updates, or new soltware, for a computer system, comprising;:

a script engine receving a request to process a script that

comprises here document data;

the script engine receiving the script;

the script engine processing the script;

in response to processing the script, the script engine

launching a here document utility, and the here docu-
ment utility reading the here document data from the
script and writing the here document data to a file.

22. The method of claim 21, wherein the script 1s a batch
file.

23. The method of claim 21, wherein the here document
data 1s binary file data.

24. The method of claim 21, further comprising, in
response to processing the script, the here document utility
decrypting the here document data.

25. The method of claim 21, further comprising, in
response to processing the script, the here document utility
decompressing the here document data.

26. The method of claim 21, further comprising:

a script validator identifying a digital signature in the

script; and

the script validator attempting to validate the digital signa-

ture, wherein the script engine processes the script only
if the digital signature 1s validated.

277. The method of claim 21, further comprising:

a script validator identitying multiple digital signatures 1n

the batch file; and

the script validator attempting to validate all of the multiple

digital signatures, wherein

the script engine processes the batch file only 11 all of the

multiple digital signatures are validated.

28. The method of claim 21, further comprising:

a script validator identitying multiple digital signatures 1n

the batch file; and

the script validator attempting to validate at least one of the

multiple digital signatures, wherein the script engine
processes the batch file 1f any of the multiple digital
signatures are validated.

29. The method of claim 21, wherein the method is per-
formed by a managed node in a computer network, and
wherein the request 1s received from an administrative system
for the computer network.
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30. The method of claim 21, wherein the request 1s recerved
from an original equipment manufacturer system.

31. A computer system that 1s configured for simplifying
the process of recerving updates, or new soltware, for a com-
puter system, the computer system comprising:

a Processor;

memory 1n electronic communication with the processor;

a script engine;

a here document utility;

instructions stored 1n the memory, the 1nstructions being

executable to:

receive by the script engine a request to process a script
that comprises here document data;

receive the script by the script engine;

process the script by the script engine; and

in response to processing the script, launch by the script
engine the here document utility, the here document
utility reading the here document data from the script
and writing the here document data to a file.

32. The computer system of claim 31, wherein the script 1s
a batch file.

33. The computer system of claim 31, wherein the here
document data 1s binary file data.

34. The computer system of claim 31, further comprising a
script validator, and wherein the instructions are further
executable to:

identify by the script validator a digital signature in the

script; and

attempt to validate by the script validator the digital signa-

ture, wherein the script engine processes the script only
if the digital signature 1s validated.

35. A computer-readable medium stored on a storage
medium, the computer-readable medium comprising execut-
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able instructions for simplifying the process of receiving
updates, or new soitware, for a computer system, instructions
being executable to:
recetve by a script engine a request to process a script that
comprises here document data;
recerve the script by the script engine;
process the script by the script engine;
in response to processing the script, launch by the script
engine a here document utility, the here document utility
reading the here document data from the script and writ-
ing the here document data to a file.
36. The computer-readable medium of claim 35, wherein
the script 1s a batch file.
37. The computer-readable medium of claim 35, wherein
the here document data 1s binary file data.
38. The computer-readable medium of claim 35, wherein
the 1nstructions are further executable to:
identily by a script validator a digital signature in the script;
and
attempt by the script validator to validate the digital signa-
ture, wherein the script engine processes the script only
if the digital signature 1s validated.
39. A script that simplifies the process of updating a com-
puter system, comprising: here document data;
a launch command that instructs a script engine to launch a
here document utility;
an iput command that istructs the here document utility
to read the here document data from the script; and
an output command that instructs the here document utility
to write the here document data to a file.
40. The script of claim 39, wherein the here document data
1s binary file data.
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