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DYNAMIC COMPUTING ENVIRONMENT
USING REMOTELY ALLOCABLE
RESOURCES

CROSS-REFERENCES TO RELATED
APPLICATIONS

This application claims priority from U.S. Provisional
Application, entitled “Dynamic Computing Environment
Using Allocateable Resources” Ser. No. 60/228,105 and
filed on Aug. 24, 2000. This application 1s also related to
U.S. patent application Ser. Nos. 09/663,252 and 09/662,
990, respectively entitled “User Interface for Dynamic Com-
puting Environment Using a Allocateable Resources™ and
“System for Configuration of Dynamic Computing Envi-
ronment Using a Visual Interface,” filed Sep. 15, 2000. Both
applications and their disclosures are incorporated herein by
reference for all purposes.

BACKGROUND OF THE INVENTION

The present invention relates in general to mformation
processing, and more specifically to a system which facili-
tates dynamic allocation and de-allocation of computing
resources such as digital processors, networks, storage
devices and soltware to create a virtual computing environ-
ment using an arrangement of networked processors and
Processes.

Today, computers are increasingly being used in almost
every area ol commerce, education, entertainment and pro-
ductivity. With the growing popularity of the Internet, cor-
porate and campus intranets, home networking and other
networks, the trend 1s to use multiple computers, or pro-
cessing platforms, to perform tasks and provide services.
The networked processors approach 1s 1n contrast to tradi-
tional approaches of running a single application as a
stand-alone application on a single computer.

One approach to networked processing 1s a “client-server”
model whereby a server computer on the Internet 1s used to
transfer information to a client computer. Typically, the
client computer is located at an end user’s location, such as
a personal computer 1n a user’s home. This allows large
amounts of information to be stored in, and accessed from,
the server computer by many client computers. The client
computers can access the server computer simultaneously.
Another approach allows a user to obtain portions of execut-
able programs from the server to operate an application
program 1n functional “pieces” or components, on the client
computer. For example, a user can run a word-processing
program 1n a client-server mode where the server provides
portions of the word-processing software to the user’s
computer on an as-needed basis.

Yet another model 1s the Application Service Provider
(ASP) model. This removes the application still further from
the end-user and can 1volve more processors, such as
servers. The ASP model allows a primary server to host a
client-server application, or to host any type of data-pro-
cessing resource such as a database, user interface, program
component, data object, etc. The application can appear to
the client as being hosted by the primary server when 1t 1s
actually being provided by one or more other servers. The
other servers can provide the application, or components, by
having the client directly access the other server, or having
the client access the other server through the primary server.

Still other models are possible. Any arbitrary arrangement
of processors can be used to provide a service or function to
an end user, or to another device such as another processor,

10

15

20

25

30

35

40

45

50

55

60

65

2

consumer electronic device, etc. Examples of such systems
are groups of computers used to perform a large mathemati-
cal task, such as rendering frames of a video sequence or
performing a simulation. Systems that use many processors
to exchange information, such as email systems, multicast-
ing programs, voice-over-IP communications, etc., can
potentially require hundreds, or even thousands or more,
networked processors.

Software 1s necessary to operate each of these models.
Each of the systems described above will likely use multiple
soltware processes on each processing platform. Most likely,
the different software processes are designed by different
soltware manufacturers. Although there are standard speci-
fications to design compatible software, such software 1s still
designed largely independently of other manufacturers’ soft-
ware. For example, a user may be running an operating
system and web browser designed by different companies.
Additional processes may be concurrently executing on the
user’s computer.

Thus, many independently-designed hardware devices
and software processes must be coordinated 1n order for the
overall networked system to operate correctly and eflec-
tively. This complexity 1s multiplied by the number of users
that the system 1s designed to support. For example, where
the system 1s an Internet system it 1s common for the user
base to be 1n the hundreds of thousands, or millions. There
may be hundreds or thousands (or more) simultaneous users
operating client processing systems that require tens, or even
hundreds, of servers for adequate bandwidth. Diflferent serv-
ers 1n the networked system may perform different functions
such as web page serving, database maintenance, caching,
etc.

This complexity further manifests itself 1n another aspect.
In the past, soltware applications used to be monolithic. That
1s, the application was self-contained within a box with no
interaction with other applications, where a box 1s a com-
puting device or computing machine. However, this para-
digm 1s no longer true. With Internet and e-commerce
applications, for example, a client application 1s configured
to communicate with a remotely located server application,
such as eBay.com®, or Amazon.com®, or the like. Typi-
cally, e-commerce applications define a three-tier architec-
ture that includes: (1) client; (2) server; and (3) database.
Within this architecture, the client may be running an Intel®
box with a Microsoft Windows X86® environment, the
server may be running a Sun Microsystems® box running an
1Planet™ application, the database may be Sun Microsys-
tems® box running Oracle®, for example. Therefore, this
three-tiered architecture increases the complexity and cost of
many soltware applications. In one aspect, the complexity of
today’s computing environments increases computing costs,
and extends the time for a new product to reach the market.

Major problems arise where companies need to design,
develop, and test software and hardware for use 1n such large
and complex systems. Because today’s applications are
multi-tiered, it 1s no longer possible to develop or to test an
application within a box. Not only must compatible hard-
ware be selected, obtained, connected and tested; but each
piece ol software must be selected in accordance with
hardware requirements, obtained (usually by complex multi-
licensing arrangements), installed, configured and tested.
Finally, in order to test the system at anywhere near oper-
ating capacity, many human testers may need to be analyze
and exercise the system during alpha and beta testing.

Often, the task of adequately testing such systems 1s the
single largest expense 1n designing and developing software,
especially 1 a computing system developer acquires more
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computing resources than 1s necessary. For example, a
software developer might commait a substantial investment
of funds capital computing equipment only to find later the
hardware either does not meet its requirements or the
quantity of hardware 1s underutilized 1n 1ts design of sofit-
ware-based computing products or resources.

Reliability and compatibility also are important aspects
that software developers and users rely upon when selecting,
new software and hardware. As the numbers of computing,
devices of today’s computing environments 1crease, com-
puting development and operation costs increase as well.
Complexity of such environments also extends the time for
a new computing product to reach the market. Today’s
computing environments are burdened by the conventional
infrastructure underlying the computing environments. For
example, the conventional infrastructure 1s associated with
undue costs and eflorts necessary to procure, install, provi-
sion and maintain the infrastructure. The burden associated
with the infrastructure of today increases non-linearly with
the complexity of the computing devices and interconnec-
tivity of such devices that comprise the mirastructure. Fur-
thermore, the complexity also increases the need for unnec-
essary evaluation and re-evaluation of new technologies
from different vendors that are added to the conventional
infrastructure.

Thus, there 1s a need for a computing environment system
that provides users and developers an appropriate amount of
reliable computing resources which can be dynamically
allocated or de-allocated. A dynamic computing environ-
ment according to the present mmvention overcomes the
alforementioned problems and provides advantages over the
prior art.

SUMMARY OF THE

INVENTION

The present invention allows fast, eflicient selection and
configuration of processing networks and associated com-
puters or computing devices, which can then be accessed
and managed remotely. According to the present invention,
the physical resources for implementing such a processing,
network are fully selectable and allocable by a system
architect as a corresponding virtual resource. A system
architect designs a system by allocating resources and
specilying how the resources are to be used. The present
invention allows {fast allocation and configuration of
resources such that different environments can be created
from the same resources within minutes, or even seconds.
This allows “time sharing” of overall resources so that a first
environment can be “alive” or operative for a time period
defined by the system architect, followed by second, third
and fourth environments being instantly created for the next
four hours for three different customers, and so on. After a
time period expires, such environments might either manu-
ally or automatically de-allocate such resources. Since these
“computing environments” can be dynamically configured
and re-configured out of the same set of resources, these will
also be referred to as “Dynamic Computing Environments”.

A specific embodiment allows system architects to create
a computing environment from a remotely-accessible user
interface such as a web page on the Internet. Thus, the
customer can create, modily and operate the environment
from anywhere 1n the world. Since the resources, 1n turn, can
communicate over networks, including the Internet, this
approach eliminates the cost of shipping hardware and
software. Hardware and software designers, programmers,
testers or other personnel using an environment according to
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4

the present invention can, similarly, be located anywhere in
the world such that labor costs are optimized.

The creation of dynamic computing environments
(“DCE”) 1s automatic. Unlike the conventional computing
infrastructure, according to an embodiment of the present
invention there 1s no need to physically couple or de-couple
cach physical machine or resource to each other upon adding
or removing such resources. There 1s no need to set-up
Internet Protocol (IP) addresses or other network settings, or
install operating systems and associated application pro-
grams on one or more physical machines, which must be
under the control of the system architect. All such activities
on a DCE can be performed automatically without user
intervention.

In one embodiment of the present invention, a system
using a computer system to provide a dynamic computing
environment to a user, i which the dynamic computing
environment 1s configured to communicate with and to
operate under the control of the user. The dynamic comput-
ing environment has at least one virtual resource including
one or more computer programs associated with the virtual
resource. The system comprises a session manager config-
ured to accept user inputs, an assets manager electrically
coupled to the session manager, where the assets manager
generates an association relating the virtual resource to at
least one physical resource, a configuration manager elec-
trically coupled to the session manager, where the configu-
ration manager maintains an association of at least one
virtual network with the wvirtual resource; and a device
manager electrically coupled to the device services manager,
where the device manager manages the association between
the virtual resource and the physical resource.

In a specific embodiment of the present invention, the
system 1ncludes a dynamic computing environment com-
prising a {irst virtual resource configured as a client, where
the first virtual resource 1s a first virtual computing device,
and a second virtual resource configured as a server, where
the second virtual resource 1s a second virtual computing
device. In this embodiment, the second virtual computing
device 1s coupled to exchange information with the first
virtual computing device. Additionally, a virtual sub-net-
work includes the first and the second virtual computing
device where the user has access to the client, the server, and
the information exchanged.

BRIEF DESCRIPTION OF TH.

L1l

DRAWINGS

FIG. 1A illustrates a computer system suitable for use
with the present mvention;

FIG. 1B shows basic subsystems 1n the computer system
of FIG. 1A;

FIG. 1C 1s a generalized diagram of a typical computer
network suitable for use with the present invention;

FIG. 2 illustrates a layered architecture for providing a
Dynamic Computing Environment according to an embodi-
ment of the present invention; and

FIG. 3 1s a block diagram of an apparatus for providing a
Dynamic Computing Environment according to an embodi-
ment of the present invention.

DETAILED DESCRIPTION OF THE DRAWINGS

Detailed descriptions of the embodiments are provided
heremn. It 1s to be understood, however, that the present
invention may be embodied in various forms. Therefore,
specific details disclosed herein are not to be interpreted as
limiting, but rather as a basis for the claims and as a
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representative basis for teaching one skilled in the art to
employ the present mvention in virtually any appropnately
detailed system, structure or manner.

The present invention allows fast, etlicient selection and
configuration of processing networks, which can then be
accessed and managed remotely. The processing network 1s
referred to as a system including “resources.” A system
resource 1s any hardware, software or communication com-
ponent in the system. For example, discrete hardware
devices include processing platforms such as computers or
processors, mobile/laptop computers, embedded computing
devices, hand-held computers, personal digital assistants,
point-of-sale terminals, smart-card devices, storage devices,
data transmission and routing hardware etc., without limi-
tation. Additionally, computer peripherals such as monitors,
input/output devices, disk drives, manufacturing devices, or
any device capable of responding to, handling, transferring
or interacting with digital data are also resources. Software,
or any other form of instruction, 1s executed by processors
in the system and 1s also a type of resource. Finally,
communication resources are also part of the system such as
a digital network’s hardware including the network’s con-
figuration and topology, where control of the network 1is
provided by software and/or hardware. Additionally, the
network may be based on wired connections or wireless
connections. For instance, the network hardware and soft-
ware may be based on Bluetooth wireless standards.

For example, a processing network of a general consumer
might include a PDA and a cell phone, each connected by
wireless channels to a single personal computer, which in
turn 1s connected to an email server at a remote location
through the Internet. As another example, a processing
network might include a personal computer runmng
Microsoit Windows 98 operating system, a lap-top computer
running Linux operating system, and another personal com-
puter running Windows NT operating system along with
router and firewall software, wherein all three computers are
connected using a local Ethernet hub, and the router sofit-
ware routes connections to the Internet.

According to the present invention, the resources for such
a processing network are fully selectable and allocable by a
system architect. In a specific embodiment, a primary com-
pany, Jareva Technologies, Inc.® provides proprietary tech-
nology to a system architect for designing a system by
allocating resources and specitying how the resources are to
be used. The system architect can be an individual, corporate
entity, etc. The system 1s referred to as an “environment”™—
or more specifically as a “computing environment™ and the
primary provider of such an environment 1s referred to as an
Environment Service Provider (ESP). A typical system
architect 1s referred to as the “‘customer.” The primary
provider obtains revenue for providing the resources and the
tools to easily select, allocate, configure and run the envi-
ronment.

The specific embodiment of the present invention allows
fast allocation and configuration of resources such that
different environments can be created from the same
resources within minutes, or even seconds. This allows
“time sharing™ of overall resources so that a first environ-
ment can be “alive” or operative for a time period defined by
the system architect (e.g., daily two-hour slot), followed by
second, third and fourth environments being instantly cre-
ated for the next four hours for three different customers, and
so on. After a time period expires, such environments might
either manually or automatically de-allocate such resources.
Since these “computing environments™ can be dynamically
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6

configured and re-configured out ol the same set of
resources, these will also be referred to as “Dynamic Com-
puting Environments™.

A specific embodiment allows customers to create a
computing environment from a remotely-accessible user
interface such as a web page on the Internet. Thus, the
customer can create, modily and operate the environment
from anywhere 1n the world. Since the resources, 1n turn, can
communicate over networks, including the Internet, this
approach eliminates the cost of shipping hardware and
soltware. Hardware and software designers, programmers,
testers or other personnel using an environment according to
the present invention can, similarly, be located anywhere in
the world such that labor costs are optimized.

The creation of dynamic computing environments
(“DCE”) 1s automatic. For example, a customer can request
a web-site simulator using twelve web-page servers on a
Microsolt® NT platform, two disk arrays at a specific
bandwidth and storage capacity, two caching servers and
200 clients running Netscape Navigator™ under Microsoit
Windows® 2000 using Pentium III™ processors at under
800 MHz. Such an environment 1s created and destroyed,
and even re-created automatically, without human interven-
tion each time. Unlike the conventional computing inira-
structure, according to an embodiment of the present mnven-
tion there 1s no need to physically couple or de-couple each
physical machine or resource to each other upon adding or
removing such resources. There 1s no need to set-up Internet
Protocol (IP) addresses or other network settings, or install
operating systems and associated application programs on
one or more physical machines. All such activities on a DCE
can be performed automatically without user intervention.

According to the present invention, the DCE 1s a virtual
computing system including a network comprising a number
of distinct types of machines and a network connecting
them. For example, a system architect might require a DCE
to mclude a Sun Sparc running a certain version of Solaris
O/S coupled to a Linux machine. The present invention
enables the separation of the activity of designing a DCE
from the activity of actually creating the DCE. Designing a
DCE 1includes choosing the specific hardware, choosing the
operating systems or other software, and choosing the spe-
cific interconnections, etc. Creating a DCE 1includes allocat-
ing the resources, 1nstalling the operating systems and other
soltware, etc. Furthermore, the present invention automates
the process of creating the DCE. A DCE for which resources
have not been allocated yet will also be referred to as a
virtual computing environment. Similarly, a computing
device (or a subnet) that 1s part of a DCE can also be referred
to as a virtual computing device (or a virtual subnet).

The present invention provides a framework that enables
configuring, provisioning, accessing and managing DCEs
remotely. Configuring a DCE 1volves choosing the
resources and their interconnections. The present invention
supports operations for making such design choices through
appropriate programmable 1nterfaces. The iterfaces can be
used interactively through a graphical user interface such as
a web page or non-interactively through a program script.
Provisioming a DCE involves allocation of physical
resources required for a DCE to function. The present
invention manages the physical resources needed for provi-
sioning DCEs and supports operations for allocating/de-
allocating these resources. Accessing a DCE involves
accessing one or more devices and/or sub-networks within
the DCE. The present mmvention supports operations for
accessing the components of a DCE. For instance, when a
user needs to copy data from a specific computer to a backup
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storage device, operations mvolving “read” access to the
computer and its local storage, “write” access to the storage
device, and access to the network for transmitting the data
will be used by the present invention to meet the user’s
needs. Managing a DCE mvolves managing the components
of a DCE, such as a personal computer, a network router, etc.

In one embodiment of the present invention, a system that
provides a framework for administering DCEs 1s 1mple-
mented as a distributed system consisting of diflerent soft-
ware programs running on different computers and network-
ing hardware. Administering DCEs, as described herein,
refers to the configuring, provisioning, accessing, and man-
aging ol dynamic computing environments. In a further
embodiment, the present invention permits “virtual” hosting
of dynamic computing environments. As used herein, the
term ““virtual” specifies that neither the requisite devices nor
the network need to be physically accessible to users.
Further, 1n accordance with this embodiment, the hosting
process may be imtiated or terminated by users at will, from
any geographic location. Thus the admimstrative framework
allows users to remotely configure, provision, access, and
manage DCEs.

A further understanding of embodiments of the present
invention will be gained with reference to the diagrams and
the descriptions that follow.

FIGS. 1A, 1B, and 1C 1illustrate basic hardware compo-
nents suitable for practicing the present invention. FIG. 1A
1s an 1llustration of computer system 1 including display 3
having display screen 5. Cabinet 7 houses standard com-
puter components (not shown) such as a disk drive, CDROM
drive, display adapter, network card, random access memory
(RAM), central processing unit (CPU), and other compo-
nents, subsystems and devices. User input devices such as
mouse 11 having buttons 13, and keyboard 9 are shown.
Other user mput devices such as a trackball, touch-screen,
digitizing tablet, etc. can be used. In general, the computer
system 1s 1llustrative of but one type of computer system,
such as a desktop computer, suitable for use with the present
invention. Computers can be configured with many different
hardware components and can be made 1n many dimensions
and styles (e.g., laptop, palmtop, server, workstation, main-
frame). Any hardware platform suitable for performing the
processing described herein 1s suitable for use with the
present invention.

FIG. 1B illustrates subsystems that might typically be
found 1 a computer such as computer 1. In FIG. 1B,
subsystems within box 20 are directly interfaced to internal
bus 22. Such subsystems typically are contained within the
computer system such as within cabinet 7 of FIG. 1A.
Subsystems include mput/output (I/O) controller 24, System
Memory (or random access memory “RAM”) 26, central
processing unit CPU 28, Display Adapter 30, Serial Port 40,
Fixed Disk 42, Network Interface Adapter 44, which 1n turn
1s coupled electrically to a network. The use of bus 22 allows
cach of the subsystems to transier data among subsystems
and, most importantly, with the CPU, where the CPU might
be a Sparc, an Intel CPU, a PowerPC, or the like. External
devices can communicate with the CPU or other subsystems
via bus 22 by interfacing with a subsystem on the bus. Thus,
Monitor 46 connects with Display Adapter 30, a relative
pointing device (e.g. a mouse) connects through Serial Port
40. Some devices such as Keyboard 50 can communicate
with the CPU by direct means without using the main data
bus as, for example, via an iterrupt controller and associ-
ated registers.

As with the external physical configuration shown 1n FIG.
1A, many subsystem configurations are possible. FIG. 1B 1s
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illustrative of but one suitable configuration. Subsystems,
components or devices other than those shown in FIG. 1B
can be added. A suitable computer system can be achieved
without using all of the subsystems shown 1n FIG. 1B. For
example, a standalone computer need not be coupled to a
network so Network Interface 44 would not be required.
Other subsystems such as a CDROM drnive, graphics accel-
erator, etc. can be included 1n the configuration without
aflecting the nature or functionality of the system of the
present 1nvention.

FIG. 1C 1s a generalized diagram of a typical network that
might be used to practice an embodiment of the present
invention. In FIG. 1C, network system 80 includes several
local networks coupled to the Internet. Although specific
network protocols, physical layers, topologies, and other
network properties are presented herein, the present inven-
tion 1s suitable for use with any network.

In FIG. 1C, computer USER1 1s connected to Serverl,
wherein the connection can be by a network, such as
Ethernet, or Asynchronous Transier Mode, or by a modem,
or by other means. The network provides the communication
means, such as physical inter-connective links comprising
copper wire, fiber optic cable, or the like, for transmitting
and receiving signals. Wireless communication means, such
as radio waves or the like, are also understood to provide
means to transier information from a source to a destination.
Hence, the communication link need not be a wire but can
be infrared, radio wave transmission, etc. Serverl 1s coupled
to the Internet. The Internet 1s shown symbolically as a
collection of server routers 82. Note that the use of the
Internet for distribution or communication of information 1s
not strictly necessary to practice the present invention but 1s
merely used to illustrate a specific embodiment, below.

Further, the use of server computers and the designation
of server and client machines 1s not crucial to an implemen-
tation of the present invention. USER1 Computer can be
connected directly to the Internet. Serverl’s connection to
the Internet 1s typically by a relatively high bandwidth
transmission medium such as a T1 line or T3 line. Similarly,
other computers 84 are shown utilizing a local network at a
different location from USER1 Computer. The computers at
84 are coupled to the Internet via Server2. USER3 and
Server3 represent yet a third installation. In a specific
embodiment, a user of the present invention operates a user
interface associated with computers 84 to at least virtually
configure one or more computing devices as a subnet. Note
that the use of the term “computing device” includes any
processing device or platform such as a web television
device, personal digital assistant (e.g., a Palm Pilot manu-
factured by Palm, Inc.), cellular telephone, eftc.

As 1s well known 1n the art of network communications,
a network 1s configured to communicate electrical informa-
tion, such as a computer data signal comprising data (e.g.,
binary data bits) superimposed upon a radio or any other
carrier wave. A person having ordinary skill 1n the art would
appreciate that a carrier wave 1s electromagnetic energy
propagated from a source by radiation, optical or conduction
waves and 1s suitable for embodying an information-bearing
signal, such as a computer data signal. In one embodiment,
a carrier wave behaves, or 1s modulated, according to a
network protocol, such as or Ethernet, IEEE 1394, TCP/IP,
or any other communication protocol, so as to include
computer data information. The carrier wave can be, for
example, a direct current, an alternating current, or a pulse
chain. In modulation of the carrier wave, 1t may be processed
in such a way that 1ts amplitude, frequency, or some other
property varies so as to embody data for transfer.
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FIG. 2 1s a block diagram 1llustrating the N-Tier archi-
tectural structure of system 200 for hosting one or more
DCEs according to the present invention. In FIG. 2, system
200 comprises a number of tiers, namely a switch tier 203,
a web tier 205 usability tier 207, middleware tier 209,
application logic tier 211 and data center tier 213. One or
more of the tiers are implemented using software (propri-
ctary or third-party), or hardware or a combination thereof.
Switch tier 203 includes a router 217 for routing data packets
through the network, a firewall 218 and a load balancer 219
for balancing the load on web tier 205. The load balancer
219 ensures that each of the web servers 1n the web tier 205
receives roughly equal amounts of load and 1f one of the web
servers goes down (1.e., becomes moperable) the trailic 1s
routed to other web servers 1n the web tier 205.

Exemplary load balancer 219 uses IP packets based
load-balancing. Of course, one having ordinary skill 1n the
art would appreciate that any other load balancing scheme
may be used without aflecting the nature of the switch tier
203 or any other tier. Router 217 may be a Cisco 7200
Series™ router available from Cisco, Inc.®, or alternatively,
router 217 may be any other suitable type of router, or an
equivalent device that provides substantially the same func-
tionality. Web tier 205 comprises one or more web servers
such as a Linux box running an Apache web server, for
example, or other comparable type web servers. Usability
tier 207 provides various services mcluding load balancing
(for the app-servers), billing, session management, security
(SSL), and fault tolerance. SSL refers to Secure Socket
Layer, which 1s a protocol developed by Netscape for
transmitting private documents via the Internet.

Middleware tier 209 contains one or more application
servers 221, 223 and a module 2235 for implementing look up
event and services. The primary function of the middleware
tier 1s to delegate requests to specific services that are
responsible for specific actions. For instance, these actions
may involve accessing the database, accessing the storage,
or accessing a computing device. The processes running on
the application servers 221 and 223 make such delegation
decisions and are further illustrated in FIG. 3. BEA
WebLogic™ servers running on a Solaris® platform, for
example, or the like are suitable to implement application
servers 221 and 223.

Since one or more of the services in the Application logic
tier 211 may be replicated and be running on independent
physical machines, they need to be “looked-up™ for avail-
ability. Using such a lookup service will allow the services
in the Application logic tier 211 to be started or shut down
asynchronously. That 1s, the starting or shutting down of the
services related to logic tier 211 need not be synchronized
with the processes on the application servers 221 and 223.
For instance, increasing the number of Linux boxes—as
capacity devices in Data Center tier 213—may require
increasing the number of Linux device services, and this can
be done without the knowledge of the application server(s)
by automatically replicating the Linux device services and
notifying the lookup service. In addition, the services in the
Application logic tier 211 may have to provide notice of
events (such as a storage unit 1s full, or there are no more
Linux boxes available) to the application servers 221 and
223. Such notification can be done through Lookup/Event
services. Lookup/Event services can be provided through
Sun Microsystems” Jim1 software layer, for example. Of
course, other implementations of the lookup/event services
using proprietary or third party software are possible.

Application logic tier 211 provides a variety of operating
systems device services such as Windows 227, Linux 229,
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Unix 231 device services. These device services are respon-
sible for managing physical devices available 1n the data
center tier 213. User management service 233 1s 1mple-
mented within application logic tier 211 and establishes and
maintains each user’s configured virtual machines within a
DCE. Such information is stored in the database associated
with the application logic tier 211. Data center tier 213
includes various operating system platforms and processors,
also selectable by the user. Data center tier 213 also includes
networking and storage resources as well. Although not
shown, one of ordinary skill in the art will realize that one
or more of the aforementioned tiers and components therein
can be implemented using third party providers, dedicated
custom modules or software and hardware or a combination
thereof.

FIG. 3 1s a block diagram illustrating an embodiment of
the present invention. Exemplary system 342 1s configured
to host and administer a DCE and FIG. 3 shows the
component architecture of the system 342 rather than the
layering architecture shown in FIG. 2. As shown, exemplary
system 342 1s communicatively coupled through both an
Internet 307 and a client network 302 to a client 301. Web
server 309, although optional, 1s depicted mn FIG. 3 to
provide a web-based interface for realizing this communi-
cative coupling. Although only one client 301 1s shown, 1t
should be understood that the system 300 could include
many clients 301.

Firewalls 303 and 305 maintain security within the client
network 302 and the system 342, respectively. In the exem-
plary configuration shown in FIG. 3, a web server 309 1s
coupled between the Internet 307 and the system 342.
Exemplary web server 309 could be any commercially
available web server machine and/or software that supports
Java Servlets and JSP (Java server pages). Web server 309
uses the servlets and the JSP pages to receive requests from
any web client, such as a browser, and forward such requests
to the application server 311, and return the results from the
application server 311 to the client 301. The web server 309
communicates with the application server 311, for example,
using an XML-based interface programming language. This
language provides complete separation of the functionality
of the system from the presentation aspects of the system as
viewed by a user at the user interface of the client 301. A
person having ordinary skill in the art of data processing
would appreciate the use of XML, or other suitable lan-
guages, to practice the present invention.

The connection between client 301 and web server 309
may either be, for example, a secure or an msecure connec-
tion. For instance, the connection may use the Secure Socket
Layer (SSL) protocol to ensure security of the data trans-
mission between client 301 and web server 309. If an
embodiment of the invention were to be used inside the
secure boundaries of an organization, then a secure connec-
tion would be redundant. Secure boundaries include closed
networks, such as internal L ANs, that are not accessible to
public networks.

Exemplary web server 309 could include two or more
web servers 309 for providing a proportionate number of
clients 301 with user access to each of their DCEs. In
another embodiment, the web server 309 can be removed
from the system 300 and 1f necessary, replaced with a
proprietary user interface. For example, a third-party pro-
vider, such as a data center, need not require a web server
309 to access or use the administrative framework. An
example of such a proprietary user interface is a native
application on the client computer 301, which {facilitates
user 1nteraction with the system 342 using program scripts.
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According to a specific embodiment of the present inven-
tion, the system 342 includes application server 311, a data
repository 345, and resource infrastructure clements 344.
Application server 311 operates to present to a user at a
client 301 methods to create a DCE, methods to allocate
physical resources required for a DCE, and methods to
manage and to interact with a DCE as well as 1ts compo-
nents. Resource infrastructure elements 344 provide the
physical resources, such as computing devices, storage
devices, etc., and their control processes, which include
operating systems, storage management soltware, etc. In one
embodiment of system 342, application server 311, data
repository 345, and the resource infrastructure elements 344
might reside 1n a single network, or might reside 1n separate
networks. In a specific embodiment of the present invention,
application server 311 includes at least a session manager
331 and a device service manager 333.

In another embodiment, application server 311 also
includes accounts manager 329, subnet manager 323, stor-
age service manager 335, asset manager 327, license man-
ager 341, device manager 337, configuration manager 343
and boot manager 339. Although not shown, one having
ordinary skill 1in the art would understand that each of the
alorementioned features are operably disposed 1in one or
more servers within a distributed environment. That 1s, each
of the managers need not reside 1n a single application server
311, but rather might be operably disposed over two or more
machines. Also, more than one application server 311 might
be used as part of a system 342.

Application server 311, for example, 1s any commercially
available machine and application server software that sup-
ports Enterprise Java Beans (EJB) and Java Data Base
Connectivity (JDBC). One such application server might be
a BEA Weblogic server (1.e., software) running on a Solaris
Sparc server (1.., computing device). As a further example,
the managers of the application server 311 are configured to
operate as EJB components for handling specific aspects of
the functionality of system 342. It should be understood that
any other suitable software, whether commercially available
or proprietary, also might be used 1n place or in conjunction
with EJB server software.

Session manager 331 1s configured to operate as an
intermediary between client 301 and the components of the
application server 311. Exemplary session manager 331 1is
configured to communicate with each of the other managers
and components within the application server 311 and
operates to manage each session for each of the clients 301.
A session 1s the period of time from the user logging 1n to
the user logging out, for a given user under a given account.
In one embodiment, session manager 331 functions to route
requests from the client 301 to the appropriate manager to
perform the requested task. Session manager 331 uses, for
example, a Java session bean to handle client requests. A
“bean’ as described herein refers to a component, which 1s
a reusable program building block that can be combined
with other components 1n the same or other computers 1n a
distributed network to form an application.

Not only does session manager 311 coordinate the flow of
information communicated between web server 309 and the
application server 311, the session manager 311 monitors
and archives the activities of each of the users at client 301
for any given session. The session manager also handles
verification of the user’s capabilities to perform any given
action. For example, a session manager 331 coordinates
information related to the user, the capabilities of the user,
machine configurations associated with the user’s account,
as well as commands to open windows on machines or to
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shut down machines. Although information flowing from the
session manager 311 includes configuration state informa-
tion, acknowledgments, errors, etc., a typical session man-
ager 331 performs little or no computations and has no state.

Accounts manager 329, which 1s sometimes referred to as
a user manager, 1s configured to communicate with the
session manager 331 and operates to create, maintain and
remove all user account information specific to each user at
one or more clients 301. Such information includes the login
name, password, user name, email address and the autho-
rized activities for each of the users. It will be apparent to
one of ordinary skill in the art that such information may be
stored 1n any type of data structure known in the art, and
turthermore, any additional information fields may be added
to a user account as proves necessary.

License manager 341 1s configured to communicate with
the session manager 331 and operates to create, maintain and
remove the licenses associated with each of the activated
operating systems and applications used by the system 342.
For example, each operating system has a maximum number
of licensed uses associated with it and the license manager
341 prevents the system and 1ts admimstrative framework
from allocating licenses exceeding this maximum number.
Each license as managed by license manager 341 1s repre-
sented by data implemented as an entity bean, for example.

Asset manager 327 1s configured to communicate with the
session manager 331 and operates to create, maintain and
remove a data structure including data representing the
information regarding the physical resources that are part of
the resource infrastructure elements 344. Asset manager 327
monitors the use and assignment of soft assets, such as IP
addresses, operating systems (by license) and application
soltware (by license), to hard assets, such as computers and
network/sub-network switches, without handling or assign-
ing assets directly.

In one embodiment, the asset manager 327 receives
information from the session manager 331 based on actions
performed by a user at client 301, or by events which were
triggered by such actions. An example of such an event 1s
when a user 1s assigned a computer (1.e., computer 1D
number) from the pool of resource infrastructure elements
344. The session manager 331 conveys such information to
the assets manager 327, and the asset manager responds by
reserving such a computer and removing 1ts ID from the pool
of available computing resources. Another example of an
event 1s when a user account associated with a client 301 1s
closed, all the computer IDs associated with such an account
are released so that the computers are added to the pool of
available assets. Session manager 331 therealter requests
that the account manager 329 remove the corresponding
account information.

Configuration manager 343 1s configured to communicate
with the session manager 331 and operates to create, main-
tain and remove a data structure of data representing the
information regarding all the DCEs currently administered
by system 342. Some of the DCEs may be wvirtual 1.e.,
physical resources required for a DCE may not have been
allocated yet. For each DCE, configuration manager 343
also maintains 1ts network configuration and the configura-
tion of each virtual machine 1n the DCE with respect to its
operating system and application soltware associated with
the virtual machine. Configuration manager 343 also creates
or removes the configuration information when a DCE 1s
created or removed by the user.

For example, 1f a user at client 301 creates a DCE
including two Sun Sparc-based machines coupled to several
high capacity storage devices, the configuration manager
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will create a database entry to store the physical computer
IDs associated with the virtual Sun machines and the storage
device IDs associated with the virtual storage device or
devices. The DCE, for example, 1s represented as a virtual
sub-network, or subnet, and 1s associated with a collection of
disjoint root subnets and nested subnets, which include the
virtual machines and storage devices. Although the virtual
subnet presented to the user at client 301 1s a collection of
virtual computing devices (e.g., virtual machines, computer
devices, storage devices or any other allocable device or
resource 1n the DCE) under a single virtual subnet, each of
the physical machines and storage devices need not be
associated with a physical switch, as 1s the case in typical
subnets used 1n conventional computing environments.

Device services manager 333 functions as an intermedi-
ary, between the session manager 331 and the resource
inirastructure elements 344. Device services manager 333 1s
configured to communicate with various managers, such as
subnet manager 325, storage manager 335, device manager
337, and boot manger 339. Such managers are used to
communicate with the resource infrastructure elements 344
to control the physical resources associated with the virtual
computing devices. Device services manager 333 1s electri-
cally coupled to the session manager 331 and each of the
various managers to recerve control signals from the session
manager 331 for activation to control the various managers.

Thus, the device services manager 333 coordinates all
requests for the physical devices within the resource infra-
structure elements 344, such as computing devices, network
devices or storage devices. Device services manager 333 i1s
responsible for setting up, shutting down and accessing
physical devices. Session manager 331 redirects all permis-
sible requests that involve access to one or more physical
devices to the device services manager 333 so 1t can delegate
one or more actions, depending on the request, to one of the
following: the subnet manager 325, the storage manager
335, the device manager 337, or the boot manager 339. Also,
similar to the session manager 331, device services manager
333 has no state, and its primary purpose 1s to coordinate
operations between other managers, such as the subnet
manager 325, the storage manager 335, the device manager
337, and the boot manger 339.

Device services manager 333 further operates to commu-
nicate with boot manager 339 to both allocate and de-
allocate, or free, IP addresses for the physical machines.
Device services manager 333 also imitiates and controls
mounting and unmounting the shared persistent storage on
the physical devices and machines by communicating and
coordinating such actions with storage manager 335.

Device service manager 333 further serves as itermedi-
ary when a user tries to access the console of a specific
computing device. Access to a computing device can be
enabled by using a VINC viewer, for example, a viewer using
the Remote Frame Bufler (RFB) protocol. Virtual Network
Computing (VNC) viewer 1s third party software which can
be used, 1n one embodiment, for providing console terminal
access to a computing device which 1s part of the DCE. Such
a viewer 1s used to display the screen of a computing device
when the user chooses to “open a terminal” for a device in
the DCE. VNC viewer 1s but one way of providing such
access and other software, whether proprietary or from a
third-party vendor, can be used for this purpose. Such
soltware may use the RFB protocol or another appropriate
protocol depending on the device being accessed and the
device used for accessing it.

Also, device services manager 333 imitiates and coordi-
nates installing and uninstalling applications and operating,
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systems on select physical machines and devices allocated
for a DCE. In the case where device service manager 333
performs the installs and uninstalls of software, the device
service manager 333 sends such information to the license
manager to update the number of licenses 1n use. Addition-
ally, although not shown, one of ordinary skill 1n the art will
realize that one or more functions performed by the device
service manager 333 may be separated mnto either sub-
managers, or as other service layers consistent with the spirit
and scope of the present invention.

Storage manager 335 operates to keep create, maintain
and remove shared storage in each user’s session, as mnitiated
by session manager 331 and controlled by device service
manager 333. Storage manager 335 allocates storage for a
virtual subnet and mounts, or unmounts, this storage on all
ol the physical machines associated with the subnet. Storage
manager 335 1s configured to communicate between device
service manager 333 and respective physical devices and
machines of the resource infrastructure elements 344. In one
embodiment, the interfaces between storage manager 335
and the device service manager 333 are each implemented as
a session bean.

Device Manager 337 1s configured to recerve instructions
from device services manager 333 and is further configured
first to allocate or to de-allocate one or more physical
machines or devices within resource infrastructure elements
344, and then second, to assign one or more of these
machines as virtual machines selected and managed by
configuration manager 343. For instance, when a user
requests ten Windows NT computers, the device manager
337 first verifies whether ten physical Windows NT com-
puter devices within the physical infrastructure elements 343
are available, and then second allocates such machines to a
particular DCE.

Device manager 337 also operates to install the proper
operating system on one or more physical machines when
the device service manager 333 requests the particular
physical machine with a particular operating system (1.e.,
includes one of many versions of soitware). Device manager
337 further functions to return a machine into a free pool
when released by the device service manager 333. In addi-
tion, 1f an actively assigned physical machine crashes,
device manager 337 informs the device services manager
that such a crash occurred. It should be noted that the
interface between the device manager 337 and the rest of the
other managers or the physical infrastructure elements 343
of the DCE system 342 1s implemented as a session bean.

Boot manager 339 1s configured to receive instructions
from device service manager 333 and 1s further configured
to provide instructions to one or more boot servers within the
physical inirastructure elements 343. Boot manager 339
functions to retrieve and assign, or to iree, IP addresses
associated with physical machines. For example, the boot
manager 339 allocates an IP address for a physical machine
before 1t 1s started up (1.e., booted up) and frees the address
alter the machine shuts down.

Subnet manager 325 1s configured to receive delegated
instructions from the device service manager 333 and oper-
ates to allocate or de-allocate a subnet. A subnet 1s a portion
ol a network that shares a common address component, but
need not share common physical network devices, such as
switches. On TCP/IP networks, subnets are defined as all
physical devices and machines whose IP addresses have the
same prefix. For example, all physical devices with an IP
address starting with 100.100.100 would be part of a single
subnet. The present mvention may use other networks
instead of TCP/IP networks and hence other means of
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defining a subnet. Dividing a network 1nto subnets 1s useful
for both securnity and performance reasons, as 1s the case
with the present mnvention.

Each of the managers included in application server 311
are configured to communicate data and mstructions for
tetching, storing and updating information stored in reposi-
tory 345. For example, account manager 329 1s coupled to
exchange information with the accounts database 350 and
stores user mformation for account manager 329. Assets
manager 327 1s coupled to exchange information with the
assets data base 352 for storing, updating and fetching data
representing the status of physical assets, as determined by
assets manager 327. Configuration manager 343 1s coupled
to device configuration database 354 for storing, updating,
and fetching data representing the status of configuration
information associated with the DCEs supported by the
system 342.

License manager 341 1s coupled to license database 356
for storing, updating and fetching data representing the
status of licenses associated with operating systems and
application software related to the configured wvirtual
machines. Subnet manager 325 1s coupled to subnet data-
base 358 for storing, updating and fetching data representing,
the physical machines and network devices associated with
cach virtual subnet. Each database and 1ts constituent data
structures and data within repository 345 might be separated
and configured as mdependent databases.

The databases described above might be a single Oracle
database or might comprise several Oracle databases. In
another example, these databases use a database server
running SQL 7.0 database server software by Microsoit and
hosts additional databases each serving specific functions.
Each of the managers of application server 311 are config-
ured to use Java beans to encapsulate database tables, so that
the components can access and update the data structures
(1.e., tables) of data repository 343 through these beans. The
beans used by the managers included 1n application server
311 connect to these databases through the Java Data Base
Connectivity (JDBC) protocol. Of course, as one skilled 1n
the art would appreciate, these managers can use other
means of connectivity and/or encapsulation to communicate
with the databases. Furthermore, the data structures of each
of the databases are those most suitable for practicing the
present invention, as one skilled 1n the art would appreciate.

Resource infrastructure elements 344 include physical
resources as well as resource handlers (i.e., physical
resource managers ). Physical resources include one or more
network switches 360, one or more storage devices/storage
servers 362, and one or more capacity devices 364 (1.e., PCs,
PDAs, etc.). Resource handlers include specific daemons to
control the physical resources: boot daemons 367, device
daemons 365, storage daemons 363, and subnet dacmons
361. For example, a Jin1 interface 1s used to discover and
lookup these specific daemons, which handle associated
physical devices. Each of the daemons and their respective
processes register themselves with a Jini registry so that the
daemons and their respective processes can be discovered/
looked-up remotely on demand. For instance, when the boot
manager 339 tries to boot a computer of capacity device 364,
it needs to locate a boot daemon 365, which maintains
information regulating the state of the computer to boot the
specific computer.

One or more boot daemons 367 are daecmon process
running on a boot server 366, which typically 1s a Linux
machine. When a boot manager 339 receives a boot request
it locates the boot daemon 367 corresponding to the machine
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of capacity device 364 to be booted and then the boot
daemon 367 reboots the specific machine of capacity device
364.

Storage daemon(s) 363 are daemon processes running on
one or more storage servers 362, which are typically Sun
Sparc servers controlling a RAID storage unit. A RAID—
Redundant Array of Inexpensive Disks—storage unit 1s a
reliable storage medium consisting of an array of disks such
that every bit of data 1s stored redundantly as multiple copies
within the array. The storage 1s used for storing all software
and data required to support the computing devices 1n all the
DCEs hosted by the system 342.

Subnet daemon(s) 361 are daemon process running on a
Linux machine and are responsible for communicating to
one or more network switches 360. When a request for
subnet allocation 1s received by the subnet manager 325, it
delegates the request to one of the subnet daemons 361
depending on availability. The switches control the physical
subnet connections allocated for each subnet in each DCE.

Although the present mnvention has been discussed with
respect to specific embodiments, one of ordinary skill 1in the
art will realize that these embodiments are merely 1llustra-
tive, and not restrictive, of the invention. The scope of the
invention 1s to be determined solely by the appended claims.

What 1s claimed 1s:

1. A system to provide a dynamic computing environment
to a user, the system comprising:

a session manager configured to accept user mputs;

a configuration manager coupled to the session manager,

wherein

the configuration manager generates an association
relating at least one virtual resource to at least one
physical resource, the configuration manager main-
tains information identifying a configuration of the at
least one virtual resource included in the dynamic
computing environment, and

the information identifying the configuration of the at
least one virtual resource comprises information
identifying one or more computer programs associ-
ated with the at least one virtual resource; and

a device manager, wherein the device manager allocates

the at least one physical resource as the at least one

virtual resource within the dynamic computing envi-

ronment, wherein the device manager also installs the

one or more computer programs on the at least one

physical resource;

wherein the user has access to interact with the
dynamic computing environment including the at
least one virtual resource and the at least one physi-
cal resource.

2. The system of claim 1, further comprising a device
services manager coupled to the session manager, wherein
the device services manager i1s configured to provide an
interface between the session manager and the at least one
physical resource.

3. The system of claim 2, wherein the interface 1s coupled
to a manager of the at least one physical resource to
coordinate a function to be performed by the at least one
virtual resource, wherein the interface 1s under control of an
interface computer program.

4. The system of claim 3, wherein the manager of the at
least one physical resource 1s a sub-net manager.

5. The system of claim 3, wherein the manager of the at
least one physical resource 1s the device manager.

6. The system of claim 3, wherein the manager of the at
least one physical resource 1s a storage manager.
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7. The system of claim 1, wherein the at least one physical
resource 1s a physical computing device.

8. The system of claim 7, further comprising a boot
manager coupled to the device services manager, the boot
manager configured to initialize the physical computing
device.

9. The system of claim 1, wherein the association relating
the at least one virtual resource with at least one physical
resource remains for a period of time.

10. The system of claim 9, wherein the user determines
the period of time.

11. The system of claim 1, further comprising a sub-net
manager coupled to the device services manager, the sub-net
manager configured to manage a virtual sub-network asso-
ciated with a wvirtual network, wherein the wvirtual sub-
network includes a virtual resource associated with a physi-
cal resource.

12. The system of claim 11, wherein the sub-net manager
1s configured to manage two or more virtual sub-networks.

13. The system of claim 1, further comprising a storage
manager coupled to the device services manager, where the
storage manager 1s configured to manage one or more
physical storage devices, wherein the storage manager pro-
vides a virtual storage to store data from the at least one
virtual resource.

14. The system of claim 1, wherein the dynamic comput-
Ing environment comprises:

a first virtual resource configured as a client, wherein the

first virtual resource 1s a first virtual computing device;

a second virtual resource configured as a server, wherein
the second virtual resource 1s a second virtual comput-
ing device, the second virtual computing device
coupled to exchange information with the first virtual
computing device; and

a virtual sub-network including the first and the second
virtual computing device;

wherein the user has access to the client, the server, and
the information exchanged.

15. The system of claim 14, wherein the user has access
to both the client and the server to verily proper execution
of a computer program.

16. The system of claim 1, wherein the dynamic comput-
Ing environment comprises:

a first virtual resource configured as a first virtual com-
puting device, where the first virtual computing device
1s associated with at least one physical computing
device;

a first virtual sub-network including the first virtual com-
puting device;

a second virtual resource configured as a second virtual
computing device, where the second virtual computing
device 1s associated with at least one physical comput-
ing device; and

a second virtual sub-network including the second virtual
computing device, where the first virtual sub-network
and the second virtual sub-network are configured to
exchange information between the first virtual comput-
ing device and the second virtual computing device,

wherein the user has access to both the first and second
virtual computing devices within the first and second
sub-network, respectively.

17. The system of claim 1, further comprising an account
manager coupled to the session manager, where the account
manager 1s configured to manage data representing a user
account, where the user account 1s associated with the user.

18. The system of claim 1, further comprising a license
manager coupled to the session manager, where the license
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manager 1s configured to manage data representing the use
of at least one license associated with the one or more

computer programs.

19. The system of claim 1, further comprising an admin-
istrative database configured to exchange information with
cach of the managers, where the administrative database 1s
configured to store information exchanged with at least one
of the managers.

20. The system of claim 1, wherein the configuration
manager maintains a description of one or more virtual
resources.

21. The system of claim 1, wherein the at least one virtual
resource 1s a virtual computing device.

22. The system of claim 1, wherein the at least one virtual
resource 1s a virtual computing peripheral.

23. The system of claim 1, wherein the at least one
physical resource 1s a physical computing peripheral.

24. The system of claim 1, wherein the at least one virtual
resource 1s associated with two or more physical resources.

25. The system of claim 1, wherein two or more virtual
resources are associated with the at least one physical
resource.

26. The system of claim 1, further comprising a web
server coupled to the session manager, wherein the web
server accepts user requests and forwards the requests to the
SE€SS101 manager.

27. The system of claim 1, wherein at least one of the
computer programs associated with wvirtual computing
devices 1n the dynamic computing environment includes an
operating system computer program.

28. The system of claim 1, wherein at least one of the
computer programs associated with wvirtual computing
devices 1n the dynamic computing environment includes an
application computer program.

29. The system of claim 1, further comprising a network
coupled between the user and the system.

30. The system of claim 29, wherein the network 1s the
Internet.

31. A method for providing a dynamic computing envi-
ronment to a user, where the dynamic computing environ-
ment 1s responsive to an mput from the user, the dynamic
computing environment having one or more virtual com-
puting devices and one or more computer programs associ-
ated with each of the one or more virtual computing devices,
the method performing on a user computer system ncluding
a processor coupled to a memory, a user iput device and a
display, wherein the user computer system 1s configured to
communicate with the dynamic computing environment, the
method comprising:

accepting one or more user inputs;

creating a first virtual computing device based upon a first
subset of the accepted user inputs;

configuring at least one of a plurality of physical com-
puting devices to operate as the first virtual computing
device;

associating the one or more computer programs with the
first virtual computing device based upon a second
subset of the accepted user inputs, wherein the com-

puter programs are operably disposed within at least
one of the configured physical computing devices;

generating a virtual network based upon a third set of user
inputs; and
configuring the first virtual computing device to reside 1n

the virtual network based upon a fourth set of user
inputs;
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wherein the virtual network provides the user with access
to at least one of the one or more computer programs
executed and to the first virtual computing device.

32. The method of claim 31, further comprising:

creating a second virtual computing device based upon a
fifth subset of the accepted user inputs;

coniiguring another physical computing device to operate
as the second virtual computing devices; and

associating another one or more computer programs with
the second virtual computing device based upon a sixth
subset of the accepted user inputs, wherein the another
computer programs are operably disposed within at

least one of the another configured physical computing
devices:
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generating a second virtual network based upon a seventh
set of user inputs; and

configuring the second virtual computing device to reside
in the virtual network based upon a eighth set of user
inputs;

wherein the second virtual network provides the user with

access to each of the another computer programs
executed and the second virtual computing device.

33. The method of claim 31, wherein the first and the
second virtual network are the same virtual network.
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