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METHOD AND APPARATUS FOR
CUSTOMIZING SOFTWARE

CROSS REFERENCE TO RELATED
APPLICATIONS

None.

BACKGROUND OF THE INVENTION

1. Field of the Invention

This invention relates generally to the field of utility
soltware, and more particularly relates within that field to
improved product release software which, at least, prepares
customer-soitware to be automatically customizable by the
customer at runtime.

2. Description of Prior Art

Before discussing prior art to the present invention, to
place 1t 1n context refer to FIG. 1. There 1s depicted a
software “field” showing three basic divisions of software:
(1) Firmware or BIOS (Basic Input/Output System); (2)
Operating System soltware; and (3) Applications software.
The relationship of these various software categories to each
other 1s generally suggested by their respective juxtaposi-
tions 1n the diagram. The firmware (BIOS) software 1s
needed to get a computer system “booted-up” or turned on.
The operating system runs on top of the BIOS and 1s needed
to bring that computer system to “life”, to enable it to run or
operate—kind of the lifeblood of the computer system. The
application software runs on the operating system software,
and directs that computer system in a particular task of
interest. A detailed discussion of each of the entries on the
software field 1s not undertaken herein as each entry 1s
self-explanatory. This software field 1s not complete and
other soitware entries could have been made, known by
names such as: daemons, processes, threads, API, sockets,
algorithms, data structures, etc. Each of these other software
names has special meaning in the software arts. Software
depicted 1n FIG. 1, this other software, and yet other
software not mentioned can all have a role to play 1n
producing and controlling an operational computer by func-
tionally-interconnecting with each other and with the com-
puter system’s firmware and hardware in a concerted effort
to manage or control overall computer system operation in
a manner to provide the result desired by the computer
system human user. The present invention relates to a
category of applications software known as “utilities” which
1s shown 1n FIG. 1, and relates to a particular type of utility
software known as product release software—software
which aids 1n readying or producing other software for
consumer or customer usage on or within the customer’s
computer system.

Although the categories of application software are shown
in the field as being 1solated from each other for purposes of
clarity of presentation, that 1s not necessarily the case. For
example, the product release soiftware within the utilities
category 1s shown separated from the other categories of
applications soltware, but it relates closely to the Tools
category and could have been shown within or connected to
that category under the more generic heading of a tool used
to manage memory or storage such as disk arrays.

As 1s understood by those familiar with the computer arts,
a human language such as English 1s used by programmers
or soltware developers to create “files” and put commands
and code 1n those files. These source code files are compiled
by a compiler program into binary language understandable
by the computer. There may be many source code files and
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cach needs to be compiled. The compiled source code 1is
called an object file. In order to construct a program one
needs to combine or link all of the object files 1into a single
file called the executable or binary file by way of a linker
program. Not all of the object files contained in the execut-
able or binary file are intended to be executed, although such
non-executable files can remain within the binary file. Alter-
natively, some of the object files which were not intended to
be executed can be combined by the linker into a different
file such as a library file.

With any discussion focused primarily on computer pro-
gramming and software, one could lose sight of ultimate
computer system operation: regardless of size or complexity
of the computer system or computer system network, includ-
ing multiple layers of software, mn every system electrons
ultimately tlow over conductive paths and through electrical
nodes 1n a manner such that for every digital subsystem the
nodes are either at a high voltage (high) or low voltage (low)
at any given clock cycle (snapshot in time), and there could
be multiple clocks. It 1s the controlling of each of these
nodes or circuit-component-junctions, (e.g.: junctions
between 1ndividual resistors and capacitors, junctions
between individual transistors’ emitters, bases or collectors
and other active or passive circuitry, etc.), which may
number possibly 1n the billions or even trillions per com-
puter system when considering the huge number of inte-
grated circuits that can be employed, to be either high or low
at any specific point 1n time, and the controlling of how each
one of these nodes changes from high to low and vice versa,
which 1s the job of the various pieces of software on the
computer system working in concert with each other. This
concerted effort produces the desired result for the human
computer user.

The prior art to the present invention includes utility
soltware apparatus and methodology which human software
developers use at “design-time”—at the time that source
code 1s being written—to customize application software.
(Software developers typically consider the development
cycle to be divided into various “times™ such as design time
when the source code 1s written, code implementation time
when at least compiling and linking are performed, kit time
when the customer’s kit 1s prepared, ship time when the kat
and related software are shipped, and run time when the kit
and related software are run normally at the customer’s site.)
This prior art utility software becomes an integral part of the
application source code software and of 1ts compiled binary
intended for delivery to such customer-user. As an example
of an application of this prior art utility software, consider
the scenario where a computer company employs a team of
soltware developers (“team” 1s intended to mean more than
one person and can include people from the same depart-
ment or from various departments within a single company
or multiple companies) to develop graphical user interface
(GUI) software to run on its own computer systems which
it markets. Certain OEM (original equipment manufacturer)
customers purchase those systems from the computer com-
pany but prefer to incorporate their own GUI nomenclature,
(1.e. logo, splash-screen, etc.), so that when an OEM’S end
user customer runs a system purchased from that OEM the
GUI displays only that OEM’s nomenclature and not any of
the original computer company’s nomenclature.

Prior art software employed in the GUI context includes
usage ol certain resource file(s) within the source code
application software that define all visual elements or
resources. (On a computer screen, for example, the “dialog
box” 1s a resource, the “title bar” contained within the dialog
box 1s a resource, etc.) In this prior art approach, resources
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can be changed, but only directly by developers at “design
time” when the developers are constructing the software.
Resources will be changed, for example, when a different
visual look-and-feel 1s required for a diflerent customer user.
(In a specific example, a computer system and software
provider would normally have its own logo or “splash-
screen” as a visual resource that ships with the software, but
an OEM customer purchasing such soiftware and system
would normally want to substitute its own OEM logo or
splash-screen.) Because the prior art utility product release
soltware was integrated 1nto the source code of the appli-
cation software to be shipped to the customer, this entailed
rewriting vast portions of the entire application software
source code, not only the resource files, each time a new
customer wanted 1ts own new computer screen 1mage or
cach time an old customer wanted an update or revision to
its old computer screen 1image. For example, in the prior art,
the team of developers had to perform five separate steps to
accomplish customization, namely: (1) write source code

and 1imbed 1nto this code the customization requested by the
OEM/user/customer; (2) compile the source code to obtain
binary files (as discussed); (3) link the files using a linker
program (as discussed); (4) repeat steps 1, 2, 3 for every
module needed; and (35) prepare the customer’s kit installing,
the customized software onto a CD (compact disk). If any
changes were required, all steps had to be performed,
starting with rewriting the source code which 1s the most
expensive step and a major challenge.

Other prior art challenges of a similar nature appear in the
“Internationalization” arena. There are requirements for
software (computer code) written 1n one human language,
say English using the “Visual C++” computer language, to
be translated into many foreign languages and/or foreign
alphabets, such as, for example, Farci, Hebrew, Arabic,
Greek, Russian, Japanese, Chinese and others, at least at the
GUI level. In other words, English-language messages and
icons on a computer screen may not normally be understood
and therefore not normally be useful in a particular foreign
country such as Turkey where Farci 1s spoken and 1t would
therefore be very useful for a computer user/customer in
Turkey to have such GUI 1cons and other GUI resources
presented 1n Farci. In the prior art, these foreign-language
GUI resources can be changed but, again, only directly by
the developers 1n the source code at design time which
presents the challenges and problems noted above.

Moreover, 1f a soltware bug was somehow 1ntroduced 1nto
the software development process at design time from a
particular customer’s particular specifications for 1ts particu-
lar computer screen 1mage (whether such specifications are
resource-related or language-related or otherwise) but not
detected until later, perhaps not until that software was
shipped and run at that customer’s site, then, 1n the mean-
time, such a bug could also infect other related software
being customized for other customers. Resource files, for
example, containing software retlecting customer specifica-
tions are intertwined with the source code and are not
separately extractable and repairable. Thus, the only fix
available would then be to rewrite entire portions of the
source code for each and every infected customer to undo
the bug. This prior art procedure for preparing application
software for customer usage and for fixing bugs in such
soltware was and 1s a large problem for software developers.
As noted above, this prior art problem 1s particularly acute
when there are a large number of different customer-users
who each need to get theiwr application software fixed
because a particular bug 1s common to all customers’
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4

application software. In such a case, each users’ software
has to be individually rewritten which 1s a major headache.

In short, prior art disadvantages and problems arising
from the intimate relationship between application software
and these resources are derived from the following com-
plexities: (1) when resources are changed, the complete
application software has to be rebuilt and relinked; (2)
resource changes may introduce bugs to the overall appli-
cation software; and, (3) there 1s a considerable management
ellort required 11 several different resource files and appli-
cation binaries with different built-in resources have to be
maintained. What was badly needed was a solution to avoid
this waste of effort, time and money caused by the necessity
of rewriting source code and handling the complete appli-
cation when bugs or like problems arise. The present inven-
tion provides such a welcome solution, to be described
hereinbelow.

SUMMARY OF THE INVENTION

The present invention relates to an improved method
and/or apparatus for customizing application software
intended for a particular customer or user, such customer
application soiftware referred to hereinaiter as “CAS”. More
specifically it relates to software developers packaging nto
such particular customer’s CAS kit, at the end of the
soltware development cycle and prior to software-shipment,
customization-software capable of being run at “run time”
when that customer 1nstalls and first runs the CAS that was
developed and shipped to such customer.

In a first aspect of the present mnvention a default binary
or executable file, which 1n a particular embodiment utilizes
a dynamic link hibrary (DLL) dynamically linked to the
CAS, 1s established and contains a certain number of default
resources. A customized dynamic link library dynamically
linked to the CAS 1s also established and contains another
number of customized resources (less than or equal to the
number of default resources). The customized DLL need not
have any source code 1n it. A resource manager 1s provided
which the customer can employ at runtime to mitially access
the customized dynamic link library to obtain all desired
customized resources and detect unavailability of any of the
desired resources. Upon detection of unavailability of any
resource the accessing of the customized dynamic link
library 1s stopped and the accessing of the binary file or
default dynamic link library is 1nitiated to obtain the func-
tional equivalent of that unavailable resource whereupon the
accessing of the binary file or default dynamic link library 1s
halted and the accessing of the customized dynamic link
library 1s restarted. This continues until all desired custom-
1zed resources that are available 1n the customized dynamic
link library are obtained.

In another particular embodiment of the present mmven-
tion, the customized dynamic link library and the default
dynamic link library contain GUI resources, such as, for
example: a dialog box, an 1con such as a splash-screen 1con;
a bitmap, a string, etc.

In a further feature of the present invention, the custom-
1zed dynamic link library does not contain any source code
and contains only a collection of resources potentially
desired by a particular user of the application software.

In another aspect of the present invention, an improved
product-release methodology 1s provided for use, at design
time, by computer software developers developing software
product capable of subsequent customization by a subse-
quent user of the software. First, certain source code 1is
written to obtain a portion of the software 1mn an uncus-
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tomized source-code state. Then that portion 1s compiled to
obtain an uncustomized file of that portion in object code.
This source code writing and compilation process 1s
repeated until all necessary uncustomized files are obtained
in object code whereupon they are linked into a single
module. The foregoing source code writing, compilation and
linking 1s repeated until all required modules are obtained.
Then, at kit time, a kit for that subsequent user 1s customized
or prepared by packaging therein all of the required modules
along with a dynamic link library which 1s customized 1n
accordance with previously-supplied user specifications.
The library 1s dynamically linked to at least one of the
required modules and 1s accessible to the user, whereupon
the product 1s released. Thereafter, upon receipt of the
software product, the subsequent user can undertake to
customize the software at runtime.

In such other aspect, the customization undertaken at
runtime involves both a default binary or executable file
which, for example, can utilize a dynamic link library
having stored therein default information functionally cor-
responding to user iformation stored 1n the user dynamic
link library and resource manager software for automatically
selecting the user information when available but otherwise
for selecting the default information functionally corre-
sponding thereto. And, 1n this other aspect the dynamic link
libraries can contain GUI resources such as bitmaps, dialog
boxes and splash-screen icons.

It 1s advantageous to employ the present mvention in

software product development because it reduces the need
for rewriting source code for each customer or user that may
wish to have its software customized. For example, for
multiple customers requesting GUI resource customization,
cach such customer’s CAS would have the same source code
but would each have a different kit contaming a different
dynamic link library. This 1s a far more eflicient method and
means of producing customizable CAS than was previously

available.

Another advantage 1n employing the present invention 1s
obtained 1n the event of software bugs that may be intro-
duced by any customer’s specifications, where those bugs
would now be contained to that customer’s dynamic link
library and would not infect the source code. Before, 1n the
prior art method of incorporating user specifications into the

source code, contamination of the source code would result
thus affecting all users’CAS.

It 1s thus a general object of the present invention to
provide an improved methodology and apparatus for cus-
tomizing application soitware.

It 1s another object of the present invention to provide an
improved methodology and apparatus for customizing appli-
cation soitware for various OEM customers having various
specification requirements such as GUI requirements or
foreign language and/or foreign alphabet requirements.

It 1s yet another object of the present invention to provide
an 1mproved methodology and apparatus for customizing
application software which avoids the necessity of rewriting
source code because of customer-induced software bugs.

It 1s a further object of the present invention to provide an
improved methodology and apparatus for customizing appli-
cation software 1n a manner that reduces 1nefliciencies and
saves eflort, time, human and machine resources and money.

Other objects and advantages will be understood after
referring to the detailed description of the preferred embodi-
ments and to the appended drawings wherein:
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0
BRIEF DESCRIPTION OF THE DRAWINGS

FIG. 1 depicts a software “field” showing the juxtaposi-
tion of various types of software and showing the category
of software to which the present invention is related;

FIG. 2 depicts a dialog box “resource” of the type that
could be seen on a computer terminal screen including
various resources such as the edit box that appear in that
dialog box;

FIG. 3 depicts the relationship of the software of the prior
art to the GUI code 1n juxtaposition to the relationship of the
software of the present invention to the GUI code;

FIG. 4 1s a flowchart showing algorithmically how the
resource manager software of the present invention operates;

FIG. 5 depicts two dialog boxes at “run time”, one
showing the software developer’s default resources and the
other showing a generic OEM customer’s specified
resources;

FIG. 6 depicts the type of code written 1in the Visual C++
language that 1s needed to use the resource manager depicted
algorithmically 1n FIG. 4; and,

FIG. 7 depicts operation of the code of FIG. 6 showing
completion of the task for each resource prior to going to the
next resource.

DETAILED DESCRIPTION OF TH.
PREFERRED EMBODIMENTS

L1

Referring to FIG. 2 there 1s depicted dialog box resource
200 containing resources: title bar 201, label/type box 202;
edit box 203; and icon or splash-screen box 204 with icon
therein. This 1s intended to be representative of the kind of
display that a human user views on his/her computer termi-
nal and may appear 1n various contexts such as programs to
be run, empty resource boxes to be filled-in, or home pages
to be viewed and responded-to. It 1s to be understood that
other formats for dialog boxes are extant and that more
resources than those shown are available and included
within the scope of the present invention. It is to be further
understood that the expression of these GUI resources 1s not
limited to any particular computer language or operating
system. Those GUI resources as well as any other non-GUI
resource can be expressed in any application software
including but not limited to Windows, UNIX, JAVA, etc.,
whereby the present invention 1s not limited to any particular
kind of resource nor any particular kind of computer lan-
guage or operating system.

Referring to FIG. 3, graphical user interface software 1s
represented by GUI box 301 and 1s shown juxtaposed both
the standard (prior-art) graphical resource software box 302
and the present-invention-related resource manager box 303
to give a clear overview of the difference between the
architecture of the present invention and that of the prior art.
Resource manager 303 operates automatically to preferably
select OEM-customer graphical resources (which are
desired) as a function of their availability as depicted by box
305, but 11 unavailable to select the functionally-equivalent
default resource as depicted by box 304. Detailed operation
ol the resource manager soitware 1s discussed hereinbelow.

Referring to FIG. 4, a flowchart depicting operation of the
algorithm comprising the resource manager software 1s
shown and utilizes software constructs known as dynamic
link libraries. In programming terms, a library 1s generally
thought of as a large repository of related binary information
and 1s a convenient way for one programmer to provide such
information for use by another programmer. It thus contains

a large amount of code all relating to some specific job, task,
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function or usage. A static linked library, sometimes called
an archive, does not get linked to other code or programs
until a human programmer decides to cause such linkage,
but a dynamically linked library (DLL) gets linked auto-
matically to other code or programs normally at runtime
when a customer/user of CAS first runs i1t on its system.
DLL’s are also referred to as either runtime-linked or
late-linking or late-binding libraries. Typically, DLL’s are
supplied on a compact disk (CD) along with application
code (executables).

In general, in the present invention, software developers’
source code 1s excluded from the customized DLL. How-
ever, certain circumstances may arise in which the devel-
opers create certain limited source code 1n response to their
own design requirements and/or 1 response to customer
requirements which 1s essentially unrelated to the main body
of the software developers’ source code. This unrelated
source code may get included 1n the customized DLL as a
matter of convenience or design choice. Because it 1s
unrelated to the main body of source code 1t does not involve
that source code 1n any bug fixes to which 1t relates or for
which it 1s responsible.

More specifically, a particular preferred embodiment
excludes all software developers’ source code from the
customized DLL, which therefore completely de-couples
any fixes for such source code from {fixes related to the
customized DLL and vice versa. However, as noted, certain
limited categories of other types of source code could exist
in the customized DLL such as source code logic that
comprises a specific routine for a particular OEM-customer
and which has been placed 1n the customized DLL as a
matter ol convenience for such customer. An example of
such a routine would be one which controls a reset button on
a dialog box by checking host computer conditions before
making the reset button active 1 a host computer is not
talking to (reading from and/or writing to) a disk array or
making the reset button inactive 1f the host is talking to the
array. This routine, although appearing in source code form,
1s essentially functionally-unrelated to developers” source
code and to customized resources contained 1n the customs-
1zed DLL, and therefore does not atlfect the decoupling of
any fixes aflecting the customized DLL from fixes affecting
the developers’ source code.

In FIG. 4, block 401 shows that the client application
(CAS) functions 1n a manner to locate a particular resource
by 1ts 1dentification number (ID). In other words, at runtime,
the CAS supplied to the customer/user 1s run on the cus-
tomer/user’s computer system at which time a desired,
customized resource such as that particular customer/user’s
dialog box, for example, 1s requested automatically by
operation ol the solftware program because the customized
DLL 1s dynamically linked to the CAS. That particular
resource 1s 1dentified by a unique decimal number associated
only with 1t and with 1ts corresponding default resource to be
discussed below. The algorithmic process moves to decision
block 402 and determines whether or not a resource-con-
taiming DLL 1s available. If so, the algorithmic process
moves to decision block 405 to determine 1f there 1s a
resource 1n that DLL with the ID number corresponding to
that resource sought by operation of the client application in
block 401. If “ves” then the algorithmic process moves to
block 406 and obtains that resource from that customized
OEM or user DLL, and moves thereafter to block 404 where
that resource 1s returned to the client application (i.e., where,
in the example being used herein that desired resource
appears on the computer terminal as the OEM-specified
dialog box).
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As noted above use of the same ID number to identity
both the desired customized resource and the definitely-
available, functionally-equivalent default resource ensures
that at least a functionally-equivalent resource shall be
obtained in response to each request. (Accordingly, custom-
1zed resource ID#’s, if fewer than default resource ID#’s,
will necessarily be a subset of the default resource 1D#’s.)
The desired customized resource 1s expected to be found 1n
the OEM’s DLL, (sometimes written as or designated
“OEM.DLL” when working with Microsoit’s Visual C++
language and Microsoit software, although the present
invention 1s by no means limited to any specific language or
soltware type). The functionally-equivalent default resource
1s defimitely available from the default DLL (and designated
in the software development operation of the assignee of the
present imnvention as “NAVIMGR.DLL”). Accordingly, the
number of customized resources are less than or equal to the
number of default resources. In accordance with the best
mode now known for practicing the present invention deci-
mal numbers are used to i1dentily desired OEM customer/
user resources and their respective equivalents, although
other than decimal numbers could be used. For example, 1n
FI1G. 2, the reference numbers 200-204 which refer to
individual resources could be chosen to be the very decimal
numbers coded and implemented 1n the application software
to 1dentily those respective resources. As an added benefit to
assigning 1D numbers, each resource with 1ts own designa-
tion can be assigned to one or a limited number of software
developers thereby reducing the probability of other devel-
opers on the team from interfering when writing code with
respect to a particular resource. Resource number ranges can
also be usetul, because a particular class of resources, such
as dialog boxes for example, can be designated decimal
numbers within a particular range lending a semblance of
order i there are a huge number of resources of multiple
types to manage which 1s not atypical.

Returning to decision block 405, 11 the other result, “no”,
had been obtained, then the algorithmic process moves to
block 403 which represents operation of the code 1n its
obtaining the equivalent default resource from the original
application. Thereafter, the algorithmic process moves to
block 404 and returns the resource (in this instance the
default resource) to the client or OEM customer/user appli-
cation.

Returning finally to decision block 402, again i1 the other
result, “no”, had been obtained then no OEM-supplied DLL
exists and the algorithmic process moves to block 403
whereupon all resources obtained are default resources from
the default DLL and thereafter moves to block 404 and
returns the resources (in this mstance all default resources)
to the client application. The default DLL 1s dynamically
linked to the CAS. Of course this entire algorithm 1is
repeated as many times as 1s required to obtain all resources
(desired or default) needed.

Referring next to FIG. 5, there 1s shown two dialog boxes
that would be created at “run time”. The box on the left
depicts the software developer’s default resources and
would be created as 1s only 11 there 1s no user or customized
OEM.DLL or 1if it does exist and there are no desired
resources 1n 1t. That box 1s compared with the box on the
right which shows a generic OEM customer’s specified
resources which would be created as 1s, 1f every desired
resource 1s available 1n such OEM.DLL. In dialog box 500
there 1s shown title bar 501, type box 502, edit box 503 and
icon box 304 with developer’s 1con. Similarly, 1n dialog box
510 there 1s shown title bar 511, type box 512, edit box 513,
and 1icon box 514 with OEM’s 1con. The developer’s default
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DLL name shown 1n this mstance 1s NAVIMGR.DLL under
which 1s listed an example of resource ID numbers associ-
ated with their respective default resources: For example, 1D
#1 1s associated with the title bar and the default name stored
in this DLL for the title bar 1s NAVISPHERE. (These are
actual names used by the assignee of the present invention. )
By comparison, the generic OEM customer’s DLL name 1s
OEM.DLL under which 1s listed another example of
resource ID numbers associated with their respective desired
resources. For example, ID #1 1n this case 1s likewise
associated with the desired title bar and the generic desired
name stored in this DLL for the title bar 1s OEM MAN-
AGER. Without discussing them 1n detail, similar commen-
tary applies to both sets of ID#’s 2, 3, 4 and 5 shown 1n FIG.
5 under the two DLL headings shown. As earlier noted,
strings, bitmaps, edit boxes, splash-screen 1cons, etc. are all
resources 1n the GUI context, and as will be understood by
those skilled 1n this art, a team of programmers can write
code by physically typing-in at their respective computer
terminals source code in the chosen computer language, in
this case Visual C++, by using a “dialog editor”.

A dialog editor 1s another program which 1s used to
establish at design time which particular resource will be
“assigned” to which particular “string” (1.e. which ID# 1t
will have). In our example, the dialog editor 1s used to
assign: (a) “ITitle” to string ID #1; (b) “type or label” to
string ID #2; (¢) “edit box” to string 1D #3; and (d) “icon”
to string ID #4. These assignments are established for both
default resources to be stored in NAVIMGR.DLL and for all
corresponding OEM customers’ resources, and the same
ID#’s are used for their corresponding resources.

Referring next to FIG. 6, there 1s presented the actual code
needed to use the algorithm shown 1n FI1G. 4. As noted, this
code 1s written 1 Microsoit’s Visual C++ language, as a
preferred method of implementation. However, as earlier
noted, other languages could be used. For example, JAVA 1s
another language which could be used to readily implement
this code. In FIG. 6, the code shown i1s intended to be
exemplary and not necessarily complete; more code could
be shown and used to accomplish additional tasks. As those
skilled 1n the art of programming in the Visual C++ language
will understand, four lines of code are shown that specily
resource related commands and are identified by numerals
601, 602, 603, and 604. Code line 601 creates the resource
manager; code lines 602 and 603 asks the resource manager
to do work; code line 604 destroys the resource manager.
Detailed discussion of this i1s presented below. The double
slash syntax *//” signifies that what follows 1s a message or
comment for humans that explains the next line of code;
such a message or comment appears immediately ahead of
cach of the above-noted lines of code for that purpose.
Therefore, comment line 606 signifies that line of code 601
1s mntended to mnitialize the resource manager. In line of code
601 where the resource manager 1s created there 1s a pointer
to the resource manager indicated by “*pRscMgr”.

Comment line 607 signifies that line of code 602 1s to
fetch a string from the resource manager. The variable
“pRscMgr” 1s a pointer to the resource manager; the “->Get
String”” and particularly the “->” arrow syntax means: “ask
the resource manager to get the string that has a particular
name. In this case, that particular name 1s “IDS_NFX_AP-
PLICATION_TITLE” which 1s actually an ID#. In other
words, line of code 602 1s “asking” the resource manager to
fetch a particular resource with a particular ID#. And this
line of code, particularly from the arrow syntax to the end of
the line, has the property of pulling-in the subroutine or
tfunction call represented by the entire tlowchart of FIG. 4.
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Accordingly, such subroutine will first seek out the OEM/
customer resource with that ID# and, 1f available, will return
it. In our GUI context example, 1t will be used by appearing
on the computer terminal screen 1n the title bar; 1 unavail-
able, the functionally-equivalent default string will appear.
This 1s expressed by comment or message line 609.

Comment line 608 signifies that line of code 603 is to
fetch a bitmap from the resource manager. The discussion
with respect to this line of code and 1ts syntax 1s similar to
the foregoing discussion with respect to line 602 where
detailed repetition 1s not needed. However, the portion of the
code: “HBITMAP hBitmap” means “declare a variable of
type—Handle to a Bitmap—which gives a placeholder for a
bitmap. Again the subroutine of FIG. 4 1s called and 1t will
return the OEM bitmap if available in the OEM.DLL and it
unavailable will return the default bitmap. The bitmap
(erther default or desired) 1s used by its incorporation nto
the visual display on the computer terminal as a splash-
screen. This 1s expressed by comment line 609.

After the resource manager has obtained all resources
requested of 1t, 1t has to be retired. Comment line 610
signifies that line of code 604 shall deinitialize the resource
manager. Line of code 604 1s the functional opposite of line
of code 601 and contains the word “Destroy” 1n place of the
word “Create” appearing in line of code 601. As understood
by programmers skilled in this language, lines of code in
FIG. 6 shall appear 1n multiple places throughout the CAS,
possibly 1n thousands of places throughout such application
software. And each time these lines of code appear, the
algorithm of FIG. 4 1s employed to seek the desired cus-
tomized resource and in 1ts absence to supply the equivalent
default resource.

Referring next to FIG. 7, operation of code of FIG. 6
incorporating the algorithm of FIG. 4 1s depicted with
respect to an undefined number “N” of resources. Again, this
1s an exemplary presentation and 1s not itended to delimat
the present invention. At the left of the Figure, a titlebar
string resource 1s sought. Operation of the code with respect
to block 701 1s a command to get the application’s title, such
resource being represented by ID# 123; this 1s equivalent to
line of code 602 of FIG. 6. In box 702, the resource manager
algorithm 1s called 1nto play (the entirety of FIG. 4). In box
703 the result of operation of the algorithm 1s assigned to a
string variable which 1s represented i1n code line 602 by:
“CString csDisplayName”. And in box 704 somehow that
variable 1s used and 1n this case 1s used by writing the title
to the titlebar space on the computer terminal screen.

After completion of the steps mvolved 1n obtaining the
string resource, FIG. 7 shows that the next desired resource
1s sought, which in this example 1s a bit map Again,
operation of the code with respect to box 703 1s a command
to get a bit map into a dialog. In this case the resource has
ID# 456. Again, 1n box 706, the resource manager algorithm
1s called into play (the entirety of FIG. 4). In box 707 the
result of operation of the algorithm 1s assigned to a variable
which 1s represented in code line 603 by “HBITMAP
hBitmap”. And 1in box 708, somehow that variable 1s used
and 1n this case 1s used by writing a splash-screen in the
appropriate location on the computer terminal.

After the bitmap resource has been obtained, the next
desired resource 1s sought and so on until the last (the Nth)
resource 1s sought and obtained. The boxes 709, 710, 711,
and 712 function similarly to their equivalent boxes 1n the
diagram.

The present embodiments are to be considered in all
respects as illustrative and not restrictive. As noted earlier,
the present invention can be implemented in any suitable
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computer language such as JAVA or with any suitable
operating system such as UNIX. And the resources sought
need not be limited to GUI resources but can be any kind of
customized resource that 1s desired by a customer. Thus any
apparatus or methodology which customizes the CAS with
such customized resource for and by such customer at
runtime, by operating upon those resources at runtime and
which were installed at design time i1s intended to be
included within the scope of the present invention. Thus, the
scope of the present mvention 1s indicated by the appended
claims rather than by the foregoing illustrative description,
and all changes which come within the meaning and range
of equivalency of the claims are therefore intended to be
embraced therein.

What 1s claimed 1s:

1. A method to be practiced by a team of software
developers for preparing a computer software kit for unin-
stalled shipment to a particular user, said software automati-
cally customizing at runtime said method comprising the
steps of:

(a) each member of said team writing certain source code
to obtain his/her respective contribution to said soft-
ware 1n an uncustomized source code state;

(b) each member of said team compiling said respective
contribution to obtain an uncustomized file of 1ts cor-
responding contribution in object code;

(c) each member of said team linking each said obtained
uncustomized file mnto a single module containing
linked and uncustomized object code;

(d) repeating steps (a) through (c) for each said module
required to be obtamned and thereby obtaining all
required modules; and,

(¢) packaging into said computer software kit for unin-
stalled shipment to said particular user both (1) said all
required modules and (11) a dynamic link library cus-
tomized 1n accordance with a specification of said
particular user, said library being dynamically linked to
at least one of said all required modules to automati-
cally customize, by a resource manager, said all
required modules at said runtime;

wherein said dynamic link library contains GUI resources
in accordance with said specification of said particular
user.

2. The method of claim 1 and wherein said dynamic link

library excludes any of said source code.

3. The method of claim 2 and wherein said dynamic link
library contains foreign language resources in accordance
with said specification of said particular user.

4. The method of claim 2 and wherein said dynamic link
library contains non-English alphabet resources in accor-
dance with said specification of said particular user.

5. The method of claim 1 and wherein said GUI resources
include at least one string.

6. The method of claim 1 and wherein said GUI resources
include at least one bitmap.

7. The method of claim 1 and wherein said GUI resources
include at least one dialog box.

8. The method of claim 1 and wherein said GUI resources
include at least one icon.

9. The method of claim 8 and wherein said icon 1s a
splash-screen icon.

10. A method for preparing a computer software kit for
uninstalled shipment to a particular user, said software
automatically customizing at runtime, said method compris-
ing the steps of:

(a) writing certain source code to obtain a portion of said

software 1n an uncustomized source-code state:
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(b) compiling said portion to obtain an uncustomized file
of said portion 1n object code;

(¢) repeating steps (a) and (b) as many times as necessary
to obtain all necessary uncustomized files of their
respective portions in object code;

(d) linking said all necessary uncustomized files into a
single module to obtain linked and uncustomized
object code;

(e) repeating steps (a) through (d) for each said module
required to be obtained and thereby obtaining all
required modules; and,

(1) customizing said computer software kit for uninstalled
shipment to said particular user by packaging therein
both (1) said all required modules, and (2) a user
dynamic link library customized 1n accordance with a
specification of said particular user, said library being
dynamically linked to at least one of said all required
modules to automatically customize, by a resource
manager, said all required modules at said runtime;

wherein said dynamic link library contains GUI resources
in accordance with said specification of said particular
user.

11. The method of claim 10, and wherein said computer

software further includes:

(a) storing, 1n a default binary file, default information
functionally corresponding to said user information
stored 1n said user dynamic link library; and,

(b) selecting, by way of resource manager soitware, said
user information when available and said default infor-
mation functionally corresponding thereto when said
user mformation 1s unavailable.

12. The method of claim 11 and wherein said binary file

1s a dynamic link library.

13. The method of claim 12 and wherein operation of said
resource manager software 1s under control of said user at
run time.

14. The method of claim 11 and wherein said selecting
step selects said functionally-corresponding default infor-
mation by matching the ID# of said default information to
the ID# of said user information.

15. The method of claim 12, and wherein said dynamic
link library excludes any of said source code.

16. The method of claim 10 and wherein said GUI

resources include at least one string.
17. The method of claim 10 and wherein said GUI

resources include at least one bitmap.
18. The method of claim 10 and wherein said GUI

resources include at least one dialog box.
19. The method of claim 10 and wherein said GUI

resources include at least one 1con.

20. The method of claim 19 and wherein said icon 1s a
splash screen icon.

21. In a computer system, a method for customizing
application software running 1n said system comprising the
steps of:

(a) establishing a default binary file containing a first
plurality of default resources dynamically linked to said
application software;

(b) concurrently establishing a customized dynamic link
library 1n accordance with a specification of a particular
user, containing a second plurality of customized
resources dynamically linked to said application soft-
ware, said second plurality being smaller than or equal
to said first plurality;

(¢) said application software including resource manager
soltware separate from said default binary file first
accessing, at runtime, said customized dynamic link
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library to obtain a desired one of said customized
resources for further usage by said computer system;

(d) 1f said desired one of said customized resources is
available from said customized dynamic link library,
repeating step (c¢) to obtain the next desired one of said
customized resources and 1n a repetitive manner until
all desired customized resources are obtained or until
any said next desired one of said customized resources
1S unavailable:

(e) 11 said desired one or any said next desired one of said
customized resources 1s unavailable from said custom-
1zed dynamic link library thereby being an unavailable
customized resource, then said resource manager soft-
ware next accessing said default binary file to obtain a
certain one of said first plurality of default resources
being the functional equivalent of said unavailable
customized resource; and, (1) repeating steps (c), (d)
and (e) until all available said all desired customized
resources are obtained from said dynamic link library.

22. The method of claim 21 and wherein said binary file
1s a dynamic link library.

23. The method of claim 21 and wherein said second
plurality 1s a subset of said first plurality when said second
plurality 1s less than said first plurality.

24. The method of claim 21 and wherein said GUI
resources include at least one string.

25. The method of claim 21 and wherein said GUI
resources include at least one bitmap.

26. The method of claim 21 and wherein said GUI
resources include at least one dialog box.

27. The method of claim 21 and wherein said GUI
resources include at least one 1con.

28. The method of claim 27 and wherein said icon 1s a
splash-screen icon.

29. The method of claim 21 and wherein said application
soltware excludes source code.

30. The method of claim 29 and wherein said GUI
resources include at least one string, bitmap, dialog box, or
icon.

31. The method of claim 21 and wherein said next
assessing step obtains said functional equivalent by match-
ing the ID# of said unavailable customized resource to the
ID# of said certain one of said first plurality of default
resources.

32. The method of claam 21 and wherein said first
plurality and said second plurality of resources are selected
from the group consisting of foreign language resources and
non-English alphabet resources.

33. In a computer system, apparatus for customizing
application soitware running 1n said system comprising:

means for establishing a default binary file containing a
first plurality of default resources dynamically linked to
said application software;

means for concurrently establishing a customized
dynamic link library, in accordance with a specification
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of a particular user, containing a second plurality of
customized resources dynamically linked to said appli-
cation soitware, said second plurality being smaller
than or equal to said first plurality; and,

resource manager means separate from said default binary
file including first means for first accessing, at runtime,
saild customized dynamic link library to obtain all
desired said customized resources, second means for
detecting unavailability of any one of said desired
resources, third means responsive to operation of said
detecting means detecting said unavailability for stop-
ping the operation of accessing said customized
dynamic link library and for accessing said default
binary file to obtain the functional equivalent of said
one unavailable resource, and fourth means responsive
to obtaining said functional equivalent for returning
access control to said first means:

wherein said default binary file 1s a default dynamic link
library; and

wherein said default dynamic link library and said cus-
tomized dynamic link library contain GUI resources.

34. The apparatus of claim 33 and wherein said second
plurality 1s a subset of said first plurality when said second
plurality 1s less than said first plurality.

35. The apparatus of claim 33 and wheremn said GUI
resources include at least one string, bitmap, dialog box, or
icon.

36. The apparatus of claim 33 and wherein said custom-
ized dynamic link library contains no source code and
contains GUI resources.

37. The apparatus of claim 36 and wherein said GUI
resources 1nclude at least one string, bitmap, dialog box, or
icon.

38. The apparatus of claim 33 including:

means for establishing a first set of ID #’s for said first
plurality of default resources and a second set of ID #’s
for said second plurality of customized resources;

means for assigning each one of said ID #’s from said first
set to each one of said default resources respectively
and for assigning each one of said ID #’s from said
second set to each one of said customized resources
respectively and 1n a manner so that any selected one of
said customized resources with a particular function-
ality will have the same ID # as a particular one of said
default resources having functionality equivalent to
said particular functionality.

39. The apparatus of claim 33 and wherein said default
dynamic link library and said customized dynamic link
library contain resources selected from the group consisting
of non-English language resources and foreign alphabet
resources.



	Front Page
	Drawings
	Specification
	Claims

