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(57) ABSTRACT

A method and a system 1n a data processing system for
managing registers 1 a register array wherein the data
processing system has M architected registers and the reg-
ister array has greater than M registers. A first physical
register address 1s selected from a group of available physi-
cal register addresses 1n a renamed table 1n response to
dispatching a register-modifying instruction that specifies an
architected target register address. The architected target
register address 1s then associated with the first physical
register address, and a result of executing the register-
modifying nstruction is stored 1n a physical register pointed
to by the first physical register address. In response to
completing the register-modifying instruction, the first
physical address in the rename table 1s exchanged with a
second physical address 1n a completion renamed table,
wheremn the second physical address i1s located i1n the
completion rename table at a location pointed to by the
architected target register address. Therefore, upon instruc-
tion completion, the completion rename table contains
pointers that map architected register addresses to physical
register addresses. The rename table maps architected reg-
ister addresses to physical register addresses for mstructions
currently being executed, or for 1nstructions that have “fin-
ished” and have not yet been “completed.” Bits indicating
the validity of an association between an architected register
address and a physical register address are stored before
instructions are speculatively executed following an unre-
solved conditional branch.

14 Claims, 11 Drawing Sheets
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METHOD AND SYSTEM FOR MANAGING
REGISTERS IN A DATA PROCESSING
SYSTEM SUPPORTS OUT-OF-ORDER AND
SPECULATIVE INSTRUCTION EXECUTION

BACKGROUND OF THE INVENTION

1. Technical Field

The present invention relates in general to an 1improved
data processing system, and in particular to a method and
system for managing addressable registers 1n a data process-
ing system. More particularly, the present invention relates
to a method and system for controlling and monitoring a
register array 1n a data processing system that processes out
of sequence nstructions, and a method and system that
provides register content restoration upon the occurrence of
an interrupt condition or the determination that instructions

in a mispredicted branch have been executed.
2. Description of the Related Art:

The design of a typical computer data processing system
requires the establishment of a fixed number of addressable
registers, such as general purpose registers (GPR’s) and
floating-point registers (FPR’s), for the programmer to use
in designing programs for the data processing system.
Changing the number of architecturally available registers
once a system 1s available would require substantial rewrit-
ing of programs to make use of the newly added registers.

The design of computers and computer programs 1s also
based on the assumption that computer data processing
system program 1nstructions are executed by the data pro-
cessing system 1n the order in which they are written 1n the
program and loaded 1nto the data processing system. While
instructions must logically appear to the data processing
system to have been executed 1n program order, 1t has been
learned 1n an effort to 1mprove computer performance that
some 1nstructions do not have to be physically performed 1n
program order, provided that certain dependencies do not
exist with other mstructions. Further, 1f some instructions are
executed out-of-order, and one of such instructions 1s a
branch instruction, wherein a branch prediction 1s made to
select the subsequent 1struction sequence, a need to restore
the registers aitfected by instructions in the predicted branch
to their original values can occur if the branch is mispre-
dicted. In such a case, the data processing system 1s restored
to the condition before the branch was taken. The process of
ciiciently executing instructions out of order requires that
values for registers prior to the predicted branch be main-
tained for registers affected by the 1nstructions following the
branch, while provision 1s made to contingently store new
values for registers affected by instructions following the
predicted branch. When branch instructions are resolved, the
contingency of the new register values 1s removed, and the
new values become the established values for the registers.

Large processors have for many years employed overlap-
ping techniques under which multiple instructions in the
data processing system are 1n various states of execution at
the same time. Such techniques may be referred to as
pipelining. Whenever pipelining 1s employed, control logic
1s required to detect dependencies between instructions and
alter the usual overlapped operation so that results of the
instructions are those that follow the one-instruction-at-a-
fime architectural data processor model. In a pipelined
machine, separate hardware 1s provided for different stages
of an 1nstruction’s processing. When an instruction finishes
it’s processing at one stage, it moves to the next stage, and
the following instruction may move into the stage just
vacated.
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In many pipelined machines, the instructions are kept 1n
sequence with regard to any particular stage of 1its
processing, even though different stages of processing for
different instructions are occurring at the same time. If the
controls detect that a result that has not yet been generated
1s needed by some other executing instruction, the controls
must stop part of the pipeline until the result 1s generated and
passed to the part of the pipeline where 1t 1s needed.
Although this control logic can be complex, keeping instruc-
fions 1n sequence 1n the pipeline helps to keep the complex-
ity under control.

A more complex form of pipelining occurs if the data
processing system 1ncludes separate execution units.
Because different instructions have different execution times
in their particular type of execution unit, and because the
dependencies between instructions will vary 1n time, it 1s
almost 1nevitable that mstructions will execute and produce
their results in a sequence different from the program order.
Keeping such a data processing system operating in a
logically correct manner requires more complex control
mechanisms than that required for pipeline organization.

One problem that arises 1n data processing systems having
multiple executions units 1s providing precise interrupts at
arbitrary points 1n program execution. For example, 1f an
instruction creates an overflow condition, by the time such
overtlow 1s detected, 1t 1s enftirely possible that a subsequent
instruction has already executed and placed a result 1n a
register or 1n main storage—a condition that should exist
only after the interrupting instruction has properly executed.
Thus, 1t 1s difficult to detect an interruption and preserve
status of the data processing system with all prior but no
subsequent 1nstructions having been executed. In this
example, the overtlow interrupt will actually be recognized
later than 1t occurred. Other similar situations are possible in
the prior art.

Designers of some prior art data processing systems chose
to handle interrupts by allowing all instructions that were in
some state of execution at the time of the interrupt to
complete their execution as much as possible, and then take
an “imprecise” interruption which reported that some
instruction in the recent sequence of instructions had created
an mterrupt condition. This may be a reasonable way to
handle interrupts for conditions such as overflow, where
results will be returned to a programmer who will fix a
program bug or correct the mput data, and then rerun the
program from the beginning. However, this 1s an unaccept-
able way to handle interrupts like page faults, where the
system program will take some corrective action and then
resume execution from the point of interruption.

Applicant 1s aware of U.S. Pat. No. 4,574,349, 1n which
additional registers are provided to be associated with each
GPR and 1n which register renaming occurs with the use of
a poimnter value. However, this patent does not solve the
problem of precise recovery from interrupts or recovery
from 1ncorrectly guessed branches during out-of-order
execution.

In an article 1n the IBM Technical Disclosure Bulletin,
enfitled “General Purpose Register Extension,” August,
1981, pages 1404—1405 discloses a system for switching
between multiple GPR sets to avoid use of storage when
switching subroutines. Another article 1n the IBM Technical
Disclosure Bulletin, entitled “Vector-Register Rename
Mechanism,” June, 1982, pages 86—87 discloses the use of
a dummy register during instruction execution. When execu-
tion 1s complete, the register 1s renamed as the architected
register named by the instruction for receiving results.
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During execution, the register 1s transparent and this allows
for extra physical registers. However, neither of these
articles deals with the problems caused by out-of-order
instruction execution.

An article 1n the IBM Technical Disclosure Bulletin,
entitled “Use of a Second Set of General Purpose Registers
to Allow Changing General-Purpose Registers During Con-
ditional Branch Resolutions,” August, 1986, pages 991-993
shows a one-for-one matched secondary set of GPRs to hold
the original GPR contents during conditional branch reso-
lution so that such GPR contents may be used to restore the
system status 1f necessary. Conditional mode tags are used
with the GPRs to regulate status of the registers, or to restore
the original contents of the register.

SUMMARY OF THE INVENTION

It 1s therefore one object of the present invention to
provide an improved data processing system.

It 1s another object of the present invention to provide a
method and system for managing addressable registers 1n a
data processing system.

It 1s yet another object of the present invention to provide
a method and system for controlling and monitoring a
register array 1 a data processing system that processes
out-of-sequence 1instructions, and provide a method and
system that provides register content restoration upon the
occurrence of an interrupt condition or the determination
that instructions 1n a mispredicted branch have been
executed.

The present invention provides a register management
system for the addressable registers associated with the
central processing unit (CPU) of a data processing system.
The register management system provides for out-of-order
execution of instructions and includes mechanisms for pre-
cise recovery from a mispredicted conditional branch or an
interrupt condition.

The foregoing objects are achieved as 1s now described.
In a data processing system having M architected registers
and a register array that includes a number of registers
orcater than M, a first physical register address 1s selected
from a rename table 1n response to dispatching a register-
modifying instruction having an architected target register
address. The first physical register address 1s selected from
a group ol available physical register addresses in the
rename table. The architected target register address 1s then
associated with the first physical register address and a result
of executing the register-modifying instruction 1s stored in a
physical register pointed to by the first physical register
address. In response to completing the register-modifying
instruction, the first physical address in the rename table 1s
exchanged with a second physical address 1n a completion
rename table wherein the second physical address 1s stored
in the completion rename table at a location pointed to by the
architected target register address. Thus, the completion
rename table contains pointers that map architected register
addresses to physical register addresses. And similarly, the
rename table maps architected register addresses to physical
register addresses for 1nstructions currently being executed,
or for 1nstructions that have “finished” and have not yet been
“completed.” Bits showing the validity of an association
between an architected register address and a physical
register address are stored before instructions are executed
following an unresolved conditional branch. Such data bits
are available to restore the condition of the rename table to
its condition prior to the conditional branch upon determin-
ing that the conditional branch was mispredicted. Because
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instructions following a conditional branch are never com-
pleted before branch resolution, means for restoring address
pointers 1n the completion rename table to a condition prior
to the conditional branch 1s not needed. Therefore, the need
to preserve an entire table of register remapping pointers 1s
climinated by storing selected bits 1n the rename table. Head
and tail pointers 1n the rename table point to physical register
addresses available for association with newly dispatched
architected register addresses, and physical register
addresses ready for storage 1n the completion rename table
when 1ts associated instruction 1s completed.

BRIEF DESCRIPTION OF THE DRAWINGS

The novel features believed characteristic of the invention
are set forth 1n the appended claims. The i1nvention itself
however, as well as a preferred mode of use, further objects

and advantages thereof, will best be understood by reference
to the following detailed description of an 1illustrative
embodiment when read 1n conjunction with the accompa-
nying drawings, wherein:

FIG. 1 depicts a superscaler data processing system 1n
accordance with a preferred embodiment of the present
mvention;

FIG. 2 1s a high-level block diagram illustrating the
components of, and the data flow 1n, the method and system
for managing a register array 1n accordance with the present
mvention;

FIGS. 3A-3D depict various tables and table fields 1n

accordance with the method and system of the present
mvention;

FIG. 4 1s a high-level flowchart illustrating the process of
initializing tables at power on reset 1n accordance with the
method and system of the present invention;

FIG. 5 1s a high-level flowchart illustrating the process of
entering data 1n tables during instruction dispatch in accor-
dance with the method and system of the present invention;

FIG. 6 1s a high-level flowchart illustrating the process of
modifymg data i the tables during instruction execution
according to the method and system of the present invention;

FIG. 7 1s a high-level flowchart illustrating the process of
modifying data in tables during instruction completion in
accordance with the method and system of the present
mvention;

FIG. 8 1s a high-level flow chart 1llustrating the process of
modifymng data in the tables when a conditional branch 1is
resolved 1n accordance with the method and system of the
present 1nvention;

FIG. 9 1s a high-level flowchart that shows the process of
modifying data in tables upon the occurrence of an interrupt
condition 1n accordance with the method and system of the
present 1nvention; and

FIG. 10 1s a high-level flowchart showing the process of
using tables to send physical addresses to execution units in
accordance with the method and system of the present
invention.

DETAILED DESCRIPTION OF THE
PREFERRED EMBODIMENT

With reference now to the figures, and 1n particular with
reference to FIG. 1, there 1s depicted a superscaler data
processing system 1n accordance with the method and sys-
tem of the present mvention. Note that data processing
system 100 1s illustrated as a conceptual block diagram
intended to show the basic features rather than an attempt to
show how these features are physically implemented on a
chip.
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A superscaler processor 1s one that 1ssues multiple 1nde-
pendent 1nstructions into multiple pipelines allowing mul-
tiple 1nstructions to execute 1n parallel. As illustrated 1n FIG.
1, superscaler data processing system 100 includes five
independent execution units and two register files. The five
independent execution units may 1nclude: branch processing

unit (BPU) 102, load/store unit 104, integer unit 106, and
flowing-point unit 108. Register files may include: general
purpose register file (GPR) 107 for integer operands, and
floating-point register file (FPR) 109 for single-space or
double-precision floating-point operands. Furthermore, both
GPR 107 and FPR 109 may include a set of rename registers.

Instruction unit 110 contains sequential fetcher 112, dis-
patch buffer 114, dispatch unit 116, and branch processing,
unit 102. Instruction unit 110 determines the address of the
next instruction to be fetched based upon information
received from sequential fetcher 112 and branch processing

unit 102.

Sequential fetcher 112 fetches instructions from instruc-
fion cache 118 and loads such instructions into dispatch
buffer 114. Branch instructions are identified by sequential
fetcher 112, and forwarded to branch processing unit 102
directly, bypassing dispatch buffer 114. Such a branch
instruction is either executed and resolved (if the branch is
unconditional or if required conditions are available), or is
predicted. Non-branch instructions are issued from dispatch
buffer 114, with the dispatch rate being contingent on
execution unit busy status, rename and completion buifer
availability, and the serializing behavior of some 1nstruc-
tions. Instruction dispatch 1s done m program order. BPU
102 uses static and dynamic branch prediction -on unre-
solved conditional branches to allow instruction unit 110 to
fetch 1nstructions from a predicted target instruction stream
while a conditional branch 1s evaluated. Branch processing,
unit 102 folds out branch instructions for unconditional
branches or conditional branches unaffected by instructions
in progress 1n the execution pipeline.

Dispatch buffer 114 holds several instructions loaded by
sequential fetcher 112. Sequential fetcher 112 continuously
loads 1instructions to keep the space 1n dispatch buifer 114
filled. Instructions are dispatched to their respective execu-
fion units from dispatch unit 116. In operation, instructions
are fetched from 1nstruction cache 118 and placed in either
dispatch buifer 114 or branch processing unit 102. Instruc-
tions entering dispatch bufler 114 are 1ssued to the various
execution umits from dispatch buifer 114, and instructions
are frequently dispatched more than one at a time, which
may require renaming of multiple target registers according
to the method and system described below. Dispatch buifer
114 1s the backbone of the master pipeline for superscaler
data processing system 100, and may contain, for example,
an 8-entry queue. If while filling dispatch buffer 114, a
request from sequential fetcher 112 misses 1n 1nstruction
cache 118, then arbitration for a memory access will begin.

Data cache 126 provides cache memory function for
load/store unit 104. Instruction memory management unit
128 and data memory management unit 130 support
accesses to virtual memory and physical memory for both
instructions and data, respectively. Such memory manage-
ment units perform address translations and determine
whether a cache hit or miss has occurred.

Bus mterface unit 120 controls access to the external
address and data buses by participating 1n bus arbitration.
The external address bus 1s shown at reference numeral 122,
and the external data bus 1s shown at reference numeral 124.

Completion unit 136 retires executed 1nstructions from an
instruction sequencing table (IST) in the completion unit and
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updates register files and control registers. An 1nstruction 1s
retired from the IST when it has “finished” execution and all
instructions ahead of 1t have been “completed.” The 1nstruc-
tion’s result 1s made visible 1n the appropriate register file at
or after completion. Several instructions can complete
simultaneously. Completion unit 136 also recognizes excep-
tion conditions and discards any operations being performed
on subsequent 1nstructions in program order.

With reference now to FIG. 2, there 1s depicted a high-
level block diagram illustrating the components of, and the
data flow 1n, the method and system for managing a register
array 1n accordance with the present invention. As
illustrated, dispatch buifer 200 holds instructions awaiting
dispatch to an execution unit. Such instructions may contain
fields that hold op-code 202, architected target register
address 204, architected source-A register address 206, and
architected source-B register address 208.

Coupled to dispatch buifer 200 1s rename table 210. The
number of table entries in rename table 210 1s equal to the
number of additional physical registers (i.e., the number of
registers 1n the register array that 1s greater than the number
of architected registers). According to an important aspect of
the present invention, rename table 210 1s implemented with
a content addressable memory (CAM). Content addressable
memory 1s memory that allows data to be retrieved 1n
response to a match 1n one or more searched fields. Such
searched fields of rename table 210 include field 212 for
storing architected register address pointers, ficld 214 for
storing data that indicates the contents of a particular rename
table entry are valid or active, field 216 and 218 for
temporarily storing data from field 214, and field 220 for
storing physical address pointers.

Also associated with rename table 210 are a pair of
circular pointers for pointing to particular entries in rename
table 210. Such pointers are head pointer 222 and tail pointer
224. Head pointer 222 1s utilized to select the next rename
table entry to receive and store an architected target register
address from dispatch bufifer 200. Tail pointer 224 1s utilized
to point to physical address pointers that will be processed
when the instruction associated with the table entry 1s
completed. Both head and tail pointers may be incremented
by one or more counts, and wrapped around from table
entries at the bottom of the rename table to table entries at
the top of the rename table

Completion rename table (CRT) 226 is coupled to rename
table 210 and dispatch buffer 200, and stores physical
register address pointers that map architected register
addresses to physical addresses within the data processing,
system. The number of table entries in completion rename
table 226 1s equal to the number of architected registers 1n
the data processing system. To locate data that should be
stored 1n an architected register, completion rename table
226 1s addressed with the architected register address to
recall a physical register address that holds the current
contents of that particular architected register. As 1llustrated,
completion rename table 226 1s addressed by data from field
212 1n rename table 210, and architected source-A and -B
register address fields 206 and 208. Information retrieved
from completion register rename table 226 1s provided to the
execution units during dispatch and to field 220 of rename
table 210 during instruction completion.

MUXes 228 and 230 are coupled to both completion
rename table 226 and rename table 210 for receiving physi-
cal address pointers. Outputs of MUXes 228 and 230
provide physical address pointers to execution units SO that
the execution units may locate the proper input operands and
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store the result of executing an instruction in the proper
output register or target register.

MU Xes 228 and 230 also communicate data to and from
lock register 232. Lock register 232 stores information used
fo prevent execution units from using data in selected
registers, often because such data 1s not yet valid. Typically,
lock register 232 includes a single bit associated with each
register 1n the data processing system. As execution units
finish 1nstructions, and data in physical registers becomes
valid for use by other instructions, bits in lock register 232
are set to “unlock™ the use of data 1n corresponding physical
registers.

Instruction sequencing table 234 includes a field 236 for
storing an “F” bit, a field 238 for storing an interrupt
indicator, and a field 240 for storing a value that indicates the
number of registers aflected by an instruction associated
with the particular table entry.

Instruction sequencing table 234 1s loaded with data at the
table entry pointed to by dispatch pointer 242. Completion
pointer 244 1s used to retrieve information from instruction
sequencing table 234 at completion time of an instruction
having an instruction ID that 1s same as the completion
pointer value. Dispatch pointer 242 has the same value as the
mnstruction ID of instructions currently being dispatched
from dispatch buffer 200. Dispatch pointer 242 and comple-
tion pointer 244 are circular pointers that have values
ranging from zero to the highest mstruction ID 1n the data
processing system. Since superscalar data processing system
100 allows multiple 1nstruction dispatching and completion,
dispatch pointer 242 and completion pointer 244 may be
incremented by one or more counts, depending upon the
number of 1nstructions dispatched and completed 1n a cycle
respectively. Instruction IDs are numbers that are associated
with 1nstructions dispatched from dispatch buffer 200 at
dispatch time for the purpose of tracking instruction execu-
tion of multiple 1nstructions in the data processing system.

Pending branch table 246 1s used to store information that
aids recovery of various pointers and addresses once the
determination has been made that a conditional branch has
been mispredicted. Pending branch table 246 includes a
number of table entries equal to the number of speculative
branches supported by the data processing system. Fields
included 1n pending branch table 246 include: Field 248 for
storing the instruction ID of an instruction that immediately
follows a conditional branch 1n the predicted path, ficld 250
for storing branch dependency information, field 252 for
storing 1nformation that indicates the branch was taken or
not taken, field 254 for storing an instruction address of the
first 1nstruction following the conditional branch in the
branch that was not predicted, and field 256 for storing the
head pointer 222 in rename table 210 immediately preceding
the conditional branch.

Branch resolution logic 258 receives the condition code
data that the branch instruction i1s dependent on from the
execution units. Using branch dependency information
stored 1n field 250, and predicted information stored i field
252, branch resolution unit 258 determines 1f the direction
that branch processing unit 102 predicted 1s correct or
wrong. Branch resolution logic 258 sends “correct” or
“wrong” resolution signals to all execution units. If the
prediction 1s correct no corrective action 1s required. If the
prediction 1s wrong all units will abort execution of specu-
lative 1nstructions that belong to the mispredicted path. The
correct 1nstruction 1s fetched from instruction cache 118
using the mstruction address stored 1n field 254 of pending,

branch table 246.
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With reference now to FIGS. 3A-3D, there are depicted
various tables and table fields in accordance with the method
and system of the present invention. More specifically, with
reference to FIG. 3A, there 1s depicted rename table 210
having fields 212-220. Physical address pointers which are
recalled from rename table 210 are stored in field 220.
Rename table 210 1s a content addressable memory
addressed by matching information in fields 212-219. Field
212 stores architected register address pointers. Fields
214-219 store information (typically single bits) that indi-
cate the present validity, or validity at some point in the past,
of the association between architected register pointers

stored 1 field 212 and physical register pointers stored 1n
field 220.

With reference now to FIG. 3B, there 1s depicted comple-
tion rename table 226, which stores physical register address
pointers. The number of entries 1n completion rename table
226 15 equal to the number of architected registers in the data
processing system. Completion rename table 226 serves to
map architected register addresses to physical register
addresses by storing physical register addresses 1n table
entries having architected register address values. For
example, a data processing system having 32 registers will
utilize a completion register rename table 226 having 32
entries addressed zero to 31.

With reference now to FIG. 3C, lock register 232 1s
depicted. Typically, lock register 232 includes a single bit of
information for each register in the data processing system
wherein such bits indicate that in a corresponding physical
register 1s either valid and available to be used by another
mnstruction or invalid and unavailable. For example, a data
processing system having 32 architected registers and 8
additional registers will have 40 entries 1n lock register 232.

With reference now to FIG. 3D, there i1s depicted the
register file configuration in the data processing system. The
register file provides source and destination registers for all
execution units 1n the data processing system. Registers used
as source registers according to a dispatched instruction
supply data to an execution unit, and a register specified as
a destination or target register by a dispatched instruction
provides a place to store a result produced by the execution
unit. The register file 1ncludes a number of architected
registers, plus an additional number of registers to be used
according to the method and system of the present invention.

With reference now to the flowcharts for a more detailed
description of the operation of the present invention, FIG. 4
depicts a high-level flowchart illustrating the process of
initializing tables at power-on reset 1n accordance with the
method and system of the present invention. As illustrated,
the process begins at block 300, and thereafter passes to
block 302 wheremn the “head” and “tail” pointers 222 and
224 in the rename table 210 are initialized (see FIG. 2).
Typically, such head and tail pointers are set to zero during
initialization.

Next, valid bits VO, V1, and V2 (fields 214-218 in FIG.
2) are set to indicate data entries in the rename table are
inactive or invalid. Typically, such bits are set to zero. Next,
pointers 1n the completion rename table are initialized to
point to architected registers, and pointers 1n the “free list”
(ficld 220 of rename table 210, see FIG. 2) are initialized to
point to the additional registers (i.e., the registers in the array
that exceed the number of architected registers), as depicted

at block 306.

As the 1nifialization process continues, bits in lock reg-
ister 232 are set to indicate a “not locked” condition, as

illustrated at block 308. Typically, such bits are set to zero
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to 1indicate not locked. In 1nstruction sequencing table 234,
completion pointer 244 and dispatch pointer 242 are set to
the same value, as depicted at block 310. Typically, both
pointers are set to zero. Also 1n the instruction sequencing,
table, F bits 236 are initialized to indicate a “not finished”
state for each table entry, as illustrated at block 312.
Typically, such F bits are set to zero. Thereafter, the process

of mitializing tables at power-on reset ends, as depicted at
block 314.

With reference now to FIG. §, there 1s depicted a high-
level flowchart illustrating the process of entering data in
tables during instruction dispatch in accordance with the
method and system of the present invention. As depicted, the
process begins at block 320 and thereafter passes to block
322 wherein the process determines whether or not an
instruction has been dispatched. If an instruction has not
been dispatched, the process waits until an instruction has
been dispatched, as illustrated by the “no” branch from
block 322. Those persons skilled 1n the art should recognize
that more than one 1nstruction may be dispatched 1n the same
cycle. If more than one 1nstruction 1s dispatched, the process
described and 1llustrated 1 the flow charts below 1s repeated
for each instruction within the duration of the cycle 1n which
the 1nstructions were dispatched.

If an 1nstruction has been dispatched, the process begins
several tasks in parallel. In one task, an instruction ID (IID)
1s assigned to each dispatched instruction using the dis-
patched pointer, as depicted at block 324. In the instruction
sequencing table 234 at the location or table entry pointed to
by the dispatch pointer 242, the F bit 236 1s reset to indicate

that the associated instruction has not yet finished, as 1llus-
trated by block 326.

Next, the dispatch pointer 242 1s incremented to a new
value for the next instruction to be dispatched, as depicted
at block 328. Thereafter, the process determines whether or
not a branch instruction was dispatched, as illustrated at
block 330. If a branch instruction has been dispatched, the
process saves the following information i1n the pending
branch table 246: The next instruction ID 248 (i.c., the
dispatch pointer), branch dependency information 250
needed to resolve the branch, whether or not the branch was
taken, and the next instruction address 254 1if the branch was
mispredicted, as depicted at block 332. With reference again
to block 330, if a branch instruction was not dispatched, the
pending branch table 1s not modified.

In another parallel task, the process determines whether or
not the dispatched instruction modifies or changes data 1n a
register, as 1llustrated by block 334. If the dispatch 1nstruc-
fion modifies a register, the process writes the architected
target register address into the rename table CAM 212
location pointed to by the rename table head pointer 222, as
depicted at block 336. The head pomter 222 points to the
next rename table entry containing a physical register
address that 1s available for receiving a result from the
dispatched instruction.

Next, the process sets the VO bit 214 to indicate that the
assoclation or mapping between the architected register
address 1n field 212 and the physical register address 1n field
220 1s active or valid, as 1llustrated by block 338. Next, the
head pomnter 222 1s incremented, as depicted at block 340.

The process then searches other CAM entries in the
rename table for an address that matches the current archi-
tected target register address written 1nto the rename table,
as 1llustrated at block 342. If the process determines that a
matching architected register address has been found, as
depicted at block 344, the process resets the VO bit of the
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matching table entry to indicate that this table entry does not
point to the most recent data for a particular architected
register, as 1llustrated at block 346.

Following the search of the rename table and resetting the
necessary VO bits, the process stores the number of registers
affected or updated by the instruction in the instruction
sequencing table 234 at a location pointed to by the instruc-

tion ID (the current dispatch pointer), as depicted at block
348.

Referring again to block 334, if the dispatched instruction
does not modify a register, the numbering of registers
updated by the 1nstruction that 1s entered into the IST 1s zero.
In yet another parallel task, the process determines whether
or not the instruction was dispatched speculatively—that 1s,
dispatched following an unresolved conditional branch
instruction—as 1llustrated at block 350. If the instruction
was dispatched speculatively, the process saves all VO bits
214 1 the rename table 210 1n either the V1 field 216 or the
V2 field 218 (see FIG. 2), depending upon which of these
fields 1s available to temporarily store the condition of the
rename table before another speculatively branch 1s taken, as
depicted at block 352. In addition to saving the valid bits, the
process saves the head pointer 222 1n the free list pointer
field 256 in the pending branch table 246 (see FIG. 2), as
illustrated at block 254.

Once these parallel tasks have been completed, the pro-
cess of entering data 1n tables during instruction dispatch
ends, as depicted at block 356.

With reference now to FIG. 6, there 1s depicted a high-
level flowchart 1llustrating the process of modifying data in
the tables during instruction execution according to the
method and system of the present invention. The process
begins at block 360 and thereafter passes to block 362
wherein the process determines whether or not an execution
unit has finished an instruction. If an execution unit has not

finished an instruction, the process waits, as 1llustrated by
the “no” branch from block 362.

If an execution unit has finished an instruction, the
process resets the lock bit or lock bits 1n the lock register
232, wherein such bit(s) are pointed to by the physical
address pointer associated with each finishing instruction
that writes to a rename register, as illustrated at block 364.
Resetting the lock bits places the lock bits 1n an “unlocked”
condition so that other instructions waiting to use data in
particular physical registers will be allowed to proceed using
the correct data written by the recently finishing instruction.

Next, the process sets the F bit or bits 236 in the
instruction sequencing table 234 at the location pointed to by
the 1nstruction ID of the finishing instruction, as depicted at
block 366. Such F bits indicate that the finishing instruction
1s ready for completion. Thereafter, the process of modifying
data 1n tables during instruction execution ends, as 1llus-

trated at block 368.

With reference now to FIG. 7, there 1s depicted a high-
level flowchart 1llustrating the process of modifying data in
tables during instruction completion 1n accordance with the
method and system of the present invention. The process
begins at block 370, and therecafter passes to block 372,
wherein the process determines whether or not the F bit 236
1s set 1n the 1nstruction sequencing table 234 at the location
pointed to by the completion pointer 244. If the F bit 1s not
set at the completion pointer location, the process waits until
the F bit 1s set, indicating that the instruction has finished.

If the F bit 1s set, the process determines whether or not
the number of registers modified by the finishing instruction
pointed to by the completion pointer 1s equal to zero, as
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1llustrated at block 374. If the number of registers modified
1s not equal to zero, the process reads the architected register
address 1n the CAM fields of the rename table pointed to by
the tail pointer 244 and 1n consecutive locations determined
by the number of registers modified by the completing
instruction, as depicted at block 376. During this step, the
process reads the completion rename table s (CRT) comple-

tion addresses from field 212 (see FIG. 2).

Next, the process reads the physical address pointers 220
in the rename table 210 pointed to by the tail pointer 224 and
any subsequent locations modified by the completing
instruction, as 1illustrated at block 378. In this step, the
process reads the physical completion register pointers.

Next, the process reads the completion register table 226
at locations pointed to by the completion register table
completion addresses, and writes data from the completion
register table 226 into the free list field 220 of rename table
210 at locations pointed to by the tail pointer 224, as
illustrated at block 380, and in a similar manner, the process
writes the physical completion register pointers into the
completion register table 226 at locations pointed to by the
completion register table completion addresses, as depicted
at block 382. Thereafter, the process increments the tail
pomter 224 by the number of registers specified 1n the
instruction sequencing table 234, as depicted at block 384.

Thus, the operation 1llustrated by blocks 376—384 perform
an exchanging operation wherein a physical address 1n the
rename table 210 1s exchanged with a physical address 1n the
completion rename table 226 so that the completion rename
table 226 contains a current map of architected register
addresses to physical register addresses, indicating the loca-
fion of data resulting from completing 1nstructions 1n pro-
oram order. Physical addresses moved from completion
rename table 226 to the rename table 210 will be reused as
such physical address 1s associated with a newly dispatched
instruction.

Referring again to block 374, if the process determines
that the number of registers modified by the completing
instruction 1s equal to zero, the process merely 1increments
the completion pointer 244 in the instruction sequencing
table 234, as depicted at block 386. Thereatter, the process
returns to block 370 to await the completion of another
instruction.

With reference now to FIG. 8, there 1s depicted the
process of modilying data in the tables when a conditional
branch 1s resolved i accordance with the method and
system of the present invention. The process begins at block
390 and thereafter passes to block 392 wherein the process
determines whether or not a speculative branch has been
resolved. If a speculative branch has not been resolved, the

process waits, as illustrated by the “no” branch from block
392.

If a speculative branch has been resolved, the process
determines whether or not instructions in the correct path
were executed, as 1llustrated at block 394. If instructions 1n
the correct path were executed, the process returns to block
392 to await the resolution of the next speculative branch. If,
however, mstructions were executed 1in an incorrect path, the
process copies the appropriate V1 216 or V2 218 bats to the
VO bit field 214 in rename table 210 (see FIG. 2), as depicted
at block 396. V1 or V2 bits are selected depending upon
which set of bits stored the condition of rename table 210
before the particular branch that was resolved. Thereafter,
the process copies the appropriate free list head pointer
stored 1n field 256 of pending branch table 246 to the head
pointer 222 in rename table 210 (see FIG. 2), as illustrated
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at block 398. Thus, blocks 396 and 398 illustrate how the
process restores the condition of the rename table 210 to its
condition 1mmediately preceding the mispredicted branch
instruction.

Next, the process copies the appropriate instruction 1D
stored 1n field 248 1n pending branch table 246 to dispatch
pointer 242 1n instruction sequencing table 234 (sece FIG. 2),
as depicted at block 400. The process then fetches the next
instruction from the alternate address recalled from field 254
in pending branch table 246 (see FIG. 2), as illustrated at
block 402. Thereafter, the process returns to block 392 to
await the next resolution of a speculative branch instruction.

Referring now to FIG. 9, there 1s depicted a high-level
flowchart that shows the process of modifying data in tables
upon the occurrence of an interrupt condition in accordance
with the method and system of the present invention. This
process begins at block 410 and thereafter passes to block
412 wherein the process determines whether or not a com-
pleting 1nstruction has caused an interrupt condition. If an
mterrupt condition has not been caused, the process waits for

an mterrupt condition as depicted by the “no” branch from
block 412.

If a completing instruction has caused an interrupt
condition, the process sets the head 222 and tail 224 pointers
in the rename table 210 to the same value, which 1s typically
equal to zero, as 1illustrated at block 414. Next, the process
sets all valid bits, VO 214, V1 216, and V2 218, to indicate
an 1active state, which 1s typically equal to zero, as depicted
at block 416. The process then sets all bits 1n the lock
register 232 to indicate a “not locked” condition, which 1s
typically equal to zero, as 1llustrated at block 418 and finally,
the process sets the completion pointer 244 and the dispatch
pointer 242 1n the instruction sequencing table 234 to the
same value, wherein both are set (typically) to zero, as

depicted at block 420.

After completing the process of modifying data upon the
occurrence of an interrupt condition as described above, the
process returns to block 412 to await the next occurrence of
an 1nterrupt condition.

Note that because the interrupt condition 1s processed
during instruction completion, the completion rename table
210 actually reflects the state of the data processing system
up to a pomnt immediately preceding the instruction that
caused the imterrupt condition. Therefore, no adjustments to
the rename table are necessary because the state of the
machine registers are accurately stored i1n the completion
rename table. An 1important advantage of the present inven-
tion over the prior art is that upon the occurrence of an
interrupt condition, register mapping tables do not need to be
copied or substituted by another table, thus reducing pro-
cessor overhead during an interrupt condition, eliminating
the need to restore registers following an interrupt routine,
and reducing chip space required by the backup tables.

Referring now to FIG. 10, there 1s a depicted a high-level
flowchart showing the process of using tables to send
physical addresses to execution units 1n accordance with the
method and system of the present invention. The process
begins at block 430 and thereafter passes to block 432
wherein the process searches all rename table CAM fields
212 and 214 for an architected source register address for all
architected source pointers required by the instruction. This
step may be referred to as a CAM search. Block 434
illustrates the process of determining whether or not a source
register address 1n a source operand field 1n an instruction
has matched a register address 1n field 212 of rename table
210 and such a table entry has its VO bit 214 set to imndicate
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that 1t 1s active or valid. If such a match has occurred, the
process reads the physical register address pointer from free
list field 220 1in rename table 210 at the matching table entry,
as depicted at block 436. The process then reads the lock bits
in the lock register 232 at locations pointed to by physical
source register pointers, as 1illustrated at block 440. Such
lock bits prevent the execution unit from utilizing data
stored 1n the physical register before such data 1s valid.

Referring again to block 434, 1f a source address match 1s
not found 1n field 212 of rename table 210, the process reads
the physical source pointer from the completion rename
table 226 at the location in the table pointed to by the
architected source pointers, as depicted at block 438. Thus,
if the mstruction that produced the source result required by
the currently dispatched instruction has completed, physical
source pointers will be obtained from the completion rename
table 226. Otherwise, if the instruction that calculates the
source for the currently dispatching instruction has not yet
completed, the physical source pointers are read from field
220 1n rename table 210. Moreover, any information sent to
execution units from rename table 210 must be verified as
active or valid, as indicated by the VO biut.

Once physical source register addresses have been read
from either the rename table or the completion rename table,
the process determines whether or not destination register
address 1s required, as depicted at block 442. It a destination
or target register 1s required by the instruction, the process
reads the destination physical register pointer from the
rename table at a location pointed to by head pointer 222, as
illustrated at block 444. Thereafter, the process sets the lock
bit 1n the lock register 232 at the location pointed to by the
destination physical register pointer, as depicted at block

446.

If a destination register 1s not required, or after the
destination physical register pointer has been obtained from
the rename table, the process sends the source and destina-
fion physical pointers to the requesting execution unit, as
illustrated at block 448. The process also sends the source
lock bits to the requesting execution unit, as depicted at
block 450. Thus, the flowchart of FIG. 10 describes the
process of providing current source and destination register
information, including lock bit information, to an execution
unit when an instruction requiring such information 1s
dispatched to the execution unit.

The 1invention described above 1s an efficient method and
system for managing a register array in a data processing
system that executes instructions out of order and specula-
fively executes instructions following conditional branches.
The present invention utilizes two tables to map a number of
architected registers to a corresponding one of a greater
number of registers in a register array. The present invention
provides quick and easy recovery of information stored in
one of such tables upon the determination that a conditional
branch has been mispredicted. During an interrupt condition,
or during recovery from a mispredicted branch, data 1n only
one of the two tables must be processed or adjusted, while
the other table always maintains a current map of registers
according to the m-order completion of instructions.

In another embodiment of the present invention, the three
valid bits, VO, V1, and V2, may be treated as equal, instead
of as a primary and two levels of backups. When a valid bat
1s set by the destination register renaming, the corresponding
bit in another available valid columns are also set. Then,
when a conditional branch i1s encountered, a particular valid
column 1s marked unavailable. The correct valid bit for each
free list entry will be chosen by a MUX from the three valid
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bit columns, depending upon which column 1s the current
column. Thus, copying between primary and the two levels
of backups may be avoided.

The foregoing description of a preferred embodiment of
the 1nvention has been presented for the purpose of 1llus-
tration and description. It 1s not intended to be exhaustive or
to limit the mvention to the precise form disclosed. Obvious
modifications or variations are possible in light of the above
teachings. The embodiment was chosen and described to
provide the best 1llustration of the principles of the invention
and 1ts practical application, and to enable one of ordinary
skill 1n the art to utilize the invention 1n various embodi-
ments and with various modifications as are suited to the
particular use contemplated. All such modifications and
variations are within the scope of the invention as deter-
mined by the appended claims when interpreted in accor-
dance with the breadth to which they are fairly, legally, and
equitably entitled.

What 1s claimed 1s:

1. A method 1n a data processing system for managing a
register array, wherein said data processing system includes
M architected registers and said register array includes M
registers and N additional registers, and wherein said data
processing system dispatches instructions to a selected one
of a plurality of execution units, said method comprising the
steps of:

in response to dispatching a register-modifying instruc-

tion having an architected target register address,
selecting a first physical register address from a rename
table;

associating said architected target register address with
said first physical register address;

storing a result of executing said register-modifying
Instruction 1n a register pointed to by said first physical
register address; and
in response to completing said register-modifying
instruction, exchanging said first physical address 1n
said rename table with a second physical address 1n a
completion rename table that 1s stored at a location
pointed to by said architected target register address,
wherein said register-modifying instruction 1s associ-
ated with said first physical register address from said
rename table, and, upon completion of said register-
modifying instruction, said second physical address 1s
moved to said rename table to be available for asso-
cilation with a subsequent register-modifying instruc-
tion.
2. The method 1n a data processing system for managing
a register array according to claim 1 wherein said rename
table includes a content addressable memory, and wherein
said step of associating said architected target register
address with said first physical register address includes
storing said architected target register address 1n a same
table entry with said first physical register address.
3. The method 1n a data processing system for managing
a register array according to claim 2 wherein said rename
table includes a head pointer for pointing to a rename table
entry, and wherein said step of storing said architected target
register address 1n a same table entry with said first physical
register address includes the steps of:

storing said architected target register address 1n a same
table entry with said first physical register address at a
table entry pointed to by said head pointer; and

incrementing said head pointer to point to a next table
entry 1n said rename table.

4. The method 1n a data processing system for managing,

a register array according to claim 2 wherein said rename
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table 1includes a valid field, and wherein said method further
includes the steps of:

In response to associating said architected target register
address with said first physical register address, indi-
cating said association between said architected target
register address and said first physical register address
in said table enfry in said rename table 1s valid by
setting a valid bit 1n said valid field; and

in response to exchanging said first physical address in
said rename table with a second physical address in a
completion rename table that 1s stored at a location
pointed to by said architected target register address,
indicating said association between said architected

target register address and said second physical register
address 1n said table entry in said rename table is

invalid by resetting said valid bit in said valid field.
5. The method 1n a data processing system for managing,
a register array according to claim 4 wherein said data
processing system can speculatively dispatch register-
modifyimng instructions, and wherein said rename table
includes a V1 field, wherein said method further includes the
steps of:

in response to speculatively dispatching a first register-
modifying instruction in a first speculative instruction
path 1n response to a first conditional branch
instruction, copying bits 1n each of said valid fields to
a corresponding one of said V1 fields for storing a
condition of said rename table prior to said specula-
tively dispatched first register-modifying instruction;
and
in response to determining said first conditional branch
instruction was mispredicted, copying bits in each of
said V1 fields to a corresponding one of said valid fields
for restoring said condition of said rename table prior
to said speculatively dispatched first register-modifying
Instruction.
6. The method 1n a data processing system for managing
a register array according to claim 5 wherein said re name
table includes a V2 field, and wherein said method further
includes the steps of:

1n response to speculatively dispatching a second register-
modifying instruction in a second speculative instruc-
tion path 1n response to a second conditional branch
instruction before said first conditional branch instruc-
tion 1s resolved, copying bits 1n each of said valid fields
to a corresponding one of said V2 fields for storing a
condition of said rename table prior to sa 1d specula-
tively dispatched second register-modifying instruc-
tion; and
1n response to determining said second conditional branch
instruction was mispredicted, copying bits in each of
said V2 fields to a corresponding one of said valid fields
for restoring said condition of said rename table prior
to said speculatively dispatched second register-
modifying instruction.
7. The method 1n a data processing system for managing,
a register array according to claim 6 wherein said data
processing system includes a pending branch table, and
wherein said method further includes the steps of:

1n response to speculatively dispatching said first register-
modifying instruction in said first speculative instruc-
tion path in response to said first conditional branch
instruction, saving data in a first table entry in said
pending branch table for determining if said first specu-
lative 1nstruction path was correctly taken, and for
restoring said rename table to a condition that existed
before said first conditional branch instruction; and

10

15

20

25

30

35

40

45

50

55

60

65

16

in response to speculatively dispatching a second register-
modifying instruction 1n a second speculative 1nstruc-
tion path 1n response to a second conditional branch
instruction before said first conditional branch instruc-
tion 1s resolved, saving data 1n a second table entry in
said pending branch table for determining if said sec-
ond speculative instruction path was correctly taken,
and for restoring said rename table to a condition that
existed before said second conditional branch instruc-
tion.

8. A data processing system for managing a register array,
wherein said data processing system 1ncludes M architected
registers and said register array includes M registers and N
additional registers, and wherein said data processing sys-
tem dispatches instructions to a selected one of a plurality of
execution units, said data processing system comprising:

means for selecting a first physical register address from
a rename table 1n response to dispatching a register-
modifying mstruction having an architected target reg-
1ster address;

means for assoclating said architected target register
address with said first physical register address;

means for storing a result of executing said register-
modifying instruction 1n a register pointed to by said
first physical register address; and

means for exchanging said first physical address in said

rename table with a second physical address in a
completion rename table that 1s stored at a location
pointed to by said architected target register address 1n
response to completing said register-modifying
instruction, wherein said register-modifying 1nstruction
1s associated with said first physical register address
from said rename table, and, upon completion of said
register-modilying instruction, said second physical
address 1s moved to said rename table to be available
for association with a subsequent register-modifying
Instruction.

9. The data processing system for managing a register
array according to claim 8 wherein said rename table
includes a content addressable memory, and wherein said
means for associating said architected target register address
with said first physical register address 1includes means for
storing said architected target register address 1n a same
table entry with said first physical register address.

10. The data processing system for managing a register
array according to claim wherein said rename table includes
a head pointer for pointing to a rename table entry, and
wherein said means for storing said architected target reg-
ister address 1n a same table en try with said first physical
register address includes:

means for storing said architected target register address
in a same table entry with said first physical register
address at a table entry pointed to by said head pointer;
and

means for incrementing said head pointer to point to a

next table entry in said rename table.

11. The data processing system for managing a register
array according to claim 9 wheremn said rename table
includes a valid field, and wherein said data processing
system further includes:

means for indicating said association between said archi-
tected target register address and said first physical
register address 1n said table entry in said rename table
1s valid by setting a valid bit in said valid field in
response to associating said architected target register
address with said first physical register address; and
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means for indicating said association between said archi-

tected target register address and said second physical

register address 1n said table entry in said rename table

1s 1nvalid by resetting said valid bit 1n said valid field

in response to exchanging aid first physical address 1n

said rename table with a second physical address in a

completion rename table that 1s stored at a location
pointed to by said architected target register address.

12. The data processing system for managing a register

array according to claim 11 wherein said data processing

system can speculatively dispatch register-modifying

mstructions, and wherein said rename table includes a V1
field, wherein said data processing system further includes:

means for copying bits 1n each of said valid fields to a
corresponding one of said V1 fields for storing a
condition of said rename table prior to said specula-
tively dispatched first register-modifying mstruction in
response to speculatively dispatching a first register-
modifying instruction 1n a first speculative instruction
path 1n response to a first conditional branch mstruc-
tion; and

means for copying bits in each of said V1 fields to a
corresponding one of said valid fields for restoring said
condifion of said rename table prior to said specula-
tively dispatched first register-modifying mstruction 1n
response to determining said first conditional branch
instruction was mispredicted.

13. The method 1n a data processing system for managing

a register array according to claim 12 wherein said rename
table ncludes a V2 field, and wherein said method further
includes the steps of:

1n response to speculatively dispatching a second register-
modifying instruction in a second speculative instruc-
tion path 1n response to a second conditional branch
instruction before said first conditional branch instruc-
tion 1s resolved, copying bits 1n each of said valid fields
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to a corresponding one of said V2 fields for storing a
condition of said rename table prior to said specula-
tively dispatched second register-modifying instruc-
tion; and

in response to determining said second conditional branch

instruction was mispredicted, copying bits in each of
said V2 fields to a corresponding one of said valid fields
for restoring said condition of said rename table prior
to said speculatively dispatched second register-
modifying instruction.

14. The data processing system for managing a register
array according to claim 13 wherein said data processing,
system 1ncludes a pending branch table, and wherein said
data processing system further includes:

means for saving data in a {irst table entry in said pending

branch table for determining if said first speculative
instruction path was correctly taken, and for restoring
said rename table to a condition that existed before said
first conditional branch instruction, 1n response to
speculatively dispatching said first registers modifying

instruction 1n said first speculative instruction path in
response to said first conditional branch instruction;
and

means for saving data in a second table entry in said

pending branch table for determining if said second
speculative 1nstruction path was correctly taken, and
for restoring said rename table to a condition that
existed before said second conditional branch
instruction, in response to speculatively dispatching a
second register-modifying instruction 1 a second
speculative instruction path in response to a second
conditional branch instruction before said first condi-
tional branch mstruction 1s resolved.
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