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ABSTRACT

A method and apparatus for managing functions (e.g., that
express business rules) to allow calling functions, maintain-
ing functions, and providing of an execution framework for
functions. In one embodiment, there are a number of func-
fions to be maintained. An object technology infrastructure
1s formed to store data and metadata for the functions. For
example, metadata about a function can include data
describing what that function does, a “cost” associated with
that function, how to execute that function, the mput and
output parameters required by that function. The exposure of
the metadata regarding the functions’ mput and output
parameters allows an engine to track imput/output relation-
ships between the functions and, in essence, define the order
of execution.
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METHOD AND APPARATUS FOR
MANAGING FUNCTIONS

CROSS-REFERENCE TO RELATED
APPLICATTONS

Not Applicable.

BACKGROUND OF THE INVENTION

1. Field of the Invention

The mvention relates to the field of computer systems.
More specifically, the invention relates to function manage-
ment.

2. Background Information

Most corporate systems built to support certain business
practices mvolve writing application logic within the appli-
cation. The creator of the application writes the necessary
programs 1n a language of personal desire and adds business
specific rules for the application as a part of the module that
contains the application. Thus, the business rules of an
enterprise have been and are added overtime by different
programmers; at different times; using different program-
ming languages; for different applications of an enterprise;
ctc. This type of application development does not lend itself
to maintainable components. Any updates to a business rule
might 1mpact the overall application. The application logic
1s not reusable for other enterprise wide applications, as it 1s
contained within each application. This results in rewriting
the same logic for different applications.

Certain other application programmers write the logic
specific for the business as a separate module and link to 1t
the other components of the application during execution or
during compilation. Even though this allows for reuse of
code, the corporations have to maintain a repository of these
modules. There 1s rarely any documentation, much less
transfer of knowledge to other departments regarding a
module developed 1n a given department. However, an
application developer must know the existence of the mod-
ules housing the business rules, as well as how to link them
into the application. In addition, the functions in these
modules have to be called explicitly. This type of application
development does not lend 1tself to support “call on need”
type of functions.

Other applications require the functions representing
business rules to match a specified prototype. These func-
fions are accessible through a data structure such as a hash
structure (e.g., table, tree, graph, etc.) that contains function
pointers. The dynamic selection of functions 1s supported
through the use of a hash function that indexes into the hash
structure. There are numerous search types (e.g., search by
name, search by type) possible based on the native and
complex data structures. This approach has several limita-
tions. For example, additional data structures are required to
support each search type. Also, 1t 1s difficult to maintain
multiple data structures and keep them in sync for any
updates/changes. In addition, this approach does not remove
the need for extensive documentation and transfer of knowl-
cdge for the modules to be re-used.

Furthermore, there 1s no reasonable mechanism to search
a business rule on the basis of 1ts” output. Particularly, each
business rule requires mputs and outputs. Before executing,
a g1ven business rule, a programmer must provide the mnputs
for that business rule. It can be the case that one or more
inputs of a given business rule 1s an output of a different
business rule. Thus, in collecting the mputs for a given
business rule, a user may be required to manually identify
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2

the collection of business rules whose outputs will provide
the mputs for that given business rule. Particularly, a string
of business rules, each of whose i1nput 1s the output of
another, may need to be executed to acquire the input needed
for the business rule of interest. However, as these business
rules are being added to the system, there 1s no good
mechanism or infrastructure to track the input/output rela-
tionships between these business rules.

The lack of ability to track the input/output relationships
between these business rules makes them difficult, if not
impossible, to maintain and/or reuse. Thus, there 1s no
reasonable mechanism by which a user can locate, much less
execute, the business rules across the enterprise required to
provide the 1nputs for a given business rule of interest. For
example, a user interested 1n a particular mput that is
provided by a business rule would need know of that
business rule, be able to locate that business rule, and know
the format to call that business rule.

Additionally, since the business rules interface with the
integration sources and/or other business rules of the
enterprise, changing a given integration source and/or busi-
ness rule can affect any number of other integration sources
and/or business rules. However, it often cannot be deter-
mined what business rules and/or other integration sources
will be affected by such changes. For example, although
input/output relationships exists between the business rules,
there 1s no mechanism for readily exposing these relation-
ships. As a result, programmers are reluctant to make any
changes, but instead attempt to extend integration sources
and/or write new business rules.

BRIEF SUMMARY OF THE INVENTION

A method and apparatus for managing functions (e.g., that
express business rules) to allow calling functions, maintain-
ing functions, and providing of an execution framework for
functions 1s described. According to one embodiment of the
invention, a machine readable medium 1s provided having
stored thereon a function, a first object, a second object, and
an action unit. The function requires a set of one or more
input parameters. The first object includes a structure storing
a key for each of the input parameters to the function. In
addition, the first object includes an action method, which
when applied by a processor, causes that processor to 1nvoke
the action unit. The second object includes: 1) a first
structure to store data for identifying, for one or more of the
input parameters, the corresponding key and a value for that
input parameter; and 2) a second structure identifying the
first object. In addition, the second object includes an
execute method, which when applied by a processor, causes
that processor to apply the action method. The action unit
includes 1nstructions, which when executed by a processor,
cause that processor to, access the values in the second
object and invoke the function using those values as input
parameters.

BRIEF DESCRIPTION OF THE DRAWINGS

The mvention may best be understood by referring to the

following description and accompanying drawings which
are used to illustrate embodiments of the invention. In the

drawings:
FIG. 1A 1s a block diagram 1illustrating a system according,
to one embodiment of the 1nvention.

FIG. 1B 1s a block diagram 1illustrating the relationship
between the functions being tracked, metadata objects,
execution objects, and manager objects according to one
embodiment of the invention.
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FIG. 2A 1s a block diagram illustrating an exemplary
parameter kind class hierarchy according to one embodi-
ment of the invention.

FIG. 2B 1s a block diagram 1llustrating a KEY__ VALUE
class 205 according to one embodiment of the invention.

FIG. 2C 1s a block diagram 1llustrating a REGISTER class
210 according to one embodiment of the invention.

FIG. 3 1s a block diagram 1llustrating the manner 1n which
a register object 1s used according to one embodiment of the
invention.

FIG. 4 1s a block diagram illustrating the relationship of
metadata objects to the action units of FIG. 3 according to
one embodiment of the invention.

FIG. 5 1s a block diagram 1llustrating a metadata class
according to one embodiment of the invention.

FIG. 6A 1s a flow diagram 1illustrating the definition of a
class and instances of that class according to one embodi-
ment of the invention.

FIG. 6B 1s a flow diagram illustrating certain aspects of
the 1nitialization of a class according to one embodiment of
the 1nvention.

FIG. 6C 1s a flow diagram 1illustrating the initialization of
an 1nstance of a class according to one embodiment of the
invention.

FIG. 7 1s a conceptual diagram 1llustrating an exemplary
class hierarchy structure according to one embodiment of
the 1nvention.

FIG. 8 1s a conceptual diagram 1illustrating the instances
structure according to one embodiment of the invention.

FIG. 9 1s a block diagram 1illustrating an execution class
according to one embodiment of the invention.

FIG. 10 1s an exemplary block diagram 1illustrating the
relationship between an execution object and its” underlying
function.

FIG. 11A 1s a block diagram illustrating a context class
1100 according to one embodiment of the ivention.

FIG. 11B 1s a block diagram 1llustrating a MANAGER
class according to one embodiment of the mmvention.

FIG. 12 1s a block diagram illustrating an example in
which the parameters for the underlying function are con-
tained within a manager object according to one embodi-
ment of the invention.

FIG. 13 1s a flow diagram 1llustrating the operation of the
SET_PARAM method of an execution object according to
one embodiment of the invention.

FIG. 14 1s a flow diagram 1llustrating the operation of the
GET__PARAM method according to one embodiment of the
invention.

FIG. 15 1s a flow diagram 1llustrating the operation of the
NEW__EXECUTION method according to one embodiment
of the ivention.

FIG. 16 1s a flow diagram 1llustrating the operation of the
FIND__BY_NAME method according to one embodiment
of the nvention.

FIG. 17 1s a flow diagram 1llustrating the operation of the
FIND__BY_NEED method according to one embodiment
of the invention.

FIG. 18A 1s a part of a flow diagram illustrating the
operation of the SATISFY_RELATIONSHIP routine

according to one embodiment of the 1nvention.

FIG. 18b 1s the remainder of a flow diagram 1llustrating
the operation of the SATISFY__RELATIONSHIP routine
according to one embodiment of the 1nvention.
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FIG. 19 1s a flow diagram 1illustrating the operation of the
EXECUTE method according to one embodiment of the
ivention.

FIG. 20 1s a block diagram 1llustrating the
PARAMETER__SATISFY method according to one

embodiment of the invention.

FIG. 21 1s a conceptual diagram illustrating exemplary
execution paths according to one embodiment of the inven-
tion.

DETAILED DESCRIPTION OF THE
INVENTION

In the following description, numerous specific details are
set forth to provide a thorough understanding of the 1nven-
tion. However, 1t 1s understood that the mnvention may be
practiced without these specific details. In other instances,
well-known circuits, structures and techniques have not
been shown 1n detail in order not to obscure the invention.

Overview

A method and apparatus for managing functions (e.g., that
express business rules) to allow calling functions, maintain-
ing functions, and providing of an execution framework for
functions 18 described. In one embodiment, there are a
number of functions (e.g., C++ code, set of SQL statements,
etc.) to be maintained. An object technology infrastructure is
formed to store data and metadata for the functions. The
term metadata 1s used herein to refer to data that describes
other data. For example, metadata about a function can
include data describing what that function does, a “cost”
assoclated with that function, how to execute that function,
the 1mput and output parameters required by that function.
The exposure of the metadata regarding the functions’ input
and output parameters allows an engine to track input/output
relationships between the functions and, 1n essence, define
the order of execution. For example, assume there i1s a
function A that requires a Name as the input and that
provides an Id as the output, and a function B that requires
an Id as the mput and that provides a street address as the
output. Since the output of function A can satisly the input
of function B, function B depends on function A and
function A 1mpacts function B. A relationship 1s defined
within the engine between functions A and B when these
functions are added to the system.

This storing of “function metadata™ allows the dynamic
execution of the function (also referred to as execute on
demand). If the engine receives a request (e.g., a request for
a set of fields), an execution plan can be created by deter-
mining the functions to be processed based on their inputs
and outputs identified by the function metadata. Multiple
execution trees, plus multiple execution paths within the
same tree can be identified to satisly the request. Based on
various parameters, one of the execution paths can be
picked.

For example, assume the functions 1n Table 1 are avail-
able. In addition, assume that a user has available a particu-
lar name for which that user wants to acquire the associated
primary child’s name. Accordingly, the functions of Table 1
form a tree (A to B, C and F; from both B and C to D; from
D to E; and from F to E) and three execution paths
(A—-B—D—E, A—=C—=D—E, and A—=F—E) (See FIG.
21). Note that function G is not included in the trees as it 1s
not required to satisty the request. Thus, function G signifies
that the rules are executed only on demand.



US 6,333,069 Bl

TABLE 1
Function  Input Output
A Name Id, Best Name
B Id Street Address
C Best Name Street Address
D Street Address Spouse’s Name
E Best Name, Spouse’s Name  Primary Child’s Name
F Id Spouse’s Name
G Best Name Best Date of Birth

The above example 1s a simple query. As queries get more
complicated and the number of outputs increase, more and
longer trees can be created.

This storing of function metadata also enables 1mpact
analysis and maintenance of the functions thereby satisfying
the need to consider both (one shot) development and
(continual) evolution; that is, integration of functions with
adaptiveness during application development and mainte-

nance.

While the concepts described below regarding the man-
aging of functions can be applied to any situation where
functions are to be managed, the invention will be described
with reference to the management of functions that represent
business rules for an enterprise. However, 1t should be
understood that the mvention 1s not limited to the manage-
ment of functions that represent business rules.

FIG. 1A is a block diagram illustrating a system (e.g., a
transactional system, a data warehouse system, etc.) accord-
ing to one embodiment of the invention. FIG. 1A represents
a set of one or more disparate integration sources 100A-1
(¢.g., relational databases, CORBA, conversion
applications, etc.) being used by an exemplary enterprise. In
addition, FIG. 1A shows an integration layer formed with
object technology providing an integrated view of the enter-
prise.

FIG. 1A also shows a model engine through which
administrator(s) and user(s) can access the integration layer.
The model engine 1s a library of functions that allows for
interfacing (e.g., creating, searching, navigating, browsing,
manipulating, etc.) with the objects in the integration layer.
For example, the administrator(s) can develop and maintain
the 1ntegration layer, as well as define security access. The
user(s), for example, can navigate and/or query the model
provided by the integration layer. Thus, the model engine
can include various administrator and user interfaces (e.g.,
business tools, custom front-end tools, custom back-end
tools, etc.). Of course, the integration layer and model
engine are stored and executed on a computer system (either
a single computer or a computer network). Such a computer
system stores and communicates (e.g., the model engine
and/or integration layer) using machine readable media,
such a magnetic disks, optical disks, random access memory,
read only memory, carrier waves, signals, etc. As with any
method in an object, the code for a given method can be: 1)
in the object itself; or 2) stored as part of the model engine
and referenced by the object.

As described later herein, the integration layer provides an
adaptive 1ntegrated view of the enterprise by allowing
related items (e.g., functions representing business rules)
across the enterprise to be located and applied. Through
these 1nterrelationships the result of changing an 1ntegration
source and/or part of the integration layer can be determined.
This ability provides for reusability of existing items and for
maintenance of the system.

The integration layer incorporates certain naming stan-
dards and procedures. While the integration layer can
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include various objects (e.g., relationship objects as
described later herein), in one embodiment of the invention
the 1ntegration layer includes action units, metadata objects,
execution objects, and one or more manager objects.

FIG. 1B 1s a block diagram 1illustrating the relationship
between the functions being tracked, metadata objects,
execution objects, and manager objects according to one
embodiment of the invention. In one embodiment of the
imvention, there are a number of different functions to be
tracked and used. Each of these functions has a set of one or
more 1nput parameters and a set of one or more output
parameters. The set of objects (metadata, execution, and
manager objects) is formed for tracking, as well as providing
other functionality, for the number of functions.

For each function, at least one metadata object 1s formed
to store metadata regarding the underlying function. A given
metadata object can be associated with an underlying func-
tion a number of different ways (e.g., through a reference
directly to the function, through a reference to an action unit
that provides an interface between the metadata object and
its’ underlying function, through storage of the function as
a method 1n the metadata object, etc). Any such action units
can be implemented in any programming language (e.g., C,
C++, JAVA, etc.), and can be used to allow a common
signature to be used for all functions.

By way of example, FIG. 1B shows action units 105A-1.
Each of the action units 105A-11s associated with a function.
For example, the action unit 105A i1dentifies an external
function 102 (e.g., legacy code and/or new code from one of
the disparate integration sources in FIG. 1A), whereas the
action unit 105B contains a function referred to as an
internal function.

In addition, FIG. 1B shows metadata objects 120A-1
assoclated with underlying functions. Particularly, metadata
objects 120A and B respectiully identify action units 105A
and B. Additionally, FIG. 1B shows metadata object 120C
directly stores one of the functions (also referred to as an
internal function), and therefore does not need an action
unit. Among other things, a metadata object can store
information describing the input and output “parameter
kinds” to 1t’s underlying function. It 1s worthwhile to note
that the term parameter kind 1s not used herein as synony-
mous with data type. Rather, the phrase parameter kind
refers to a type of information (e.g., name, street address,
Id). Thus, two different parameter kinds (e.g., name and
street address) may share the same data type (e.g., string).

A metadata object typically does not contain the values to
be used as mput parameters to the underlying function.
Rather, an execution object 1s formed to maintain a context
(e.g., input parameter values and resulting output parameter
values) for an underlying function. As such, one or more
execution objects may be associated with each METADATA
object. FIG. 1B shows EXECUTION objects 125A-x—1251-
Xx. Particularly, FIG. 1B shows EXECUTION objects
125A-A through 125A-1 identifying METADATA object
120A, EXECUTION object 125B 1dentitying METADATA
object 120B, EXECUTION object 125C 1dentitying META-
DATA object 120C, and EXECUTION object 125: 1denti-
fying METADATA object 120i.

FIG. 1B also shows a manager object 130 identifying each
of the execution objects. As described later herein, a man-
ager object can be used, among other things, to track
execution objects and store contexts for execution of the
underlying functions.

According to this structure, an execution object will
maintain a set of input parameter values to be used during
execution of an underlying function which 1s identified
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through a metadata object. For example, 1n one embodiment
of the invention, an execution object includes a method
which, when applied, causes the application of a method in
the associlated metadata object. The method 1n the associated
metadata object causes the execution of the instructions in
the corresponding action unit. Execution of the instructions
in the corresponding action unit cause the values for the
input/output parameters maintained by the calling execution
object to be used during the execution of that action unit’s
assoclated function.

The indirection provided by the metadata objects 1s used
to expose metadata regarding the underlying functions. The
exposed metadata can include data describing the mput and
output parameter kinds of the underlying function. As
described later herein, the exposed metadata regarding 1input
parameter Kinds can be used to i1dentily whether a calling
execution object has values for each of the imnput parameters
of the underlying function. Furthermore, if the calling
execution object does not have values for the mnput param-
cters of the underlyimng function, the metadata in other
metadata objects describing the output kinds of their under-
lying functions can be used to identify functions that would
supply values for the missing input parameters.

While certain aspects of the invention have been
described 1n this overview, the mvention 1s not limited to
these aspects and various other aspects of the invention are
described later herein. Furthermore, while one embodiment
1s described with reference to object oriented technology, it
1s understood that relational table based technology could be
used.

Registering Functions with the Integration Layer

FIGS. 2A-C are block diagrams illustrating part of an
exemplary object oriented infrastructure for the integration
layer of FIGS. 1A-B according to one embodiment of the
invention. In one embodiment of the invention, keys are
used to distinguish amongst the various functions being,
tracked by the integration layer, as well as providing a
naming convention for the nput and output parameter kinds
of those functions. Thus, a first set of keys 1s used to
distinguish functions being tracked by the integration layer,
while a second set of keys 1s used to distinguish parameter
kinds to those functions. Since keys are used for distinguish-
ing both the functions and parameters, the same object
oriented classes can be used for both sets of keys.

With regard to the set of keys used to distinguish the
parameter kinds, each function being tracked by the inte-
oration layer can have one or more input parameters and one
or more output parameters. A naming convention 1s used for
the different parameter kinds used by the functions. Different
functions may share one or more of the same parameter
kinds. To 1llustrate, consider the previous example where
function A has as parameters an Id and a street address, while
function B has as parameters an name and a street address.
In this example, functions A and B share the street address
parameter (they share the same parameter kind). In addition,
this example has three parameter kinds (Id, street address,
and name).

To provide a conceptual description, assume a mathemati-
cal set (a set not containing duplications) containing the
parameter kinds of all the functions being tracked by the
integration layer. Each of the now unique parameter kinds in
the mathematical set 1s assigned a unique key. As such, there
1s now a set of unique keys, one key for each parameter kind
used by the functions being tracked by the integration layer.

In one embodiment of the invention, a class 1s formed for
cach parameter kind and the class name operates as the key
for that parameter kind. Furthermore, these parameter kind
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classes can form a parameter kind class hierarchy. FIG. 2A
1s a block diagram illustrating an exemplary parameter kind
class hierarchy according to one embodiment of the inven-
tion. As 1s well known 1n the art, classes can be made up of
structures and/or methods. The structures can take any form
(e.g., link list, array, tree, etc.).

FIG. 2A shows a PARENT__PARAMETER class 200
from which parameter kind classes 220, 225, and 230 are
derived. In addition, FIG. 2A shows that parameter kind
classes 240, 245, and 250 are derived from parameter kind
class 220. Each of the parameter kind classes in FIG. 2A 1s
orven a name that operates as the key for that parameter
kind. To continue the example from above, the keys assigned
the parameter kind classes of FIG. 2A are show in Table 2
(note that the Best Date of Birth is not shown in FIG. 2A for
lack of space in the Figure). In other words, the parameter
kind class names are used as global labels for 1dentifying the
parameter kinds of the functions being tracked by the

integration layer.

TABLE 2
Parameter Kind Class Name/Key
220 Name
240 Best_ Name
245 Spouse’s_ Name
250 Primary__ Child’s_ Name
225 Id
230 Street_ Address

Best Date  of Birth

Each of the parameter kind classes includes a CLASS-
PARENT__LABEL method. The CLASS-PARENT__
LABEL method is used for associating labels with instances
of different classes (similar to the ISA method commonly
found in object oriented programming). In one embodiment,
the CLASS-PARENT__LLABEL method aids in the creation
of a set of object tracking structure(s) that provide, among
other things, the ability to distinguish which objects 1n the
integration layer are METADATA objects. The operation of
the CLASS-PARENT_[LABEL method will be described
later herein.

FIG. 2B 1s a block diagram 1llustrating a KEY_ VALUE
class 205 according to one embodiment of the invention. In
the embodiment shown 1n FIG. 2A, the KEY VALUE class
includes a KEY__STORAGE structure and a VALUE__
STORAGE structure. The KEY__STORAGE structure 1s
used to store a key or a pointer to key (e.g., an instance of
a parameter kind class), while the VALUE STORAGE
structure 1s used to store a current value corresponding to the
key stored in the KEY_STORAGE structure. Key value
objects are know in the art (e.g., they are used in data
structures known as dictionaries).

As stated above, a first set of keys 1s used to distinguish
functions. During operation, certain embodiments use key

value objects to track functions. Particularly, a KEY__
VALUE object can store the key assigned a function (KEY__

STORAGE) and a pointer to that function (VALUE__
STORAGE).

As also stated above, a second set of keys 1s used to
distinguish parameter kinds. The KEY__ VALUE objects are
used to store parameter values for the different parameter

kinds. Particularly, if 1t 1s desired to store a parameter value,
a KEY_OBIJECT 1s formed in which the parameter kind 1s

stored 1n the KEY__ STORAGE structure and the parameter

value 1s stored 1in the VALUE__STORAGE structure.
FIG. 2C 1s a block diagram illustrating a REGISTER class

210 according to one embodiment of the invention. The
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REGISTER class 210 includes an ACTTON__TRACKING
structure. The ACTION__ TRACKING structure 1s a collec-
fion of KEY__ VALUE objects. In addition, the REGISTER
class 1ncludes a REGISTER__ACTION method and a
GET ACTION method. As described below, an instance of
the REGISTER class 210 1s used for initially tracking the
functions.

FIG. 3 1s a block diagram 1llustrating the manner 1n which
a register object 1s used according to one embodiment of the
invention. FIG. 3 shows the action units 305a—i. In
operation, a given function (whether new or existing) is
assigned a key. Next, the REGISTER__ ACTION method 1s
applied using as input parameters the function’s unique key
and a pointer to that function’s action unit. Application of
the REGISTER__ACTION method causes the creation of a
KEY_VALUE object for the function, and storage of that
KEY__VALUE object in the ACTION_ TRACKING struc-
ture of the REGISTER object. By way of example, FIG. 3
illustrates that each of the action units 3054a— has a corre-
sponding KEY__ VALUE object 310a—i stored in the
ACTION_ TRACKING structure of a register object 300. In
this manner, any function (whether internal or external) can
be registered with the REGISTER object of the integration
layer.

The GET__ACTION method receives as an mput param-
cter the unique key for one of the tunctions. Application of
the GET__ACTION method returns a pointer to the action
unit (or metadata object containing an internal function) for
the function assigned the mput key.

While FIGS. 2A—-B and 3 are used herein to describe one
mechanism for registering functions with the integration
layer, it 1s understood that various mechanisms can be used
for this purpose. In addition, certain figures contained herein
illustrate one or more objects stored in a collection (e.g.,
KEY_VALUE objects 310A-310; 1n the ACTION__
TRACKING structure). It 1s understood that most collec-
fions actually store references to the items 1n the collection,
not the 1item themselves. Thus, the storing of an object 1n a
collection can refer to the storing of a reference to that object
in the collection.

Metadata Class

FIG. 4 1s a block diagram 1illustrating the relationship of
metadata objects to the action units of FIG. 3 according to
one embodiment of the invention. As previously described,
action units can be created for functions tracked by the
integration layer, and the functions can be internal or exter-
nal to the action units. At least one METADATA object 1s
formed for each function, and therefore at least one META-
DATA object 1s formed for each action unit. Each META-
DATA object 1s used to store metadata regarding the under-
lying function. In addition, each METADATA object
includes one or more methods used to execute the underly-
ing function as described later herein. As such, FIG. 4 shows
a number of metadata objects 400A-1. Each of the META-
DATA objects 400A-1 1s associated with the one of the action
units 305A-1 having the matching letter.

FIG. 5 1s a block diagram 1illustrating a metadata class

according to one embodiment of the invention. In particular,
FIG. 5 shows a METADATA class 500. As with all classes

described herein, the METADATA class may include more,
less, and/or different structures and/or methods depending

on the functionality desired.
The METADATA class 500 includes the following struc-

tures: NAME; CLASS__LABEL; INPUTS; OUTPUTS;
ACTION__NAME; and ACTION__POINTER. The NAME
structure of a metadata object has stored therein the unique
key of the function for which that metadata object was
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created. The CLASS_ LABEL structure of all metadata
objects stores a label indicating that they are metadata
objects. As described later herein, these labels are used by
certain embodiments for locating those objects 1n the inte-
gration layer that are metadata objects (and derivatives
thereof).

As previously described, each function being tracked by
the 1ntegration layer can have one or more 1nput parameters
and one or more output parameters. The INPUTS structure
of a metadata object stores a set of keys 1dentifying the input
parameter kinds of the function for which that rule metadata
was created. Similarly, the OUTPUTS structure of a meta-
data object has stored therein a set of keys 1dentifying the
output parameter kinds of the function for which that
metadata object was created. In this manner, a metadata
object contains metadata describing the mput and output
parameter kinds of the underlying function for which that
metadata object was created. As described later herein, this
metadata 1s used to provide different aspects of the inven-
tion.

The ACTION__NAME structure 1s used during creation
of a metadata object to store the name of the action unit to
which 1t will eventually be associated. The ACTION__
POINTER of a metadata object stores a pointer to the action
unit (if any) associated with the function for which that
metadata object was created.

The METADATA class also includes an ACTION and a
CLASS-PARENT__LABEL methods. When an action unit
1s used, the ACTION method of a metadata object, when
applied, causes the execution of the instructions in the
corresponding one of the action units (the action unit iden-
tified by the ACTION__PTR structure). However, when a
metadata object directly stores an internal function as a
method, the action method 1s overridden with the internal
function. The ACTION method receives as an input param-
eter a pointer to an execution object. The operation of the
ACTION method will be described later herein.

As stated above, other types of function metadata can be
stored 1n the metadata object. For example, the storage of
metadata describing what a function does can be searched to
allow users to interact more easily with the system. The
storage of metadata describing a cost of a function 1s used 1n
certain embodiments as described later herein to select
between execution paths described above and later herein.
The storage of metadata describing how to execute the
underlying function can be used to provide the user with
information needed to set up an execution environment for
that function. In certain embodiments, metadata (e.g., text)
describing what each parameter is used for (what that
parameter means) i1s stored (e.g., the key stored 1s Best
Name, while the description of what that parameter 1s used
for might be “A parameter used to store the spelling that
occurs most often for an input name.”) The storage of this
text description regarding the parameters can be searched
and/or read to allow users to interact more easily with the
system.

As stated above, certain embodiments use a set of object
tracking structure(s) to track certain of the classes of objects
(including the METADATA objects) in the integration layer.
The object tracking structure(s) can take a variety of forms
and be created 1n a variety of different ways. FIGS. 6 A—8 are
used herein to describe one such mechanism. However, it 1s
understood that the invention 1s not limited to the mecha-
nisms described with reference to FIGS. 6 A—8. Particularly,
alternative embodiments could use indexes.

FIG. 6A 1s a flow diagram 1llustrating the definition of a
class and instances of that class according to one embodi-
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ment of the invention. In one embodiment of the 1nvention,
it 1s contemplated that different programmers will be creat-
ing functions and objects at different times and/or for
different integration sources. As a result, different program-
mers that are not in direct communication (e.g. they are
working at different times, they are working on different
projects, etc.) will be adding functions and classes. For this
and other reasons, 1t 1s desirable to have a set of central
structure(s) for tracking the objects of the integration layer.
To this end, one or more object tracking structures are
created. While any number of different object tracking
structures could be used, a few examples of object tracking
structures are given herein. For example, 1n one embodiment
of the imvention a class label structure, a class hierarchy
structure, and an 1nstances structure are used. These exem-
plary structures will be described 1n more detail below.

In block 600, a unique label for the class 1s created and
control passes to block 610. When a programmer wishes to
create a class, the programmer first creates a label that 1s not
being used. With reference to the exemplary object tracking,
structures mentioned above, the class label structure 1s a
centralized repository for the programmers to store labels
currently being used to distinguish the different classes. In
block 600, a given programmer and/or programming tool
accesses the class label structure to select a class label that
1s not already being used. When the programmer 1dentifies
a label that 1s not currently being used, the programmer adds
this label to the class label structure.

As shown 1n block 610, the class 1s declared and control
passes to block 620. Since the general manner of defining a
class 1s well known, only those parts relevant to this dis-
cussion will be described. In particular, assuming that the
class of FIG. 5 1s used, the programmer and/or programming

tool will need to specily an overriding CLASS-PARENT __
LABEL method. The CLASS-PARENT L ABEL method is
written to output the label for the class (selected in block
600) and the label of the parent class of that class (if any).
Since the class is being defined, the parent for the class (if
any) will be readily identifiable. As such, the label for the
parent of the class can so be 1dentified and incorporated in
the CLASS-PARENT__LABEL method. As described later
herein, the CLASS-PARENT L ABEL method will be used
during class 1nitialization and instances initialization to
update the object tracking structures.

As shown 1n block 620, the manner of creating instance(s)
of the class 1s declared. In one embodiment of the invention,
the objects 1n the integration layer include INIT and
INITIALIZE INSTANCES methods. The INIT methods
for the classes are all applied at runtime to perform class
mitialization as described with reference to FIG. 6B, while
the INITIALIZE_INSTANCES methods are applied during
instance 1nitialization as described with reference to FIG.
6C.

FIG. 6B 1s a flow diagram illustrating certain aspects of
the 1nitialization of a class according to one embodiment of
the mvention. In block 625, an instance of the class 1s
created (referred to herein as the class object) and control
passes to block 630.

In block 630, the CLASS-PARENT [ ABEL method of
the class object 1s applied to 1dentity the label of the class
and the label of its’ parent (if any). From block 630, control
passes to block 640.

As shown 1n block 640 of FIG. 6B, the class being
initialized 1s added to the object tracking structure(s). To
continue the description of the exemplary object tracking
structure(s), FIG. 7 1s a conceptual diagram illustrating an
exemplary class hierarchy structure according to one
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embodiment of the invention. As shown 1n FIG. 7, the class
hierarchy structure expresses 1n some form a top-down

representation of the hierarchy of the classes with reference
to the class labels. During block 630 of FIG. 6B, the parent

label identified by the CLASS-PARENT__LABEL method
1s used to 1dentity the position of the parent class 1n the class
hierarchy structure. Subsequently, the class label 1s added to
the class hierarchy structure i1n the appropriate manner to
identity its relationship to the parent.

In addition to adding the class to the class hierarchy
structure, the class label 1s also added to the instances
structure. FIG. 8 1s a conceptual diagram 1illustrating the
instances structure according to one embodiment of the
invention. The instances structure i1s a central repository
used to record all of the instances by class. As shown 1n FIG.
8, each class label and the instances of that class are stored
in the 1nstances structure. While any number of well known
techniques can be used for implementing the instances
structure, one embodiment of the invention uses a hash
dictionary. In addition, one embodiment of the invention
uses numbers as the labels for the classes, but associates
more descriptive labels with these number labels using
features of a programming language.

The combination of the class hierarchy structure and the
instances structure provides a mechamism by which all
instances of a class (e.g., the metadata class, the parent
parameter class, etc.) and its derivatives (if any) can be
1dentified. As previously described, alternative embodiments
can use different structures. For example, rather than using
the CLASS-PARENT__LABEL method, data identifying the
labels of a class and of its’ parent could be expressed as data
in a structure of the class. As another example, rather than
ogenerating the class hierarchy and/or instances structure
during class and instance initialization, alternative embodi-
ments require the class hierarchy and/or instances structures
be maintained by the programmers during the definition of
the class(es) and instance(s). As another example, rather
than having a class label structure, a class hierarchy
structure, and an 1nstances structure, an alternative embodi-
ment could combine one or more of these 1nto one structure.
As another example, rather than using structure(s) that track
all class and 1nstances of the integration layer, an alternative
embodiment could implement structures that track only
certain classes and/or instances. As another example, rather
than implementing a class hierarchy structure, an exhaustive
scarch using the bottom-up view of the class hierarchy
provided by the CLASS-PARENT__[LABEL methods can be
used to locate class(es) and any derivatives thereof.

FIG. 6C 15 a flow diagram 1llustrating the mnitialization of
an 1nstance of a class according to one embodiment of the
invention. For example, 1n the embodiment described above
the INI'TTALIZE__INSTANCES method 1s applied to create
the 1nstance. In block 645, an instance of the class 1s created
and control passes to block 650.

With reference to block 650 of FIG. 6C, the CLASS-
PARENT_LABEL method of the instance 1s applied to
identify the label of the class. Block 650 1s performed 1 the
same manner as block 625. From block 650, control passes
to block 660.

In block 660, the instance 1s added to the object tracking
structure(s). To continue the description of the exemplary
object tracking structure(s), the label identified in block 650
1s used to locate the instance’s class 1n the instances struc-
ture. The name of the new instance 1s then added to the
instances structure under that class label.

Execution Class

FIG. 9 1s a block diagram 1illustrating an execution class

according to one embodiment of the invention. As previ-
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ously described, an execution object 1s used to maintain a
context for executing the underlying function.

The EXECUTION class 900 of FIG. 9 includes the
following structures: NAME; CLASS LABEL; PARAMS;
METADATA__OBJECT__PTR; and MANAGER__ PTR. As
previously described, each execution object 1s associated
with a metadata object. In one embodiment, the NAME
structure of an execution object contains the same data as the
name structure of the METADATA object to which 1t 1s
associated. In alternative embodiments, the NAME structure

need not store the same data, but rather a name to name
look-up structure 1s used. The CLASS_ LABEL structure of

the EXECUTION class 900 is used for the same purpose as
the CLASS__LLABEL structure of the METADATA class.
The PARAMS structure of an execution object 1s used to
store a context for executing that execution object’s under-
lying function. The PARAMS structure of a given execution
object 1s used to store a KEY__ VALUE object associated
with each mnput and output parameter of the underlying
function. A KEY__VALUE object associated with a given
parameter stores the key for that parameter kind and the
value to be used as previously described. An example of the
PARAMS structure 1s later described herein with reference

to FIG. 10.

The METADATA _OBIECT__PTR structure 1s used for
storing a pointer to the METADATA object for which that
EXECUTION object was created. The MANAGER__PTR
structure of an execution object 1s used to store a pointer to
a MANAGER object (if any).

The EXECUTION class 900 also includes the following
methods: SET_PARAM; GET PARAM; EXECUTE; and
PARAMETER _SATISFY. While each of these methods 1s
further described later herein, a brief description of each 1s
provided here. Application of the SET_PARAM method
sets the value of a KEY__ VALUE object associated with that
execution object. As later described herein with reference to
one embodiment of the invention, this KEY__ VALUE object
may be stored as part of the PARAMS structure or as a part
of a context provided by a MANAGER object.

Application of the GET PARAM method returns a value
associated with a parameter kind whose key 1s supplied as an
input (e.g., from the PARAMS structure). Application of the
EXECUTE method causes the application of the action
method from the metadata object 1dentified by the
METADATA__OBIJECT_PTR. The PARAMETER__
SATISFY method returns values for parameter kinds whose
keys are supplied as inputs.

FIG. 10 1s an exemplary block diagram illustrating the
relationship between an execution object and 1ts’ underlying

function. FIG. 10 shows an external function SALARY__
FUNCTION 1000, an action unit SALARY ACTION
1005, a METADATA object 1010, and an execution object
1015.

The SALARY_FUNCTION 1s written to receive an
employee’s name and an employee’s number, and to pro-
duce that employee’s yearly salary. As such, the SALARY__
FUNCTION has for inputs: 1) a string labeled TEMP1 for
the employee’s name; and 2) an integer labeled TEMP2 for
the employee’s employee number. In addition, the salary
function provides a floating point output in TEMP3 for the
yearly salary. As previously described, the input and output
parameter kinds of every function (including the SALARY
FUNCTION) are assigned a unique key. In the example of

FIG. 10, the umique keys are “EMPLOYEE__NAME,”
“EMPLOYEE__NUMBER,” and “YEARLY__SAILLARY.”
As also previously described, a METADATA object stores

metadata regarding the underlying function. As such, the
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METADATA object 1010: 1) stores 1n its INPUTS structure
the keys “EMPLOYEE_ NAME” and “EMPLOYEE__

NUMBER” (e.g., pointers to the class objects for the param-
eter kind classes with these names); 2) stores in its OUT-
PUTS structure the key “YEARLY_ SALARY;” and 3)

stores 1n the ACTION__PTR structure a pointer to the
SALARY__ACTION 1005.

Accordingly, the EXECUTION object 1015 stores 1n 1ts
PARAMS structure a key value object for the
EMPLOYEE_ NAME and EMPLOYER_NUMBER
parameter kinds (KEY_VALUE objects 1020 and 1025).
The KEY_ VALUE objects 1020 and 1025 respectively
have stored 1n their KEY__ STORAGE structures the unique
keys EMPLOYEE NAME and EMPLOYEE_NUMBER.
The METADATA__OBIJECT_PTR of the EXECUTION
object 10135 stores a pointer to the METADATA object 1010.

By way of example, assume the EXECUTE method of the
EXECUTION object 1015 1s applied. Responsive to appli-
cation of this execute method, the METADATA
OBJECT__PTR of the EXECUTION object 1015 1s used to
apply the ACTION method of the METADATA object 1010.
The ACTION method has as an input parameter a pointer to
the calling execution object (EXECUTION object 1015).
Application of the ACTION method causes the execution of
the instructions 1n the SALARY ACTION 1005. Thus, the
SALARY__ACTION 1005 receives the pointer to the calling
execution object (in this example, the EXECUTION object
1015).

Execution of the SALARY__ACTION unit 1005 causes
the following: 1) a variable TEMP1 to be declared and set
to the value stored in the VALUE__STORAGE structure of
the KEY_ VALUE object 1020; 2) a variable TEMP2 be
declared and set to the value contained in the VALUE_ _
STORAGE structure of the KEY_ VALUE object 1025; and
3) declaration of a variable TEMP3. In addition, the instruc-
tions of the SALARY_ACTION unit 1005 cause the
SALARY_FUNCTION 1000 to be called using: 1) TEMP1
and TEMP2 as input parameters; and 2) TEMP3 as a storage
arca for the output parameter. As such, the values for the
input parameters for the SALARY__FUNCTION 1000 have
been read from the EXECUTION object 1015.

Additionally, execution of the instructions in the
SALARY__ACTION unit 1005 result 1n storing the value
assoclated with TEMP3 1n the VALUE__STORAGE struc-
ture of the KEY__ VALUE object 1030. As such, the outputs
of the SALARY__FUNCTION are stored m the EXECU-
TION object.

Manager Class

FIGS. 11A-B are block diagrams illustrating two addi-
tional classes of the mtegration layer of FIG. 1A according
to one embodiment of the mvention. FIG. 11A 1s a block
diagram 1llustrating a context class 1100 according to one
embodiment of the invention. The context class includes the
following structures: NAME; KEY__ VALUE__
COLLECTION; and EXECUTION__COLLECTION.

The NAME structure of a context object 1s used to store
a name or label for that context object. The KEY_VALUE
COLLECTION of the context class 1100 1s used to store a
collection of KEY__ VALUE objects. In particular, the
KEY_VALUE_COLLECTION 1is used to store KEY_ _
VALUE objects that associate values with parameter kinds
of functions (similar to the PARAMS structure). The
EXECUTION__COLLECTION structure of the context
class 1100 1s used to store a collection of EXECUTION
objects. Each context object can be used for storing a
different context for executing and searching functions being
tracked by the integration layer. The manner of using the
context objects will be further described later herein.
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In one embodiment, the KEY VALUE COLLECTION
structure 1s formed for efficiency purposes. Particularly, the
EXECUTION__COLLECTION structure stores the execu-
tion object(s) for the context. The KEY VALUE objects for
that context are therefore stored in the PARAMS structure of
those EXECUTION objects. The system stores the KEY__
VALUE objects from those PARAMS structures in the
KEY_ VALUE_ COLLECTION structure to provide for
more elficient processing. In an alternative embodiment, the
KEY_VALUE_ COLLECTION structure 1s not imple-
mented.

FIG. 11B 1s a block diagram 1llustrating a MANAGER
class according to one embodiment of the invention. A
manager object can be used for managing the execution
objects. The MANAGER class 1110 includes the following
structures: CONTEXT COLLECTION; DEFAULT
CONTEXT; EXECUTION_COLLECTION; and
EXECUTION__PATH__COLLECTION.

The CONTEXT_COLLECTION structure 1s used for
storing a collection of context objects. Thus, the
CONTEXT__COLLECTION structure can be used for stor-
ing various contexts to be used when executing and search-
ing different functions being tracked by the integration layer.
The DEFAULT__CONTEXT structure 1s used to store data
identifying one of the context objects stored in the
CONTEXT__COLLECTION structure as the default con-
text. The EXECUTION__COLLECTION 1s used to store a
collection of execution objects managed by a MANAGER
object.

In one embodiment, the EXECUTION COLLECTION
structure 1n the manager class 1s provided for efficiency
purposes. Particularly, the execution objects for the manger
object are stored in the context objects of the CONTEXT
COLLECTION structure. The system associates those
execution objects with the EXECUTION__COLLECTION
structure to provide for more efficient processing. In an
alternative embodiment, the EXECUTION
COLLECTION structure 1s not implemented as part of the
manager class.

The MANAGER class 1110 includes the following meth-
ods: NEW__EXECUTION; FIND_ ;- NAME; FIND__
sy. NEED; FIND_BY_ NAME_ AND_ EXECUTE; and
FIND_ ;- NEED AND_EXECUTE. Although each of
the methods 1s described 1n further detail later herein, a
quick overview 1s provided here.

The NEW__ EXECUTION method 1s used to create a new
execution object. The FIND__ .., NAME method 1s used to
locate or create an execution object for a given function
tracked by the 1integration layer. The FIND_ .., NEED
method requires as an input parameter a collection of
parameter kinds for which output values are requested
(referred to herein as needs). The FIND__ 5, NEED method
returns a collection of EXECUTION objects whose under-
lying functions return as outputs the specified needs. The
FIND_ ,,- NAME_AND_EXECUTE and the FIND__
sy. NEED__AND_EXECUTE methods add the additional
steps of applymng the EXECUTE method from the returned
EXECUTION objects.

FIG. 12 1s a block diagram illustrating an example in
which the parameters for the underlying function are con-
tained within a manager object according to one embodi-
ment of the invention. FIG. 12 contains the SALARY_
FUNCTION 1000, the SALARY__ACTION 1005, and the
METADATA object 1010 from FIG. 10. In contrast to FIG.
10, FIG. 12 shows an execution object 1215. The
METADATA__OBJECT__PTR of the EXECUTION object
1215 stores a pointer to the METADATA object 1010. The
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MANAGER pointer of the EXECUTION object 1213 stores
a pointer to a MANAGER object 1240.

The CONTEXT __COLLECTION structure of the MAN-
AGER object 1240 includes context objects 1200, 1205, and
1210. The context object 1205 includes KEY_VALUE
objects 1220, 1225, and 1230. As previously mentioned and
as later described herein, application of the EXECUTE
method of the EXECUTION object 1215 causes the execu-
tion of the instructions 1n the SALARY_ ACTION unit
1005. In contrast to FIG. 10, execution of the instructions in
the SALARY__ACTION unit 1005 results in the TEMP1
and TEMP2 variables being set to the values stored 1n the
VALUE_ STORAGE structures of the KEY_ VALUE
objects 1220 and 1225. Furthermore, the return output from
the SALARY__FUNCTION 1000 1s stored back into the
VALUE__STORAGE structure of the KEY_VAILUE object
1230.

SET_PARAM Method

FIG. 13 1s a flow diagram illustrating the operation of the
SET__PARAM method of an execution object according to
one embodiment of the invention. The SET_PARAM
method receives as input parameters: 1) the unique key for
the parameter kind to be set; 2) the value to store for that
parameter; 3) and optionally a context object (see block
1300). From block 1300 control passes to block 1305.

In block 1305, 1t 1s determined if strong type checking 1s
enabled. If strong type checking 1s enabled, control passes to
block 1310. Otherwise, control passes to block 1325. While
one embodiment described 1n which strong type checking
can be enabled, alternative embodiments do not support the
enabling/disabling of strong type checking or do not support
strong type checking at all.

In block 1310, the underlying METADATA object for the
EXECUTION object 1s determined. To provide an example,
the objects shown i FIG. 10 will be used. Particularly,
assume the SET_PARAM method of the EXECUTION
object 1015 1s being applied. Using the METADATA _
OBJECT__PTR structure of the EXECUTION object 10135,
the METADATA object 1010 1s identified. From block 1310,
control passes to block 1315.

As shown 1n block 1315, 1t 1s determined 1f the passed key
1s stored 1 the INPUTS or OUTPUTS structure of the
identiied METADATA object. To continue the above
example, assume that: 1) “EMPLOYEE NAME” is the
passed key; and 2) “John Smith” is the passed value. With
reference to FIG. 10, 1n block 1315 it would be determined
if the passed key (“EMPLOYEE_NAME”) is stored in
cither the INPUTS or OUTPUTS structures of the META-
DATA object 1010. If so, control passes to block 13285.
Otherwise, control passes to block 1320. While one embodi-
ment 15 described 1n which both the INPUTS and OUTPUTS
structures are searched, alternative embodiments search only
one (e.g., the INPUTS structure).

In block 1320, the appropriate action 1s taken and the flow
diagram ends. Of course, any number of different actions
could be taken m block 1320, including the setting of a flag
to 1ndicate an error and the passing of control on to block
1325.

In block 13285, 1t 1s determined 1f a context object was
passed to the SET__ PARAM method. If so, control passes to
block 1335 where the passed context object 1s selected as the
current parameter area. Otherwise, control passes to block
1330 where the EXECUTION object’s PARAMS collection
1s selected as the current parameter area. In the example of
FIG. 10, block 1330 would result in the selection of the
PARAMS structure of the EXECUTION object 1015. Con-
trol passes from both of blocks 1330 and 1335 to block 1340.
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In block 1340, it 1s determined 1f a matching key value
object 1s already stored in the current parameter area. In
other words, 1t 1s determined 1if there 1s a KEY VALUE
object 1 the current parameter area which has stored 1 1t’s
KEY_STORAGE structure the passed key. If so, control
passes to block 1350 where the VALUE_ STORAGE struc-
ture of the identified KEY_VALUE object 1s overwritten
with the passed value (in this example, overridden with
“John Smith”). Otherwise, control passes to block 1345
where a KEY__ VALUE object 1s added to the current
parameter area. The added KEY__ VALUE object has stored
in 1t’s KEY__STORAGE and VALUE__STORAGE struc-
tures the passed key and value, respectively. In this manner,
the values to be used as the input parameters to the under-
lying function can be set.

GET_PARAM Method

FIG. 14 1s a flow diagram 1llustrating the operation of the
GET__ PARAM method according to one embodiment of the
invention. The GET_PARAM method receives as input
parameters: 1 the unique key of the parameter kind for which
a value 1s desired; and 2) optionally a context object (see
block 1400). From block 1400, control passes to 140S5.

In block 1405, it 1s determined 1f the current key 1s 1n the
PARAMS structure of the EXECUTION object. It so, con-
trol passes to block 1430 where the corresponding value 1s
returned. Otherwise, control passes to block 1410. To per-
form block 1405, the KEY__VALUE objects 1n the
PARAMS structure are searched to see if they contain 1n
their KEY_STORAGE structure the passed key. If so, 1n
block 1430 the value contained in the VALUE__ STORAGE
structure of the located KEY__ VALUE object 1s returned. To
provide an example, assume the key “EMPLOYEE__
NAME” from FIG. 10 1s passed. In this case, “John Smith”
from the KEY__ VALUE object 1020 would be returned.

In block 1410, it 1s determined if a context object was
passed. If a context object was passed, control passes to
block 1420. Otherwise, control passes to block 1413.

In block 1420 1t 1s determined if the passed key 1s stored
in the passed context object. If so, control passes to block
1430 where the associated value 1s returned. Otherwise,
control passes to block 1415. To perform block 1420, the
KEY_VALUE objects associated with the passed context
object are searched to see if they contain in their KEY_
STORAGE structure the passed key. If so, 1n block 1430 the
value contained 1n the VALUE_ STORAGE structure of the
located KEY__VALUE object 1s returned. To provide an
example, assume the key “EMPLOYEE_NAME” and the
context object 1205 of FIG. 12 1s passed. In this case, “John
Smith” from the KEY_VALUE object 1220 would be
returned.

As shown 1n block 14185, 1t 1s determined 1f a MANAGER
object was passed. If a MANAGER object was passed,
control passes to block 1425. Otherwise, control passes to
block 1440 where NULL 1s returned.

In block 1425, 1t 1s determined if the MANAGER__PTR
structure of the EXECUTION object 1s set. If so, control
passes to block 1435. Otherwise, control passes to block
1440. Particularly, a given EXECUTION object may or may
not be associated with a MANAGER object. If a given
EXECUTION object 1s associated with a MANAGER
object, the MANAGER _PTR structure of that EXECU-
TION object will store a pointer to that MANAGER object.
Otherwise, the MANAGER PTR structure of that EXECU-
TION object will store null.

In block 1425, it 1s determined 1f the default context
structure of the identified MANAGER object 1s set. If so,

control passes to block 1435. Otherwise, control passes to
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block 14440. To provide an example, the objects illustrated in
FIG. 12 will be used. In FIG. 12, the MANAGER__PTR
structure of the EXECUTION object 1215 contains a pointer
to the MANAGER object 1240. In addition, the
DEFAULT_CONTEXT structure of the manager object

1240 can store a pointer to one of the context objects 1n the
context collection.

In block 14335, 1t 1s determined 1f the passed key 1s stored
in the default context object. If so, control again passes to
block 1430 where the value from the default context 1s
returned. Otherwise, control passes to block 1440. Block
1435 1s performed 1n a similar manner to block 1420.

In block 1440, null 1s returned to indicate that a value for
the passed key 1s not currently associated with the EXECU-
TION object or the passed context object.

In summary, the PARAMS structure has priority over a
passed context object, and a passed context object has
priority over the default context (if any). As such, the default
context can be used to store global/shared parameter values,
whereas the passed context objects can be used to store
specific parameter values. Furthermore, 1t 1s understood that
in one embodiment the steps of FIG. 14 are performed
individually for each key. As a result, the values for different
keys can be acquired from different contexts (PARAMS, a
passed context, the default context).

By way of example, assume that there are a number of
contexts to be processed. Particularly, assume certain pro-
cessing must be done for each of employees Jack and Jane.
While certain information will be specific to Jack and Jane
(e.g., name), assume that certain information i1s shared by
Jack and Jane (e.g., they both work for department K). In the
described embodiment, the global values (e.g., department
K) can be stored in the default context of a manager object,
while the inquiry specific values (e.g., information specific
to Jack and Jane) can be stored in separate “inquiry specific”
context objects (e.g., in the context collection structure of
the manager object. As described later herein, applying the
EXECUTE method for a given inquiry, the manager object
and the appropriate mquiry specific context object can be
passed as 1nput parameters to the EXECUTE method.
Assuming the execution object’s PARAMS structure 1s
empty, the global values and inquiry specific values can be
acquired as described above. In this manner, the default
context provides a global context feature, while the other
contexts 1n the context collection structure provide speciiic
context capabilities.

While one embodiment of the invention 1s described with
reference to a particular priority structure, alternative
embodiments of the invention can have a different priority
scheme. Furthermore, while one embodiment allows for the
selection from multiple contexts, alternative embodiments
can provide more or less contexts to select from. For
example, one embodiment of the invention provides for only
the PARAMS structure. Furthermore, embodiments of the
invention can implement the context objects to be hierar-
chical using well known techniques. In other words, a
context object can have a parent context object. In this case,
if a key 1s not found 1n a given context object, the system
would recursively work its way up the hierarchy looking for
the key.

In addition, while one embodiment 1s described in which
the passed key 1s used to search through the various contexts
provided (e.g., the PARAMS structure, the context objects),
alternative embodiments of the invention also search keys
for derivatives of the parameter kind class of the passed key
when no match 1s found for the passed key. For example,
with reference to FIG. 2A, assume that the passed key 1s the
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NAME key for NAME class 220. In one embodiment,
assuming not match 1f found in the process, the searching
described above with reference to FIG. 14 would be per-
formed for each of the provided contexts. As a result of
finding not match, a derivative of the parameter kind class
NAME would be selected and the search would again be
performed. Thus, the BEST_NAME key from FIG. 2A
could be selected and the contexts would be searched.
Assuming that multiple matches are found in a context, a
technique 1s used to select one (e.g., the first one found is
chosen).

While one embodiment 1s described 1n which each of the
contexts 1s searched before moving on to derivatives, alter-
native embodiments also search for derivative before mov-
ing on to the next context. For example, the PARAMS
structure would be searched for the passed key, as well as
derivatives parameter kind classes thereof, before moving
on to a passed context object and/or default context.

In order to locate derivatives of a parameter kind class, the
CLASS-PARENT_LABEL method and object tracking
structure(s) can be used. Particularly, the CLASS-
PARENT__LLABEL method from the passed key 1s applied
to 1dentify the class label. This class label 1s then applied to
the class hierarchy structure of the exemplary object track-
ing structure to i1dentily the class labels for the derivative
classes. Using the derivative class label(s), the keys/class
names for the derivative parameter kind classes can be
determined from the class object placed 1n the instances
tracking structure during class 1nitialization. As previously
described, alternative embodiments of the invention can use
other mechanisms for tracking objects 1n the integration
layer. Of course, embodiments of the invention which use
different mechanisms for tracking objects in the integration
layer would use their mechanism(s) accordingly to identify
derivative parameter kind classes.

NEW__BUSINESS Rule Method

FIG. 15 1s a flow diagram 1llustrating the operation of the
NEW__EXECUTION method according to one embodiment
of the mvention. As previously described, the operation of
the NEW__ EXECUTION method causes the creation of an
execution object. The NEW__EXECUTION method
receives as input parameters: 1) the name assigned a META-
DATA object; 2) optionally a value identifying one or more
CLASS_LLABELs according to the CLASS-PARENT__
LLABEL method; and 3) optionally a context object (see
block 1500). Control passes from block 1500 to block 1505.

FIG. 15 actually 1illustrates two separate flows. In

particular, one embodiment of the invention provides a
NEW__EXECUTION routine outside of a manger object

and a NEW__ EXECUTION method inside a MANAGER
object. As such, FIG. 15 contains dashed lines between
blocks 1520/1525 and block 1530. The NEW__
EXECUTION routine that resides outside a manager object
ends at block 1520 or block 1525. In contrast, the NEW __
EXECUTION method within a manager object continues on
to perform blocks 1530 through 15485.

In block 1505, an execution object 1s i1nstantiated and
control passes to block 1510. In block 1510, metadata type
objects 1n the integration layer are identified and control
passes to block 1515. Block 1510 can be performed using a
variety of different methods. For example, mnstances of the
METADATA class (and derivatives thereof) can be stored in
index structures. In an alternative embodiment, the object
fracking structures previously described with reference to
FIGS. 6 A-8 arc used. In particular, the label associated with
the METADATA class can be found in the class hierarchy
illustrated 1n FIG. 7. From the class hierarchy, the labels
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assigned the derivatives of the METADATA class (if any)
can be 1dentified. The identified labels can then be used to
access the instance tracking structure 1llustrated 1in FIG. 8 to
identify instances of the METADATA class (and derivatives
thereof). Furthermore, the optionally passed CLASS
LABEL can be used to store the class label of a particular
class to be used. When a CLASS_LABEL 1s passed, only
the class with that class label (and derivatives thereof) are
located 1in the 1nstances tracking structure of FIG. 8.

As shown 1n block 1515, 1t 1s determined if one of the
METADATA objects 1dentified 1 block 1510 matches the
passed name. Block 1515 1s performed by comparing the
passed name to the value stored 1in the NAME structure of
the METADATA type objects 1dentified 1n block 1510. If a
match 1s found, control passes to block 1525 where a pointer
to the matching METADATA object 1s stored in the
METADATA__OBIJECT__PTR structure of the newly
instantiated EXECUTION object (the EXECUTION object
instantiated in block 1505). Otherwise, control passes to
block 1520 where the METADATA _OBIJECT__PTR of the
newly instantiated EXECUTION object 15 set to null.

During operation of the NEW__ EXECUTION method
within a MANAGER object, control passes from both of
blocks 1520 and 1525 to block 1530.

In block 1530, a pomter to the MANAGER object 1s
stored 1n the MANAGER__PTR structure of the newly
instantiated EXECUTION object. In this manner, the
EXECUTION object 1s associated with the MANAGER
object as 1illustrated 1n FIG. 1B. From block 1530, control
passes to block 1532.

In block 1532, the newly instantiated EXECUTION
object 1s added to the EXECUTION__COLLECTION of the
MANAGER object. Control passes from block 1532 to
block 1535.

In block 15385, 1t 1s determined 1f a context object was
passed. If so, control passes to block 1540 where the newly
instantiated EXECUTION object 1s added to the passed
context object. Otherwise, control passes to block 1545
where the newly instantiated EXECUTION object 1s added
to the default context object in the MANAGER object if one
1s 1dentified by the DEFAULT__ CONTEXT structure of that
MANAGER object.

FIND_ ., NAME Method

FIG. 16 1s a flow diagram 1illustrating the operation of the
FIND_ ... NAME method according to one embodiment of
the invention. The name assigned a METADATA object (and
therefore assigned one or more execution objects) 1s passed
as an 1nput to the FIND_ ;. NAME method. As previously
described the FIND_ .., NAME method returns an execu-
tion object associated with the METADATA object having
the passed name. In addition to the name, the FIND__ ..,
NAME method can have the following optional inputs: 1) a
class label; and 2) a context object (see block 1600). Control
passes from block 1600 to block 1605.

In block 1605 1t 1s determined 1f a context object 1s passed.
If so, control passes to block 1610. Otherwise, control passes
to block 1615.

In block 1610, the passed context object 1s selected as the
current context and control passes to block 1625.

In block 1615, 1t 1s determined 1f the DEFAULT
CONTEXT structure of the MANAGER object 1s set. If so,

control passes to block 1620. Otherwise, control passes to
block 1630.

In block 1620, the default context object 1s selected as the
current context and control passes to block 1625.

In block 1625, the current context 1s searched for the
passed name and control passes to block 1635. In other
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words, the system attempts to determine if an execution
object matching the passed name 1s contained 1n the current
context.

In block 1630, the EXECUTION__ COLLECTION of the
MANAGER object 1s searched for the passed name and
control passes to block 1635.

If a matching execution object 1s found, control passes
from block 1635 to block 1645 where that execution object
1s returned. Otherwise, control passes from block 1635 to

block 1640.

In block 1640, the NEW EXECUTION method of the
MANAGER object 1s applied with the same parameters used
in block 1600. As a result, a new execution object 1s
instantiated. From block 1640 control again passes to block

1645.
FIND_ ..., NEED Method

FIG. 17 1s a flow diagram 1llustrating the operation of the
FIND_ ... NEED method according to one embodiment of
the invention. As previously described, the FIND_ ..,
NEED method 1s part of the MANAGER class. One of the
input parameters to the FIND_ ., NEED method is a
NEED__COLLECTION structure. The keys assigned the
parameter kinds for which values are desired are stored 1n a
NEED__COLLECTION. Application of the FIND_ ..
NEED method returns a set of EXECUTION objects that
can be used to identify values for the needs. Particularly, the
EXECUTION objects 1n the returned set of EXECUTION
objects have underlying functions with output parameters
matching the keys 1n the NEED__COLLECTION.

By way of example, the objects of FIG. 10 will be used.
With reference to FIG. 10, assume that the NEED
COLLECTION contains the unique key “YEARLY__
SALARY.” As previously described, since the output param-
cter TEMP3 of the SALARY__FUNCTION 1000 has been
assigned the unique key “YEARLY__SALARY,” the unique
key YEARLY__SALARY is stored 1n the OUTPUTS struc-
ture of the METADATA object 1010. As a result, application
of the FIND_ ... NEED method would 1dentify the under-
lying function for the METADATA object 1010 provides an
output parameter matching the unique key contained 1n the
NEED COLLECTION, and therefore return an execution
object associated with the METADATA object 1010.

The FIND_ .. NEED method additionally has the fol-
lowing optional inputs: 1) an execution object; and 2) a
HAVE structure (e.g., a context object containing param-
eters for which there are currently values assigned). From
block 1700 control passes to block 1705.

In block 1705, 1t 1s determined if an execution object 1s
passed. If so, control passes to block 1710. Otherwise,
control passes to block 17385.

With reference to block 1710, blocks 1710-1730 1n FIG.
17 are performed for each input needed for the execution

object’s underlying function. By way of example, the
objects of FIG. 10 will be used. Particularly, the EXECU-

TION object 1015 1dentifies the METADATA object 1010.
The METADATA object 1010 1s associated with the under-
lying SALARY__FUNCTION 1000. The SALARY__
FUNCTION 1000 requires the input parameter Kinds
assigned the unique keys “EMPLOYEE_NAME” and
“EMPLOYEE__NUMBER.” As a result, the METADATA
object 1010 has stored 1n 1t’s INPUTS structure the keys
“EMPLOYEE__NAME” and “EMPLOYEE_NUMBER.”
Thus, blocks 17101730 of FIG. 17 are performed for both
the unique keys “EMPLOYEE__NAME” and
“EMPLOYEE__NUMBER.”

For certain functions, certain inputs will be required
inputs, while other are optional inputs. In one embodiment
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of the invention, the input(s) “needed” for the execution
object’s underlying function are all inputs (regardless of
whether they are optional). In such an embodiment, the key
for every mput to a function 1s stored in the INPUTS
structure of the metadata object, and the inputs needed
includes the parameter for each key in the INPUTS struc-
ture. In an alternative embodiment, the input(s) “needed”
include those that are required, not those that are optional. In
particular, in one such embodiment, data 1s stored as part of
the INPUTS structure to indicate which (if any) of the
parameters are optional. Parameters which are marked as
optional are not considered “needed” as defined with refer-
ence to block 1705.

In block 1715, the GET_PARAM method 1s applied for
the current key and control passes to block 1720. As
previously described, the GET_PARAM method returns a
value 1f the execution object has a value associated with the
current key (or in certain embodiments, a value associated
with a derivative parameter kind class if not match 1s found

for the current key). Otherwise, the GET_PARAM method
returns null.

In block 1720, 1t 1s determined 1f a value was returned. If
so, control passes to block 1725. Otherwise, null was
returned and control passes to block 1730.

In block 1725, the current key 1s added to the passed
NEED collection and control passes to block 1730. In this
manner, keys without associated values 1n the passed execu-
tion object are added to the NEED collection.

As shown 1n block 1730, it 1s determined 1if the last key
has been processed. If not, control passes back to block
1710. Otherwise, control 1s passed to block 1735.

In block 1735, a SATISFY_RELATIONSHIP routine 1s
invoked and control passes to block 1740. Invoking the
SATISFY__ RELATIONSHIP routine generates an execution
path of EXECUTION objects.

There are a number of different ways to implement the
SATISFY__ RELATIONSHIP routine. For example, in one
embodiment of the 1nvention, the SATISFY
RELATTIONSHIP routine 1s actually code contained in the
FIND_ ,,, NEED method. In an alternative embodiment,
the SATISFY__ RELATIONSHIP routine has been removed
from the FIND__ .., NEED method and placed in a separate
location. For example, the concept of relationship objects
later described herein can be used for this purpose. In one
embodiment of the mnvention, a relationship object 1s formed
for storing a method to 1mplement the SATISFY_
RELATIONSHIP routine. The operation of the SATISFY__
RELATIONSHIP routine will be further described herein
with reference to FIG. 18.

As shown 1n block 1740, an execution path 1s returned.
SATISFY__RELATIONSHIP Routine

FIGS. 18A—B are a flow diagram 1llustrating the operation
of the SATISFY__ RELATIONSHIP routine according to one
embodiment of the invention. The SATISFY_
RELATTONSHIP routine attempts to return an execution
path whose underlying functions will result 1n providing the
output parameter kinds assigned the keys contained in the
passed NEED__COLLECTION. The SATISFY__
RELATIONSHIP routine 1s called with the same 1nputs as
the FIND 5. NEED method (see block 1800). From block
1800, control passes to block 1810.

In block 1810, a consideration set that includes the
METADATA objects that have one or more of the needs in
therr OUTPUTS structure 1s created. By way of example, the
objects of FIG. 10 will be used. Assume that the key
“EMPLOYEE__NAME” 1s contained within the passed
NEED__COLLECTION. Since the OUTPUTS structure of
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the METADATA object 1010 contains the “EMPLOYEE__
NAME” key, the METADATA object 1010 would be added
to the consideration set. In one embodiment, the previously
described manners of identifying METADATA type objects
(and derivatives thereof) are used (e.g., a CLASS [LABEL
parameter could optionally be passed). From the identified
metadata type objects, metadata type objects having one or

more needs 1n their OUTPUTS structure are selected. From
block 1810, control passes to block 1815.

In this manner, the exposed metadata in the METADATA
objects (the unique keys contained in the outputs structure)
are used to identity underlying functions in the integration

layer that provide as output parameters those parameter keys
identified in the NEED COLLECTION. In other words, the

exposed metadata 1n the METADATA objects allows for a
search for the underlying functions whose output(s) will
satisfy a particular need(s) of interest.

In block 1815, it 1s determined how many METADATA
objects are 1n the consideration set. If the consideration set
1s empty, control passes to block 1820. However, 1if the
consideration set 1s not empty, control passes block 1822.

In block 1820, there are no metadata objects with under-
lying functions that will provide the desired output param-

eter kind. As such, in block 1820 null 1s returned.

In block 1822, one or more solution sets of METADATA
object(s) from the consideration set are determined and
control passes to block 1825. In particular, the system
determines from the consideration set one or more solution
sets of metadata objects whose underlying functions will
collectively provide values for the needs in the passed
NEED_COLLECTION structure.

Many different techniques can be used for determining the
solution sets. For example, 1n one embodiment block 1822
is performed by selecting the first metadata object(s) in the
consideration set that satisty the needs. In another alternative
embodiment of the invention, block 1822 1s performed by
first extracting 1nto a solution set the metadata objects from
the consideration set that must be used. In particular, 1f only
one of the METADATA object’s underlying function pro-
vides one or more of the needs in the NEED__
COLLECTION, then that metadata object must be used.
Next, 1t 1s determined how many metadata objects are left 1n
the consideration set. If no METADATA objects are left 1n
the consideration set (all of the metadata object(s) in the
consideration set must be used), then only one solution set
exists and control passes to block 1830. However, 1f there
are still multiple metadata objects in the consideration set
(i.e., multiple ones of the underlying functions can be used
to satisfy the same need i1dentified 1n the NEED__
COLLECTION), there are multiple execution paths (e.g.,
see FIG. 21) and multiple solution sets are possible
(however, certain embodiments only determine one). Again,
a number of different techniques can be used to form
solution sets from the metadata objects left 1n the consider-
ation set after necessary metadata objects are removed (note,
cach solution set will include the metadata objects that must
be used). For example, the first metadata objects that satisfy
the needs could be selected. As another example, all of the
solution sets are determined (e.g., certain embodiments
index all the output parameters, and use the indexes to
determine the solution sets). As another example, a costing
technique could be used.

In block 1825, one of the solution set(s) is selected and
control passes to block 1830. Again, any number of tech-
niques could be used to perform this selection. For example,
in one embodiment block 1825 1s performed by selecting the
first solution set. In an another embodiment of the invention,
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the well known technique of costing 1s used to select from
the solution sets. When using costing, the solution set whose
metadata object(s)’ underlying functions would cost the
least to produce the needs identified by the NEED__
COLLECTION 1s selected. The optional HAVE structure
can be used during this costing process to determine which
of the functions for the metadata objects 1n a solution set will
be cheapest. Particularly, the HAVE structure 1dentifies the
values that are already established. As such, 1f two metadata
objects will satisly a need, but the first requires an input that
1s not 1n the HAVE structure and the second does not, then
the second will likely cost less than the first.

As shown 1n block 1830, the NEW__EXECUTION
method for the METADATA object(s) in the selected solu-
tion set 1s applied. For example, 1f the above consideration/
solution set technique 1s used, the NEW__EXECUTION
method is applied for each of the metadata object(s) in the
solution set. As a result, block 1830 provides an execution
object for each metadata object 1n the solution set. Control
passes from block 1830 to block 1835. With reference to the
example of FIG. 21, assume that function E was selected. As
such, an execution object for the metadata object identifying
the function E would be created.

In block 1835, a level object 1s created and added to the
beginning position of ordered execution in a temporary
execution path collection. In other words, by block 1835 the
functions for one level of an execution path have been
identified and execution objects have been formed for each
function. These execution objects are then placed 1n a level
object which 1s placed 1n the ordered collection of a tem-
porary execution path. With reference to the above example
where function E of FIG. 21 was selected, a level N object
would be created for the execution object from block 1830.

As shown 1n block 1840, 1t 1s determined 1if all of the
needed imputs to the functions represented by the level
object of block 1835 are available (in the HAVE structure).
If so, control passes to block 1867 because an end of an
execution path has been reached. Otherwise, control passes
to block 1845. With reference to the above example where
function E of FIG. 21 was selected, control would pass to
block 1845.

In an alternative embodiment, an optimization 1s made 1n
which a block 1s performed between blocks 1835 and 1840.
In particular, 1t 1s determined, for each execution object on
the current level, whether all of the mputs for that execution
object’s underlying function are 1n the HAVE structure. In
other words, 1t 1s determined whether an execution object’s
underlying function could have been executed on the early
level. For each such execution object, the output(s) of that
execution object are added to the HAVE structure.

In block 1845, a need collection 1s created for the needed
inputs and control passes to block 1850. As shown 1n block
1850, the satisty relationship routine i1s invoked and control
passes to block 1855. As such, a reiterative process 1s begun
to work up the execution path through the outputs of the
function. With reference to the example of FIG. 21, the
needs for E will identify the functions A, D and F.

As shown 1n block 18585, 1t 1s determined 1f all of the
solution sets have all been processed. If not, control passes
to block 1865 from which control i1s passed back to block
1825 for selection of another solution set. To continue the
above example, assume that the consideration set A, D, and
F 1s being processed. The consideration set A, D, and F
results in two solution sets: (A, D) and (A, F). In addition,
on the imitial pass through block 1825, assume that the
solution set (A, D) was selected. As a result, when block
1855 is reached, the solution set (A, F) will not yet have been
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processed and control will pass back to block 1825 where
solution set (A, F) will be selected. Whereas, if it was
determined that all the solution sets have been processed,
control passes to block 1860 where a return 1s performed. It
should be noted that one embodiment only completes one
solution set, and therefore does not perform blocks 1855 and
1865 when an execution path has been established (e.g.,
control passes from block 1850 to block 1860).

As shown 1n block 1867, the end of an execution path has
been reached and duplicate execution objects are removed.
From block 1867, control passes to block 1870. This concept
1s further described later herein. While one embodiment 1s
described 1 which duplicates are removed, alternative
embodiments need not remove duplicates.

In block 1870, the path 1s costed and control passes to
block 1875. For example, when function A of FIG. 21 1s
reached. Any number of different costing mechanisms could
be used. In one embodiment of the invention, each metadata
object has stored therein a value indicating the cost of the
metadata object. The values from each of the metadata
objects 1n the execution path are summed to determine the
cost of the execution path. In alternative embodiments of the
invention, other costing mechanisms can be used (e.g., a
method could be used to determine cost).

As shown 1n block 1875, 1t 1s determined 1if the current
execution path 1s cheaper than a previously selected execu-
tion path (if any). If the current execution path is cheaper,
control passes to block 1880. Otherwise, control passes to
block 1890.

In block 1880, the current execution path 1s stored as the
selected execution path and control passes to block 1885
where a return 1s performed. In this manner, the cheapest of
the execution paths 1s selected.

As shown 1n block 1890, a previously selected execution
path 1s cheaper and the current temporary execution path 1s
discarded as a return 1s performed.

With reference to FIG. 21, the flow of FIG. 18 will now
be described. Assume that the initial consideration set
includes function E, and that E 1s selected in block 1825.
Processing for E will reach block 1850 where a recursive
call 1s made based on the input needs of function E (Best
Name and Spouse’s Name). On this first recursive call, the
consideration set will include A, D, and F; and the solution
sets will be (A, D) and (A, F). Assume that solution set (A,
D) is selected (in block 1825). Processing for (A, D) will
reach block 1850 where a recursive call 1s made based on the
input needs of function D (the input of function A 1is
available in the HAVE structure). On this second recursive
call, the consideration set will include B and C; and the
solution sets will be (B) and (C). Assume that function B is
selected. Processing for B will reach block 1850 where a
recursive call 1s made based on the mput needs of function
B (Id). On this third recursive call, the consideration set will
include function A, and thus there 1s one solution set. Since
the 1nputs from the solution set of A are available m the
HAVE structure, processing for A will reach block 1870
where duplicates are removed. Particularly, the execution
path 1s now A to B, B to D, and both A and D to E. Since
function A 1s duplicated, one 1s removed to create the
execution path A to B, B to D, and D to E. This execution
path 1s then costed. In addition, since this 1s the first
execution path, this path will be stored as the selected
execution path and block 1885 will be reached.

As a result of the return 1n block 1885, processing will
return to block 1855 of the second recursive call. On this
call, control will pass through block 1865 to block 1825

because the solution set (C) remains (the path from D to A
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through C remains). This return to block 1825 will result in
the solution set (C) being selected (instead of the already
processed solution set that contained B). Processing for the
solution set (C) will reach block 1850 where a fourth
recursive call 1s made based on the mput needs of function
C. On this fourth recursive call, the solution set containing
A will again be determined and selected. Processing for A
will again reach block 1870 where this second execution
path 1s costed. Assuming this second execution path 1s not
cheaper than the first, block 1885 is reached and processing
returns to block 1855 of the second recursive call. This time,
all solution sets have been processed (both B and C of the
left side tree) for the second recursive call and processing
returns to block 1855 of the first recursive call. Processing
continues as such.

While one embodiment 1s described 1n which each execu-
fion path 1s processed to completion, alternative embodi-
ments of the invention attempt to improve performance by
restricting execution path processing. For example, one such
alternative embodiment calculates costing on the fly and
terminates processing of an execution path that exceeds a
previous best execution path. As another example, alterna-
tive embodiments can restrict the number of recursive levels
processed (e.g., execution paths over a certain number of
levels are aborted).

In addition, while one embodiment 1s described in which
costing 1s used, alternative embodiments do not use costing.
For example, one such alternative embodiment just picks the
first metadata objects 1n block 1825 to create a first execu-
tion path, and never determines other execution paths (e.g.,
does not perform blocks 1855, 1865, 1875, 1890).

The FIND_ ;- NEED__AND_ EXECUTE method 1s the
same as the FIND__ ,,, NEED method, with the exception
that the FIND__ ..., NEED AND__EXECUTE causes the
EXECUTE methods on the execution path to be applied.
Application of the EXECUTE methods on the execution
path results in values being provided for the keys contained
in the NEED__ COLLECTION.

EXECUTE Method

FIG. 19 1s a flow diagram 1illustrating the operation of the
EXECUTE method according to one embodiment of the
invention. As previously described, a given EXECUTION 1s
associlated with a METADATA object, which 1n turn 1s
assoclated with an action unit, which 1n turn 1s associated
with a function being tracked by the integration layer.
Application of the EXECUTE method from an execution
object causes the execution of the underlying function using
the values associated with that EXECUTION object, as well
as causes the associating of the outputs from the underlying
function with that EXECUTION object. It 1s worthwhile to
point out that the phrase “the values associated with an
execution object” can refer to either the KEY_ VALUE
objects stored 1n the PARAMS structure of that EXECU-
TION object or a context object in a MANAGER object. In
addition, certain embodiments of the invention optionally
allow a context object be passed as an 1input parameter to the
EXECUTE method. In this situation, one or more of the
KEY__VALUE objects 1n the passed context object may be
used.

As described later herein, there are times when values for
the required 1nputs to the underlying functions are not yet
associated with the EXECUTION object (or contained in the
passed context object, if present). In this situation, the
previously described satisty-relationship routine can be used
in a recursive fashion to generate EXECUTION objects
whose underlying functions are applied to provide the
missing values.
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The inputs to the EXECUTE method are optionally: 1) a
MANAGER object; and 2) a context object (see block
1900). Control passes from block 1900 to block 1905.

With reference to block 1905, blocks 1910-1930 1n FIG.
19 are performed for each input needed for the execution
object’s underlying function. Block 1905 can be performed
in a similar manner to block 1710. Control passes from
block 1910 to block 1915.

As shown 1n block 1910, an attempt 1s made to associate
a value with the key currently being processed. From block
1910, control passes to block 1913.

In one embodiment, block 1910 1s performed by applying,
the GET__PARAM method for the current key and then
applying the SET_PARAM method for the current key with
the value from the GET__PARAM method. In an alternative
embodiment, block 1910 is performed with a modified
version of the flow shown in FIG. 14. Particularly, the
SET__PARAM method need not be applied after the GET__
PARAM 1f the value i1s already stored in the PARAMS
structure. As such, this modified version of the flow 1n FIG.
14 does not apply the SET__ PARAM method 1if the matching
KEY__VALUE object 1s found 1in the PARAMS structure. In
addition, as stmilarly described with reference to the GET__
PARAM method, certain embodiments of the invention may
allow the searching for matches to be performed using
derivatives of the parameter kind class assigned the passed
key. Furthermore, certain embodiments of the nvention may
provide searching for matches using derivatives of the
parameter kind class for only one of the GET_PARAM
method and the technique used for block 1910.

In the embodiment previously described, the PARAMS
structure has priority over a passed context object, and a
passed context object has priority over the default context (if
any). As such, the default context can be used to store
oglobal/shared parameter values, whereas the passed context
objects can be used to store specific parameter values.
Furthermore, 1t 1s understood that in one embodiment that
blocks 1910-1930 are performed individually for each key.
As a result, the values for different keys can be acquired
from different contexts (PARAMS, a passed context, the
default context).

By way of example, assume that there are a number of
contexts to be processed. Particularly, assume certain pro-
cessing must be done for each of employees Jack and Jane.
While certain information will be specific to Jack and Jane
(c.g., name), assume that certain information is shared by
Jack and Jane (e.g., they both work for department K). In the
described embodiment, the global values (e.g., department
K) can be stored in the default context of a manager object,
while the inquiry specific values (e.g., information specific
to Jack and Jane) can be stored in separate “inquiry specific”
context objects (e.g., in the context collection structure of
the manager object. When applying the EXECUTE method
for a given 1inquiry, the manager object and the appropriate
Inquiry specific context object can be passed as input
parameters to the EXECUTE method. Assuming the execu-
tion object’s PARAMS structure 1s empty, the global values
and 1nquiry speciiic values will be associated with the
execution object as described above. In this manner, the
default context provides a global context feature, while the
other contexts 1n the context collection structure provide
specific context capabilities.

While one embodiment of the mnvention 1s described with
reference to a particular priority structure, alternative
embodiments of the invention can have a different priority
scheme. Furthermore, while one embodiment allows for the
selection from multiple contexts, alternative embodiments
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can provide more or less contexts to select from. For
example, one embodiment of the invention provides for only
the PARAMS structure. In addition, while certain embodi-
ments allow values for different keys to be provided from
different contexts, alternative embodiments select one con-
text from which all values must come. Furthermore, embodi-
ments of the invention can implement the context objects to
be hierarchical using well known techniques. In other words,
a context object can have a parent context object. In this
case, 1f a key 1s not found in a given context object, the
system would recursively work 1ts way up the hierarchy
looking for the key.

As shown 1n block 1915, it 1s determined 1f a value was
associated with the current key. It so, control passes to block
1930. Otherwise, control passes to block 19285.

In block 1925, since there 1s no value associated with the
key, a need has been identified (i.e., one of the required input

parameters for the underlying function has no value). As
such, 1n block 19235, the current key 1s stored 1n a NEED__

COLLECTION. As previously described, the NEED__
COLLECTION 1s used by the SATISFY__  RELATIONSHIP
routine to locate other execution objects with underlying
functions that can provide values for missing mput param-
cters. The manner in which this 1s performed during the
EXECUTE method is further described later herein. Control
passes from block 19235 to block 1930.

In block 1930, 1t 1s determined 1f all of the keys from the
INPUTS structure of the metadata object have been pro-
cessed. If not, control passes back to block 1905. Otherwise,
control passes to block 1935.

In block 1935, 1t 1s determined 1f the NEED
COLLECTION 1s empty. If the NEED__ COLLECTION 1s
empty, then there are values established for each of the
required input parameters to the underlying function and
control passes to block 1945. However, 1f there are keys in

the NEED__COLLECTION, control passes to block 1940.

In block 1940, the PARAMETER SATISFY method
from the EXECUTION object 1s applied for the NEED__
COLLECTION. The PARAMETER__SATISFY method
will be described later herein with reference to FIG. 20.
However, 1t 1s worthwhile to note that the PARAMETER_
SATISFY method 1s designed to use the basic techniques of
the SATISFY__RELATIONSHIP routine to locate and
execute other functions (via EXECUTION objects and
METADATA objects) that will provide the missing input
parameter values. From block 1940, control passes to block
1945.

As shown 1n block 1945, the action method from the
metadata object 1dentified by the execution object 1s caused
to be executed using the established parameter values.

Thus, the mnvention provides for an execution framework
for functions that allows execution plans to be determined
and performed.

PARAMETER__SATISFY Method

FIG. 20 1s a block diagram 1llustrating the
PARAMETER__SATISFY method according to one
embodiment of the invention. The PARAMETER__
SATISFY method receives the same inputs as the FIND__
sy NEED method previously described (see block 1700).
From block 2000, control passes to block 20035.

In block 2005, the SATISFY RELATIONSHIP routine 1s

invoked and control passes to block 2010. As previously
described, mvoking the SATISFY_RELATIONSHIP rou-

tine will attempt to return an execution path for the NEED

COLLECTION parameter.
In block 2010, the execution path 1s performed and
control passes to block 2015. In one embodiment, the
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execute methods of the execution objects 1n the level objects
of the EXECUTION__PATH_COLLECTION structure are
applied 1n level order.

It should be noted that application of each EXECUTE

method requires the operations illustrated 1n FIG. 19 to be
performed. It should be understood that application of one or
more of these EXECUTE methods could also result mn a
determination that the values for one or more required inputs
of an underlying function 1s missing. In other words, this
operation can be recursive 1n nature.

According to the embodiment shown 1n FIG. 20, for each
key in the NEED__COLLECTION (see block 2015) it is
verifled that a value was acquired. In particular, block 2020
determines 1f a value was returned. If a value was not
returned, control passes to block 2030 1n which a flag 1s set
for debugging purposes. However, 1f a value was returned,
then the SET__ PARAM method 1s applied with the returned
value to associate the value with the EXECUTION object.
While one embodiment 1s described 1n which verification
that a value was returned for each key 1n the need collection
1s performed, alternative embodiments can avoid this veri-
fication and/or provide for this verification in other areas.

In this manner, values for any of the missing input
parameters to the underlying function are located as part of

applying the EXECUTE method from the EXECUTION
object.

Relationship Objects

In one embodiment, the mtegration layer also includes
two types of objects, base objects and relationship objects.
The base objects describe the disparate integration sources
A-1. The relationship objects describe relationships between
the base objects, as well as relationships between the rela-
tionship objects themselves.

Specifically, the common concept of encapsulation in
object technology 1s to place data with its’ associated
methods together 1n a single object. In contrast, the integra-
tion layer 1s developed such that those methods that express
a relationship (referred to herein as “relationship methods™)
are placed 1n separate objects—the relationship objects. In
this manner, a higher degree of encapsulation 1s provided.
While relationship methods within relationship objects are
similar to methods commonly found 1n object technology in
that they can be applied to the objects that contain them,
relationship methods within relationship objects are ditfer-
ent 1n that they often are applied to other objects, including
base objects and other relationship objects. For a further
description of relationship objects, sece “A Method and
Apparatus for Providing Relationship Objects and Various
Features to Relationship and Other Objects,” filed Sep. 30,
1998, by Bhalchandra Ghatate, which 1s herein incorporated
by reference.

As previously indicated, in one embodiment of the
invention, relationship object(s) are used to provide for one
or more SATISFY_RELATIONSHIP routines. In this
manner, different types of satisty relationship routines can
be provided and selected from using the relationship object
techniques.

Alternative Embodiments

While the mnvention has been described 1n terms of several
embodiments, those skilled 1n the art will recognize that the
invention 1s not limited to the embodiments described. The
method and apparatus of the invention can be practiced with
modification and alteration within the spirit and scope of the
appended claims. The description 1s thus to be regarded as
illustrative instead of limiting on the mvention.
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What 1s claimed 1s:
1. A machine readable medium having stored thereon:

a Tunction requiring a set of one or more 1put parameters;

a first object mcluding,
a first structure storing a key for each of said set of input
parameters, and
an action method, which when applied by a processor,
causes that processor to 1nvoke an action unit; and

a second object including,

a first structure to store data for identifying, for each of
said set of input parameters, the corresponding key
and a value for that mnput parameter,

a second structure identifying said first object, and

an execute method, which when applied by a processor,
causes that processor to apply said action method;

said action unit including instructions, which when
executed by a processor, cause that processor to,
access said values, and
invoke said function using said values as mput param-
cters.

2. The machine readable medium of claim 1, wherein said
function 1s contained within said action unit.

3. The machine readable medium of claim 1, wherein said
first structure 1n said second object has stored therein, for at
least one of said set of input parameters, the corresponding
key and a value for that input parameter.

4. The machine readable medium of claim 1, wherein:

the data in said first structure of said second object
1dentifies a third object; and

said third object includes a structure to store, for one or
more of said set of input parameters, the corresponding,
key and value for that mput parameter.

5. The machine readable medium of claim 1, wherein:

the data in said first structure of said second object
identifies a third object; and

said third object includes,

a first structure to store a plurality of context objects,
cach of said plurality of context objects to store, for
one or more of said set of mput parameters, the
corresponding key and a value for that input
parameter, and

a second structure to store data identifying one of said
plurality of context objects as a default context
object.

6. The machine readable medium of claim 1, wherein:

said function provides a set of one or more output
parameters,

said first structure 1n said first object also storing a key for
cach of said set of output parameters.
7. A machine readable medium having stored thereon:

a function requiring a set of one or more 1put parameters;

a first object including,
a first structure storing a key for each of said set of 1nput
parameters, and
an action method, which when applied by a processor,
causes that processor to 1nvoke said function; and

a second object including,
a first structure 1dentifying a third object,
a second structure 1dentifying said first object, and
an execute method, which when applied by a processor,
causes that processor to apply said action method;
and

said third object including,
a first structure to store a plurality of context objects,
cach of said plurality of context objects to store, for
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one or more of said set of mput parameters, the

corresponding key and a value for that input
parameter, and

a second structure to store data identifying one of said

plurality of context objects as a default context

object.

8. The machine readable medium of claam 7 further

having stored thereon:

an action unit including said function as a method.
9. The machine readable medium of claim 7 further

having stored thereon:

an action unit including instructions, which when
executed by a processor, cause that processor to 1nvoke
said function; and

wherein said action method, when applied, causes the
execution of the mstructions 1n said action unit.
10. The machine readable medium of claim 7 further
having stored thereon:

an action unit including instructions, which when
executed by a processor, cause that processor to,
access values for one or more of said set of input
parameters from a selected one of said plurality of
context objects that 1s passed to said action unit, and
invoke said function using said values as mput param-
eters; and

wherein said action method, when applied, causes said
function to be imnvoked through the instructions in said
action umnit.

11. The machine readable medium of claim 10, wherein:

said second object also includes a first structure storing,
data 1dentifying, for one or more of said set of 1nput
parameters, the corresponding key and a value for that
input parameter; and

said instructions of said action unit, when executed by a
processor, also cause that processor to access values for
one or more of said set of 1input parameters from said
first structure.

12. The machine readable medium of claim 11, wherein:

said 1nstructions of said action unit, when executed by a
processor, also cause that processor to access values for
one or more of said set of 1nput parameters from said
default context object.

13. The machine readable medium of claim 11, wherein:

said instructions of said action unit, when executed by a
processor, also cause that processor to access values for
one or more of said set of 1nput parameters from said
default context object.

14. The machine readable medium of claim 7 further

having stored thereon:

said second object also includes a first structure to store
data 1dentifying, for one or more of said set of input
parameters, the corresponding key and a value for that
input parameter; and

an action unit i1ncluding instructions, which when
executed by a processor, cause that processor to,
access values for said set of input parameters from said
first structure of said second object, a selected one of
said plurality of context objects that 1s passed to said
action unit, and said default context object, and
invoke said function using said values as mput param-
cters.
15. A machine readable medium having stored thereon:

a plurality of functions for one or more applications, each
of said plurality of functions requiring one or more
input parameters, the input parameters required by said
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plurality of functions collectively defining a set of
parameter kinds irrespective of data type, each param-
cter kind 1n said set being assigned a unique key;

a metadata object corresponding to each of said plurality
of functions, each said metadata object storing data to
locate the corresponding one of said plurality of
functions, each said metadata object also storing the
unique key for each input parameter required by the
corresponding one of said plurality of functions; and

cach metadata object having one or more corresponding,
execution objects, each execution object including a
structure storing data to 1dentily a value for each input
parameter of the one of said plurality of functions
identified by the corresponding metadata object.

16. The machine readable medium of claim 15, wherein
cach parameter of said plurality of functions 1s of one of a
plurality of data types each supporting a range of values,
wherein different data i1s categorized irrespective of data
type, and wherein each category of data defines one of the
parameter kinds.

17. The machine readable medium of claim 15 further
having stored thereon:

an action unit for each of said plurality of functions, each
of said action units including instructions, which when
executed by a processor, cause that processor to 1nvoke
the corresponding one of said plurality of functions;
and

wherein the data 1n each of said metadata objects for
locating the corresponding one of said plurality of
functions 1dentifies the corresponding one of said
action units; and

wherein each of said metadata objects mncludes an action
method, which when applied, causes the execution of
the 1nstructions 1n the corresponding one of said action
units.

18. The machine readable medium of claim 17, wherein:

cach execution object includes a method, which when
applied, causes said action method of the correspond-
ing metadata object to be applied for that business rule;

cach action method, when applied responsive to the
method of an execution object, causes the nstructions
in the corresponding action unit to be executed for that
business rule; and

the 1nstructions 1n each action unit, when applied respon-
sive to an action method responsive to the method of an
execution object, causes the values of that business rule
to be accessed and said function of that action unit to
be mvoked with said values as input parameters.

19. The machine readable medium of claim 18§, wherein
at least one of said execution objects stores the key and a
corresponding value for at least one input parameter of the
corresponding one of said plurality of functions.

20. The machine readable medium of claim 15, wherein:

at least one of said execution objects 1ncludes a structure
identifying a manager object; and

said manager object 1includes a structure to store the key
and a corresponding value for at least on 1nput param-
cter of the one of said plurality of functions correspond-

ing to the at least one of said execution objects.
21. The machine readable medium of claim 15, wherein:

at least one of said execution objects includes a structure
identifying a manager object; and
said manager object includes,

a first structure to store a plurality of context objects,
cach of said plurality of context objects to store the
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key and a corresponding value for one or more 1nput
parameters to at least certain of the plurality of
functions, and
a second structure to store data identifying one of said
plurality of context objects as a default context
object.
22. The machine readable medium of claim 15, wherein:

cach of said plurality of functions provides one or more
output parameters, the mput and output parameters of
said plurality of functions collectively defining said set
of parameter kinds 1rrespective of data type;

cach said metadata object also storing the unique key for
cach mput and output parameter of the corresponding
one of said plurality of functions.

23. A machine readable medium having stored thereon
sequences of mstructions, which when executed by a set of
one or more processors, cause said set of one or more
processors to perform the acts of:

applying a first method from a first execution object, said
first execution object identifying a first metadata object
corresponding to a first function, said first function
requiring one or more Input parameters, said {first
metadata object storing data describing each input
parameter of said first function, said first method caus-
ing the acts of,
accessing the data describing each input parameter of
said first function from said first metadata object;
attempting to match values associated with said first
execution object to each mput parameter of said first
function as described by the data; and
determining a value 1s missing for at least a first input
parameter to said first function.
24. The machine readable medium of claim 23, wherein
said first method further causes the acts of:

locating a second metadata object corresponding to a
second function having one or more output parameters,
said second metadata object storing data describing
cach output parameter of said second function;

determining the missing first input parameter 1s an output
parameter of said second function; and

executing said second function to acquire the missing,
value.
25. The machine readable medium of claim 24, wherein
said first method further causes the act of:

assoclating the acquired value with said first execution
object; and
executing said first function using the acquired value now
assoclated with said first execution object as the first
input parameter.
26. The machine readable medium of claim 23, wherein
said first method further causes the acts of:

determining a set of metadata objects that each have
stored therein data describing an output parameter that
matches one or more of the missing mput parameters,
wherein each metadata object 1n said set corresponds to
a different function having a set of one or more output
parameters, each metadata object 1n said set storing
data describing said set of output parameters for the
corresponding function; and

executing the functions corresponding to the set of meta-
data objects to acquire said set of missing values;

assoclating the acquired values with the first execution
object; and executing said first function using the
values associated with the first execution object as
Input parameters.
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27. The machine readable medium of claim 23, wherein
said attempting further includes:

accessing a structure 1n said first execution object, said
structure 1n said first execution object to store values
for one or more said set of mput parameters to said first
function.

28. The machine readable medium of claim 23, wherein
said attempting further includes:

accessing a structure 1n a manager object 1dentified by a

structure 1n said first execution object, said structure in
saidd manager object identifying a default one of a
plurality of context objects, each of said plurality of
context objects to store values for one or more of the
input parameters to said first function; and

accessing said values from said default context object.

29. The machine readable medium of claim 23, wherein
said sequences of instructions, when executed, cause said set
of processors to further perform the acts of:

applying a first method from a second execution object,

said second execution object also 1dentifying said first

metadata object, said first method of said second execu-

tion object causing the acts of,

accessing the data describing each input parameter of
said first function from said first metadata object;

attempting to match values associated with said second
execution object to each input parameter of said first
function as described by the data 1n said first meta-
data object; and

determining one or more values are missing for at least
certain input parameters of said first function.

30. A machine readable medium having stored thereon
sequences of 1nstructions, which when executed by a set of
one or more processors, cause said set of one or more
processors to perform the acts of:

applying a first method from a first execution object, said

first execution object 1dentifying a first of a plurality of
metadata objects, each of said plurality of metadata
objects 1dentifying a different function, each of said
functions having input and output parameters, wherein
one or more parameters for different functions are the
same, the parameters for the different functions collec-
tively defining a set of parameter kinds, each parameter
kind 1n said set of parameter kinds being assigned a
unique key, each of said plurality of metadata objects
storing the unique keys assigned the mput and output
parameters of the function they identily, said first
method causing the acts of,
accessing the key for each mput parameter stored in
said first metadata object;
attempting to match parameter values associated with
said first execution object to each of the accessed
keys; and
determining parameter values are missing for a set
including at least one of the accessed keys.

31. The machine readable medium of claim 30, wherein
cach parameter of said functions 1s of one of a plurality of
data types each supporting a range of values, wherein
different data 1s categorized irrespective of data type, and
wherein each category of data defines one of the set of
parameter kinds.

32. The machine readable medium of claim 30, wherein
said first method further causes the acts of:

locating a set of one or more of said plurality of metadata
objects that collectively store each of the set of keys;
and

executing the functions corresponding to the set of meta-
data objects to acquire said set of missing parameter
values as outputs of the functions;
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associating the acquired parameter values with the first
execution object; and

executing the function identified by the first metadata
object using the parameter values associated with the
first execution object as mput parameters.
33. The machine readable medium of claim 30, wherein
said attempting further includes:

accessing a structure in said first execution object, said
structure 1n said first execution object to store values
for one or more said set of mput parameters to the
function 1dentified by the first metadata object.
34. The machine readable medium of claim 30, wherein
said attempting further includes:

accessing a structure 1 a manager object 1dentified by a
structure 1n said first execution object, said structure 1n
saidd manager object identifying a default one of a
plurality of context objects, each of said plurality of
context objects to store values for one or more of the
input parameters to said first function; and

accessing one or more of said values from said default
context object.

35. The machine readable medium of claim 30, wherein

said sequences of 1nstructions, when executed, cause said set

of processors to further perform the acts of:

applying a first method from a second execution object,
said second execution object also 1dentifying said first
metadata object, said first method of said second execu-
fion object causing the acts of,
accessing the key for each mput parameter stored 1n
said first metadata object;
attempting to match values associated with said second
execution object to each of the accessed keys; and
determining parameter values are missing for a set
including at least one of the accessed keys.
36. The machine readable medium of claim 30, wherein
said attempting further includes:

accessing from a first structure in said first execution
object a value for a first input parameter to said function
identified by said first metadata object;

accessing, from a first of a set of context objects that was
passed, a value for a second 1nput parameter to said first
function, said set of context objects being stored in a
first structure of a manager object, each of said set of
context objects to store values for one or more of the
input parameters to said first function, said manager
object 1dentifying one of said set of context objects as
a default context object; and

accessing from said default context object a value for a

third input parameter to said first function.

37. A machine readable medium having stored thereon
sequences of mstructions, which when executed by a set of
one or more processors, cause said set of one or more
processors to perform the acts of:

receiving a request to locate a function that provides a
particular parameter kind as an output;

locating a metadata object having stored therein data
identifying said particular parameter kind, said meta-
data object 1dentifying a function and storing said data
to 1ndicate the particular parameter kind 1s an output
parameter of said function; and

providing an execution object that identifies said metadata
object, wherein said execution object includes,
structure to 1dentily values for a set of one or more
input parameters to said function, and
a method, which when applied, causes said function to
be invoked using the values identified by said struc-
ture as mput parameters.
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38. The machine readable medium of claim 37, wherein:

said function has a plurality of parameters, said metadata
object stores data 1dentifying each kind of said plurality
ol parameters.

39. The machine readable medium of claim 38, wherein
cach parameter of said function 1s of one of a plurality of
data types each supporting a range of values, wherein
different data 1s categorized irrespective of data type, and
wherein each category of data defines one of the parameter
kinds.

40. The machine readable medium of claim 37, wherein:

said metadata object mncludes an action method, which
when applied by a processor, causes said processor to
mmvoke said function; and

saild method 1n said execution object, when applied,

causes said action method to be applied.

41. A machine readable medium having stored thereon
sequences of instructions, which when executed by a set of
one or more processors, cause said set of one or more
processors to perform the acts of:

receiving a request to locate a function that provides a
particular output parameter, wherein each of a plurality
of metadata objects identily a different function having
one or more output parameters, said output parameters
for the different functions collectively defining a set of
parameter kinds, each parameter kind in said set being
assigned a unique key, each of said plurality of meta-
data objects storing the unique keys assigned the output
parameters of the function they identify;

locating a first of said plurality of metadata objects that
stores the unique key for the particular output param-
eter; and

creating an execution object that identifies said first

metadata object, wherein said execution object

mncludes,

a structure to i1dentify values for a set of one or more
input parameters to said function i1dentified by said
first metadata object, and

a method, which when applied, causes said function
1dentified by said first metadata object to be mvoked
using the values 1dentified by said structure as input
parameters.

42. The machine readable medium of claim 41, wherein
cach parameter of said functions 1s of one of a plurality of
data types each supporting a range of values, wherein
different data 1s categorized irrespective of data type, and
wherein each category of data defines one of the parameter
kinds.

43. The machine readable medium of claim 41, wherein
said sequences of 1nstructions, when executed, cause said set
of processors to further perform the acts of:

applying said method from said execution object, wherein
both said 1nput and output parameters for the different

functions collectively define said set of parameter

kinds, each of said plurality of metadata objects storing

the unique keys assigned the mput and output param-

cters of the function they identity, said method from

said execution object causing the acts of,

accessing the key for each mput parameter stored 1n
said first metadata object;

attempting to match parameter values associated with
sald execution object to each of the accessed keys;
and

executing the function identified by said first metadata
object using the parameter values associated with the
execution object as input parameters.
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44. The machine readable medium of claim 41, wherein
said attempting further causes the acts of:

determining parameter values are missing for a set includ-
ing at least one of the accessed keys.

locating a set of one or more of said plurality of metadata
objects that collectively store each of the set of keys for
output parameters; and

executing the functions corresponding to the plurality of
metadata objects to acquire said set of missing param-
cter values as outputs of the functions; and

associating the acquired parameter values with first

execution object.

45. A machine readable medium having stored thereon
sequences of mstructions, which when executed by a set of
one or more processors, cause said set of one or more
processors to perform the acts of:

applying a first method from a first execution object, said
first execution object 1dentifying a first of a plurality of
metadata objects, each of said plurality of metadata
objects 1dentifying a different function, each of said
functions having mput and output parameters, wherein
one or more parameters for different functions are the
same, sald parameters for the different functions col-
lectively defining a set of parameter kinds, each param-
eter kind 1n said set of parameter kinds being assigned
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a unique key, each of said plurality of metadata objects

storing the unique keys assigned the mput and output

parameters of the function they identily, said first

method causing the acts of,

accessing the key for each mput parameter stored 1n
said first metadata object;

assoclating with said first execution object a value
stored as part of a first of a set of context objects that
was passed, said value stored for use as a first input
parameter, said set of context objects being stored in
a first structure of a manager object, each of said set
of context objects to store values for one or more of
the 1nput parameters to said first function; and

executing said first function using the parameter values
assoclated with the first execution object as input
parameters.

46. The machine readable medium of claim 45, wherein
said first method further causes the acts of:

assoclating with said first execution object a value stored
as part of one of said set of context objects 1dentified by
said manager object as a default context object, said
value stored for a second mput parameter to said first
function.
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