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pre-programmed elements according to the sequence.
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nresenting for selection by a user a pluraiity of pre-programmed elements, each pre-
rogrammed element being independently executanie relative each otner pre-programmed. | 1409
: i

:

ament such that an oufput of any of the pre-programmed siements is not a direct input to
ny ofher of the pre-programmed elements

receiving from the user a selection of one or more of the preprogrammed elements and 2 i
sequence for performing each preprogrammed elements in the selection to form an
exempiary routine

creating an instance of the exemplary routine in response to a request to implement the |
exemplary routing, the Instance of the exemplary routing including an instance ofeachof |- 1406
the selected pre-programmed elements arranged for performance in accordance witn the
sequence and being configured to perform tasks defined by the preprogrammed elements

and he sequence

nitiating implementation of the instance of the exemplary routing by Initiating performance ~ 1408
0t the instances of the pre-programmed elements in accordance with the sequence

detecting an error that prevents the completion of at least one instance of the pre- 1410
nrogrammed elements

terminating the implementation of the instance of the exemplary routing upon detectionof |~ 1412
the emor without user infervention
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SYSTEM AND METHOD FOR MODULAR
CONSTRUCTION OF EXECUTABLLE
PROGRAMS HAVING SELF-CONTAINED
PROGRAM ELEMENTS

CROSS-REFERENCE TO RELATED
APPLICATIONS

This application claims the benefit of U.S. Provisional
Patent Application No. 63/136,205 filed Mar. 3, 2021

entitled “System and Method for Modular Construction of
Executable Programs Having Self-Contained Program ele-
ments”, which 1s incorporated by reference herein in its
entirety.

BACKGROUND OF THE INVENTION

The present invention generally relates to a modular tool
for process synchronization programs and, more particu-
larly, to a module tool for construction of computer 1mple-
mented process synchronization programs, such as programs
used to automate customer service tasks.

BRIEF SUMMARY OF THE INVENTION

In one embodiment there 1s a method for performing a
fault tolerant automated sequence of computer implemented
tasks comprising presenting for selection by a user a plu-
rality of pre-programmed elements, each pre-programmed
clement being independently executable relative each other
pre-programmed element such that an output of any of the
pre-programmed elements 1s not a direct input to any other
of the pre-programmed elements. The method further
includes receiving from the user a selection of one or more
of the pre-programmed elements and a sequence for per-
forming each pre-programmed elements in the selection to
form an exemplary routine. The method further includes
creating an instance of the exemplary routine 1n response to
a request to implement the exemplary routine, the instance
of the exemplary routine including an instance of each of the
selected pre-programmed elements arranged for perfor-
mance 1 accordance with the sequence and being config-
ured to perform tasks defined by the pre-programmed ele-
ments and the sequence. The method further includes
iitiating 1implementation of the instance of the exemplary
routine by mmitiating performance of the instances of the
pre-programmed elements in accordance with the sequence
and executing each instance of the pre-programmed ele-
ments according to the sequence.

In some embodiments, each independently executable
pre-programmed element does not require data generated
from another pre-programmed element to complete. In some
embodiments, each independently executable pre-pro-
grammed element completes using data from data field that
1s at least one of: 1) populated in the data field before the
creating of the instance of the exemplary routine and 11)
updated after the imnitiating of the implementation of the
instance. In some embodiments, the method further includes
transmitting a noftification that at least one instance of a
pre-programmed eclement did not execute to completion
wherein the nofification includes at least one of: 1) all
instance of exemplary routines that are in a failed state at a
time the notification 1s transmitted; 1) the instances of a
pre-programmed elements associated with each instance of
exemplary routines that are in the failed state; 111) the
instance of the exemplary routine; 111) a number of retries
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falled state; 1v) a database object associated with each
instance of the exemplary routine in the failed state.

In some embodiments, the method further includes updat-
ing one or more of the pre-programmed elements of the
exemplary routine after the initiating implementation step
and creating a subsequent instance of the exemplary routine
in response to a subsequent request to implement the exem-
plary routine after the updating step, the subsequent instance
of the exemplary routine including an nstance of the one or
more updated pre-programmed elements of the exemplary
routine. In some embodiments, the method further includes
simultaneously implementing a plurality of instances of the
same exemplary routine. In some embodiments, the method
further includes simultaneously implementing at least one
instance of the exemplary routine and at least one instance
ol the subsequent exemplary routine.

In some embodiments, at least some of the instances of
the exemplary routine are 1mitiated at a different time than
other instances of the same exemplary routine that are being
simultaneously implemented. In some embodiments, updat-
ing the one or more of the pre-programmed elements
includes receiving and storing revised code for performing
a task. In some embodiments, the method further includes
detecting an error that prevents completion of at least one
instance of the pre-programmed elements and terminating
the implementation of the instance of the exemplary routine
upon detection of the error without user intervention. In
some embodiments, the method further includes after the
detecting step and before the terminating step, attempting to
re-implement at least one instance of the pre-programmed
clements associated with the detected error.

In some embodiments, the method further includes detect-
ing a trigger event that triggers, without user intervention, a
re-initiation of the performance of the instance of at least one
of the pre-programmed elements and wherein an error state
that prevents the completion of the at least one instance
arises after a subsequent trigger event 1s detected following
a pre-selected number of re-initiations of the performance of
the at least one instance of the pre-programmed element. In
some embodiments, the method further includes defining a
retry threshold value for each of the pre-programmed ele-
ments and aiter the detecting step and before the terminating
step, attempting to re-implement the at least one istance of
the pre-programmed elements associated with the detected
error 1n accordance with the retry threshold value.

In some embodiments, the method further includes during
implementation of the instance of the exemplary routine,
detecting the absence of prescription authorization data
needed to complete the implementation of the instance of the
exemplary routine. The method may further include based
on the absence of the prescription authorization, automati-
cally transmitting an authorization form to an authorizing
entity, receiving an authorization facsimile of a completed
form 1n response to the automatic transmitting and auto-
matically populating a prescription authorization field based
upon the received facsimile. In some embodiments, the
method turther includes recerving a datafile containing opti-
cal character recognition data associated with the authori-
zation facsimile. In some embodiments, the method further
includes automatically storing the datafile containing optical
character recognition data 1n a secure database based upon
the automatically populating the prescription authorization
field.

In some embodiments, regular expression matching logic
1s applied to the datafile containing optical character recog-
nition data to 1dentify data associated with at least one of:
owner name, pet name, record identifier for a prescription,
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clinic name, authorization status, refill authorization data,
reason for requiring compound prescription and combina-
tions thereof. In some embodiments, the simultaneously
implemented plurality of instances of the exemplary routines
are complex operations as described 1n at least one of the
previous embodiments. In some embodiments, at least 100
complex routines are performed simultaneously per minute.

In some embodiments, the method further includes adding
or removing at least one selected pre-programmed element
from the exemplary routine after the mitiating implementa-
tion step and creating a subsequent 1nstance of the exem-
plary routine 1n response to a subsequent request to 1mple-
ment the exemplary routine after the adding or removing
step, the subsequent instance of the exemplary routine
reflecting the addition or removal of the at least one selected
pre-programmed element 1n accordance with the adding or
removing step. In some embodiments, one or more data
objects are not populated at the time of creating of an
instance of the exemplary routine but are populated 1n order
for the instance of the exemplary routine to complete. In
some embodiments, logging exists out-of-band.

In some embodiments, the method further includes
receiving from a user, trigger instructions defining at least
one trigger condition. The creating of an instance of the
exemplary routine 1s based upon a recognition that at least
one of the trigger conditions has been met. In some embodi-
ments, at least one of the trigger conditions 1s a change in
data state. In some embodiments, each pre-programmed
clement operates on one or more of: 1) a defined data set and
11) a variable data set. In some embodiments, the method
further includes after detecting an error that prevents
completion of at least one instance of the pre-programmed
clements, receiving an intervention to complete the at least
one instance of the pre-programmed element. In some
embodiments, the exemplary routine further comprises data
object mapping that defines for each exemplary routine the
location of data required by one or more pre-programmed
clements within the exemplary routine.

In some embodiments, the data object mapping is at least
in part defined within the pre-programmed eclements. In
some embodiments, the method further includes simultane-
ously implementing one or more instances of an exemplary
routine by implementing instances of pre-programmed ele-
ments 1n parallel. In some embodiments, the method further
includes sequencing the performance of pre-programmed
clements by delaying instructions to implement a pre-pro-
grammed element until at least one of another pre-pro-
grammed element achieves a predefined state. In some
embodiments, the predefined state includes at least one of:
1) a completion state; 1) a failure state. In some embodi-
ments, the completion state includes at least a partial
completion and the failure state includes failure after a
predetermined number of retries.

In some embodiments, at least one pre-programmed ele-
ment 1S a long-running pre-programmed element that 1s
programmed to cause other pre-programmed eclements
within an instance of the exemplary routine 1 which an
instance of the long-running element 1s 1ncluded to at least
one of: 1) pause execution until the long-running element
reaches a completion state; 11) delay completion until the
long-running element reaches the completion state. In some
embodiments, the completion state includes at least one of:
1) complete; 11) partial complete; 111) failed to complete; 1v)
not started and v) delayed. In some embodiments, the
method further includes one of completing the instance of
the exemplary routine using the state of the respective
instances ol pre-programmed elements after the instance of
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the exemplary routine has been created wherein subsequent
to the time the instance of the exemplary routine has been
created, a change 1s made to the exemplary routine upon
which the instance of the exemplary routine 1s based; and
interrupting the instance of the exemplary routine after
receiving a call to interrupt the instance of the exemplary
routine based upon call to create a new instance of the
exemplary routine using a data site that 1s also used by the
instance of the exemplary routine and the dataset includes a
flag set to cause the interruption of the instance of the
exemplary routine.

In some embodiments, the method further includes inter-
rupting execution of the instance of the exemplary routine
upon receipt of a triggering event. In some embodiments, the
method further includes interrupting execution of the
instance of the exemplary routine upon receipt of a prede-
termined number of triggering events including at least one
of: 1) a network timeout; and 11) a system error. In some
embodiments, the triggering event includes one or more of:
1) a change to a data record; or 1) a change to pre-
programmed element. In some embodiments, each pre-
programmed element 1s fully executable without being
directly dependent upon the execution of any other pre-
programmed element. In some embodiments, a failure of
one instance of one of the pre-programmed elements does
not prevent the execution and completion of another
instance of the same pre-programmed element. In some
embodiments, the istance of the exemplary routine reaches
a successiul conclusion if all of the pre-programmed ele-
ments within the instance of the exemplary routine are
completed.

In some embodiments, the method further includes cre-
ating one or more additional instances of the exemplary
routine, and completing, without intervention, an execution
of all of the one or more additional 1nstances of the exem-
plary routine after detecting an error in the instance of the
exemplary routine that prevents the completion of the exem-
plary routine. In some embodiments, the method further
includes after receiving the intervention to complete the at
least one instance of the pre-programmed element, and
decrementing a retry field to complete execution of the
instance of the exemplary routine. In some embodiments,
the occurrence of an error that prevents the completion of the
instance of the exemplary routine without intervention does

not prevent the completion of the one or more additional
instances of the exemplary routine.

BRIEF DESCRIPTION OF THE SEVERAL
VIEWS OF THE DRAWINGS

The following detailed description of embodiments of the
system and method for modular construction of executable
programs having selif-contained program elements, will be
better understood when read in conjunction with the
appended drawings of an exemplary embodiment. It should
be understood, however, that the invention 1s not limited to
the precise arrangements and nstrumentalities shown.

In the drawings:

FIG. 1 1s a block diagram illustrating an implementation
ol a process synchronization system, 1n accordance with an
exemplary embodiment of the present disclosure.

FIG. 2A 1s an entity relationship diagram illustrating an
implementation of the database of FIG. 1.

FIG. 2B 1s an example of a reaction table according to the
entity relationship diagram 1n FIG. 2A.
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FIG. 3 1llustrates an exemplary flow chart for a method of
creating an exemplary routine in accordance with an
embodiment of the present disclosure

FI1G. 4 1llustrates an exemplary flow chart for a method of
creating an instance of an exemplary routine in accordance °
with an embodiment of the present disclosure.

FI1G. 5 illustrates an exemplary flow chart for a method of
executing instances of pre-programmed elements 1n accor-
dance with an embodiment of the present disclosure.

FIGS. 6 A-6B 1llustrates an exemplary user interface for
the creation of a new exemplary routine, 1n accordance with
an exemplary embodiment of the present disclosure.

FIG. 6C 1illustrates an example of computer executable
code associated with a pre-programmed element.

FIGS. 6D-6H illustrate an example of an administrator
user interface for the creation of a new exemplary routine,
in accordance with an exemplary embodiment of the present
disclosure.

FIG. 61 illustrates an example of a customer service user
interface 1n accordance with an exemplary embodiment of
the present disclosure.

FI1G. 7 illustrates an exemplary flowchart for a method of
execution of an instance of an exemplary routine, 1 accor-
dance with an exemplary embodiment of the present disclo-
sure.

FI1G. 8 illustrates an exemplary flowchart for a method of
execution ol an instance of an instance of an exemplary
routine where a pre-programmed element fails to execute, in
accordance with an exemplary embodiment of the present
disclosure.

FIG. 9 illustrates an exemplary flowchart for a method of
execution of an instance of an instance of an exemplary
routine where a pre-programmed element permanently fails
to execute, 1n accordance with an exemplary embodiment of
the present disclosure.

FI1G. 10 1llustrates an exemplary flowchart for a method of
execution of an instance of an exemplary routine with a
long-running pre-programmed element, in accordance with
an exemplary embodiment of the present disclosure.

FI1G. 11 illustrates an exemplary flowchart for a method of
execution of an instance of an exemplary routine where the
exemplary routine 1s updated mid-execution, in accordance

with an exemplary embodiment of the present disclosure.

FI1G. 12 1llustrates an exemplary tlowchart for a method of
execution of an instance of an exemplary routine where
underlying records are modified mid-execution, 1 accor-
dance with an embodiment of the present disclosure.

FI1G. 13 illustrates an exemplary flowchart for a method of 50
execution of an instance of an exemplary routine when
underlying records are modified mid-execution, 1n accor-
dance with another embodiment of the present disclosure.

FI1G. 14 1llustrates an exemplary flowchart for a method of
performing a fault tolerant automated sequence of computer 35
implemented tasks, in accordance with an exemplary
embodiment of the present disclosure.
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Numerous details are described herein in order to provide

a thorough understanding of the example embodiments
illustrated 1n the accompanying drawings. However, some
embodiments may be practiced without any of the specific
details, and the scope of the claims 1s only limited by those
teatures and aspects specifically recited in the claims. Fur-
thermore, well-known methods, components, and circuits
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have not been described 1n exhaustive detail so as not to
unnecessarily obscure pertinent aspects of the embodiments
described herein.

Some embodiments of the present disclosure provide
improvements to generating automated tasks by providing a
modular process synchronization system configured to efli-
ciently develop and execute programs having self-contained
program elements. The system may be configured to execute
and monitor the automated process synchronization pro-
grams via two or more servers in communication over a
network. Referring to the drawings in detail, wherein like
reference numerals 1indicate like elements throughout, there
1s shown 1n FIGS. 1-2 a system for modular construction of
executable programs having self-contained program ele-
ments, 1n accordance with an exemplary embodiment of the
present disclosure.

In one embodiment, the system for modular construction
ol executable programs having self-contained program ele-
ments 100 includes one or more computers having one or
more processors and memory (e.g., one or more nonvolatile
storage devices). In some embodiments, memory or com-
puter readable storage medium of memory stores programs,
modules and data structures, or a subset thereof for a
processor to control and run the various systems and meth-
ods disclosed herein. In one embodiment, a non-transitory
computer readable storage medium having stored thereon
computer-executable instructions which, when executed by
a processor, performs one or more or any combination of the
methods or steps disclosed herein.

Referring to FIG. 1, there 1s shown a block diagram
illustrating an implementation of a system for modular
construction of executable programs having self-contained
program e¢lements, generally designated 100. While some
example features are illustrated, various other features have
not been 1llustrated for the sake of brevity and so as not to
obscure pertinent aspects of the example embodiments dis-
closed herein. To that end, as a non-limiting example, the
system for modular construction of process synchronization
programs 100, referred to herein as system 100, may include
one or more networked servers. The one or more networked
servers may share any number of logical units. In some
embodiments, the one or more networked servers are
assigned discrete tasks. For purposes of explaiming the
invention, reference may be made to a particular server with
a particular function. It should be understood that the
particular function may be unique to the server or the
functionality may be shared by multiple servers.

In one embodiment, system 100 comprises a processing,
server 102, a momitoring server 104, a worker system 106,
one or more client devices 108, and one or more databases
110. The system may further include an optical character
recognition (OCR) server 112, one or more veterinarian
servers 114, one or more storefront servers 107, and one or
more customer devices 116. In one embodiment, the func-
tionality of the processing server 102, monitoring server 104
and worker server 106 1s shared by one server or across one
or more networked severs. In one embodiment, the func-
tionality of each of the processing server 102, monitoring
server 104 and worker server 106 are performed by one
more servers that do not overlap i1n functionality. For
example, the one or more servers that provide functionality
for the processing server 102 may be diflerent from the one
or more servers that provide the functionality of monitoring
server 104.

The processing server 102 may be one or more computing,
servers that provide secure access to a plurality of pre-
programmed elements (sometimes referred to herein as
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“atoms”), one or more of which may be combined into an
exemplary routine (sometimes referred to herein as “reac-
tions”). The processing server 102 may be configured to
display an administrator facing user interface (“UI”), also
referred to as an admin Ul, which allows users (e.g.,
administrators 118, developers 120) to define exemplary
routines, and/or request/create new pre-programmed ele-
ments. Administrators 118 may be users with little to no
computer programming knowledge (e.g., customer service
representatives or users having little to no skill 1n the art of
computer programming). Developers 120 may be users with
computer programming knowledge necessary to write coms-
puter programs which become the pre-programmed ele-
ments (e.g., software engineers or users having at least
ordinary skill 1in the art of computer programming). Admin-
istrators 118 and developers 120 may access the processing
server 102 via client devices 108. Client devices 108 may be
operated on any suitable computer device, such as a com-
puter, a laptop computer, a tablet device, a netbook, an
internet kiosk, a personal digital assistant, a mobile phone,
a smart phone, a gaming device, a computer server, or any
other computing device. The processing server 102 may be
configured to generate the admin Ul such that 1t 1s accessible
via the internet and viewable by a developer 120 and/or
administrator 118 on a respective client device 108.

The processing server 102 may be configured to commu-
nicate with one or more servers (e.g., storefront server 107)
configured to generate a customer facing UI such that 1t 1s
accessible via the internet and viewable by a customer on a
respective customer device 116. The customer device 116
may be operated on any suitable computer device, such as a
computer, a laptop computer, a tablet device, a netbook, an
internet kiosk, a personal digital assistant, a mobile phone,
a smart phone, a gaming device, a computer server, or any
other computing device. The customer facing Ul may be
configured to allow one or more customers to view and
select products for purchase. The products for purchase may
have associated data stored 1n a database in communication
with the storefront server 107. In some embodiments, store-
front server 107 1s 1n communication with database 110 that
stores product data associated with the products for pur-
chase. One or more of the products displayed on the cus-
tomer facing Ul may require authorization in order for a
customer to purchase them. For example, a product may be
a prescription tick medication for a dog that requires autho-
rization ifrom a veterinarian. The database 110 may store a
record indicating whether there 1s an authorization for a user
to purchase a specific product displayed on the customer
facing Ul. The processing server 102 and/or storefront
server 107 may be configured to query database 110 to
determine 11 a prescription authorization for the requested
product exists. The database may store customer informa-
tion such as: customer name, address, phone number, pet
information, vetermnary clinics associated with the pets
owned by the customer, and prescription information.

The processing server 102 may be configured to commu-
nicate with one or more databases (e.g., database 110) to
receive and transmit data relating to pre-programmed ele-
ments, and/or exemplary routines. Database 110 may
include a relational database (see FIG. 2). In some embodi-
ments, database 110 may include a non-relational database.
Database 110 may store data related to a plurality of pre-
programmed elements. A pre-programmed element may be
an element of computer executable code written by a pro-
grammer (€.g., developer 120, software engineer, computer
scientist). A pre-programmed element may be an indepen-
dently executable selif-contamned unit of computer code
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configured to perform a specific task (e.g., send email to
customer, process order refund, cancel order shipping).
Independently executable refers to the configuration of each
pre-programmed element to complete execution without
requiring an output from any other pre-programmed element
which has executed so long as any data objects required for
the pre-programmed element are known. The data related to
the pre-programmed elements may include a unique 1denti-
fier which identifies each pre-programmed element, and the
executable self-contained umit of computer code.

The database 110 may store data related to exemplary
routines associated with one or more pre-programmed ele-
ments that correspond to tasks required to accomplish a
certain objective. An exemplary routine may be a grouping
of pre-programmed elements having a sequence that defines
the order 1n which the pre-programmed elements execute.
For example, an objective may be to process the termination
of and cancel a pending order for a product that was placed
through a customer portal. To fully process the termination
of a pending order the system 100 may implement tasks for:
communication related to the customer account associated
with the order, rigorous financial processing steps, shipping
notices and inventory management. Specific automated
tasks may include: transmission of electronic notification
related to customer account that the order has been can-
celled, processing of refund request associated with the
customer account, termination of shipping order and, 1f
necessary, returning a product to mventory or indicating in
an 1nventory tracking system that the product 1s available for
sale 1n connection with a new order. In this example, the
exemplary routine would include pre-programmed elements
that have executable code capable of handling the above-
mentioned tasks and define the order in which the pre-
programmed elements are executed. Further to this example,
the sequence of execution may be to cancel shipping of the
product to the customer, process a refund to the customer,
and email the customer a notification that the order cancel-
lation has been processed. It will be understood though, that
exemplary routines may include different pre-programmed
clements and/or define different sequences of execution for
the pre-programmed elements.

The pre-programmed elements may be associated with
one or more exemplary routines. For example, the send
email pre-programmed element may be included 1n a plu-
rality of different exemplary routines (e.g., order cancella-
tion requests, requests for additional customer information,
notifications for a change in quantity of an ordered product).
Data stored in database 110 relating to an exemplary routine
may include a unique identifier for the exemplary routine,
the sequence 1n which pre-programmed elements are to be
executed, and a listing of the pre-programmed elements that
are mcluded 1n the exemplary routine. In some 1nstances, an
exemplary routine may include two or more of the same
pre-programmed elements. For example, an exemplary rou-
tine X may include pre-programmed elements A, B, and C
and include A, B, C, A as the order of execution. In some
instances, an exemplary routine may include two or more
pre-programmed elements having the same sequence value.
For example, an exemplary routine may include pre-pro-
grammed elements A, B, C, and D and a sequence that
defines the order of execution to be A, then BC, then D
where element A executes, then elements B and C execute
in parallel (e.g., nitiating at the same time or approximately
the same time or overlapping execution), then element D
executes.

The database 110 may also store data required for execu-
tion of one or more of the pre-programmed elements. The




US 11,636,006 B2

9

database 110 may store data associated with customer
records, customer interactions, and/or clinics (e.g., veteri-
nary clinics, veterinarians). Customer record data may
include data relating to the customer and/or an account
owned by the customer and stored in database 110 (e.g.,
unique customer ID, customer name, email address, phone
number, shipping address, and pet(s) owned by the cus-
tomer). Customer interaction data may include data relating
to one or more interactions of the customer with the store-
front server 107 (e.g., unique 1dentifiers associated with
orders for products placed by the customer, products ordered
by the customer, shipping address, payment method, order

quantity, order status, payment status, and shipping method).
Clinic data may include data relating to one or more clinics
associated with a customer, processing server 102, and/or
storefront server 103 (e.g., a veterinarian associated with a
customer’s pet, the veterinarians contact mformation, and
the veterinarian’s veterinary clinic). Depending on the pre-
programmed element, some of said data may be required to
execute said pre-programmed element. For example, a pre-
programmed element configured to email a customer with a
notification may require customer records to determine the
customer’s email address. Similarly, a pre-programmed ele-
ment configured to refund payment of a cancelled order may
require data associated with an order number and payment
method. It will be understood that the database 110, or
another database in communication with database 110 and/
or processing server 102 may store data required for execu-
tion of the pre-programmed elements.

The processing server 102 may be configured to receive
a request for execution of one or more pre-programmed
clements. The request for execution of one or more pre-
programmed clements may be 1n response to an event, or
occurrence, for which a resolution 1s sought. The event may
be referred to as a triggering event or an incident herein. For
example, an incident may be a customer requesting cancel-
lation of an order. In order to resolve the customer’s order
cancellation 1ncident, one or more tasks may be executed,
preferably 1n a certain order, in order to resolve the order
cancellation incident. The one or more tasks may correspond
to one or more of the pre-programmed elements which may
be 1included 1n an exemplary routine. The request for execu-
tion of the one or more pre-programmed elements may
include an indication as to the exemplary routine associated
with the one or more pre-programmed elements. The pro-
cessing server 102 may transmit the request for execution of
the one or more pre-programmed elements 1n response to an
input from an administrator 118 and/or a developer 120. The
input from the administrator 118 and/or developer 120 may
be received on an associated client device 108 displaying the
admin Ul. For example, an administrator 118 may receive
communication (e.g., email, phone call, a message through
an online communication platform) from a customer that
wishes to cancel an order. The administrator 118 may, via a
client device 108, access the processing server 102 which
transmits the admin Ul for display on client device 108. The
administrator 118 may then, after locating the order 1n which
the user wishes to cancel, provide an input, via the client
device 108, at a displayed 1con on the admin Ul to cancel the
order (e.g., a ‘cancel order’ button). Additional non-limiting
examples of incidents which trigger execution of one or
more pre-programmed elements may include a request by a
vetermary clinic to switch from paper (e.g., fax) notifications
to electronic notifications (e.g., email), a request to email all
veterinarians associated with a specific vetermnary clinic the
number of pending prescriptions for their review, and a
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notification sent to a customer to verily a duplicate order to
ensure the duplicate order was not accidental.

The processing server 102 may be configured to commu-
nicate with database 110 to create and store 1nstances of one
or more exemplary routines and/or one or more 1nstances of
pre-programmed elements for which execution 1s requested.
An 1nstance of an exemplary routine (sometimes referred to
as a “molecule” herein) may refer to a version of the
exemplary routine stored in database 110. In one embodi-
ment, the version of the exemplary routine that makes up the
instance 1s based on the configuration of the exemplary
routine at the time the mstance was created. That version of
the exemplary routine may differ from a later created
instance of the exemplary routine. For example, an aspect of
one of the pre-programmed elements may be changed
between the creation of a first instance and a second instance
of the same exemplary routine, where the second instance 1s
created later than the first mstance. In one embodiment both
instances (e.g., the first and second 1nstance) of the exem-
plary routine are stored 1n the database and may be executed
according to their respective configurations at the time they
were created. In some embodiments, the aspect of the
exemplary routine that 1s changed includes one or more of:
1) the substitution of one pre-programmed element for
another pre-programmed element; 11) the addition of a
pre-programmed element; 111) the elimination of a pre-
programmed element; 1v) a change to the sequence of
performance of the pre-programmed eclement; v) a new
sequence for a new set of pre-programmed elements; or vi)
a combination of two or more of the foregoing.

In one embodiment, a first mstance of an exemplary
routine X 1s created at a time T1 and may correspond to the
configuration of the exemplary routine X at time T1. Exem-
plary routine X may be modified at a second time T2 after
T1 such that a pre-programmed element 1s added or removed
from the exemplary routine. A second 1nstance of exemplary
routine X 1s created on or after the second time T2 and may

include the configuration corresponding to the modification
made at T2. Both the first instance and second instance of
exemplary routine X may be stored in database 110 for
processing while the first instance represents the configura-
tion of exemplary routine X at time T1 and the second
instance represents the configuration of exemplary routine X
alter modification (e.g. on or after time 12). The configu-
ration of an exemplary routine at the time an instance 1s
created may 1include data such as an identifier for the
exemplary routine (e.g., a name for the exemplary routine,
a unique 1dentifier), a listing of pre-programmed elements
included in the exemplary routine, and the sequence of
execution for the pre-programmed elements.

In some embodiments, the instance of the exemplary
routine includes a version of the exemplary routine that
includes one or more pointers to executable code (e.g.,
executable code associated with pre-programmed elements
included 1n the exemplary routine). In some embodiments,
the instance of the exemplary routine contains no executable
code and includes, 1nstead, pointers to executable code. In
one embodiment, when the code associated with a pre-
programmed element 1s updated any instance of an exem-
plary routine that has not yet run, will execute from the
updated code when the instance 1s executed. In one alter-
native embodiment, the instance of the exemplary routine
includes executable code that does not execute via a pointer
and does not therefore run updated code i1t a relevant
pre-programmed element 1s updated after the instance 1s
created.
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In one embodiment, database 110 may store exemplary
routines and instances of exemplary routines. For example,
database 110 may store an exemplary routine X which 1s for
handling an order cancellation request. The database 110
may store a configuration of exemplary routine X (e.g., data
relating to the exemplary routine). The configuration may
include a unique identifier for the exemplary routine, pre-
programmed elements included in the exemplary routine as
they exist at the time the instance 1s created, and the
associated sequence of execution as that sequence 1s defined
at the time the 1nstance 1s created. In some embodiments, an
instance of the exemplary routine 1s a version of the exem-
plary routine which may be stored as a record 1n database
110 separate from the exemplary routine to which it corre-
sponds. For example, exemplary routine X 1s stored sepa-
rately from the instance of exemplary routine X 1n database
110. There may be a plurality of instances of exemplary
routines stored in database 110. For example, in some
instances there may be two or more 1nstances of exemplary
routine X stored in database 110 and one or more instances
of different exemplary routines stored in database 110. In
some embodiments, there may be ten or more, {ifty or more,
one hundred or more, or more than a hundred instances of
exemplary routines stored in database 110. Instances of
exemplary routines stored in database 110 may include
multiple 1instances of the same exemplary routine, instances
of different exemplary routines, or any combination thereof.

An instance of one or more pre-programmed elements
may refer to a copy of the data corresponding to the
pre-programmed element stored in database 110. For
example, database 110 may store a pre-programmed element
A that 1s for sending an email notification. The data asso-
ciated with pre-programmed element A includes the unique
identifier and a pointer to the computer code to be executed.
An 1nstance of pre-programmed element A 1s a copy of said
data including the umique identifier and a pointer to the
computer code to be executed corresponding to pre-pro-
grammed element A. The instance of the pre-programmed
clement may be stored as a record 1n database 110, separate
from the pre-programmed element 1t corresponds to. For
example, pre-programmed element A 1s stored separately
from the instance of pre-programmed element A 1n database
110. There may be a plurality of instances of a pre-pro-
grammed element stored 1n database 110. For example, 1n
some embodiments, there may be two or more instances of
pre-programmed element A stored 1n database 110. In some
embodiments, there may be ten or more, {ifty or more, one
hundred or more, or more than a hundred instances of the
same pre-programmed element stored 1n database 110. In
some embodiments, two or more databases are used to store
pre-programmed e¢lements and instances of the pre-pro-
grammed elements respectively. Database 110 may 1nclude
an elements database 122, routines database 124 and
instances database 126. The elements database 122 may be
configured to store the pre-programmed elements created as
described above. The routines database 126 may be config-
ured to store the exemplary routines created as described
above. The instances database 128 may be configured to
store 1istances of pre-programmed elements, and exemplary
routines created as described above. An instance ol an
exemplary routine and/or an instance of a pre-programmed
clement may be a version of the exemplary routine and/or
pre-programmed element that 1s applicable at the point in
time 1n which the instance was created.

The processing server 102 may be configured to create an
entry in database 110 for an instance of an exemplary routine
for which execution 1s requested. The processing server 102
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may include executable code, that when executed, causes the
database 110 to create one or more rows ncluding data for
the 1nstance of the exemplary routine, and instances of the
pre-programmed elements included 1n the exemplary rou-
tine. The processing server 102 may be configured to cause
database 110 to create data entries for data related to the
incident which triggered the creation of the instance of the
exemplary routine and/or data entries required for execution
of instances of pre-programmed elements. For example,
database 110 may store, for each instance of an exemplary
routine, incident data which may correspond to data for a
customer interaction record, contact data corresponding to
customer and/or veterinarian contact records, and/or org
data corresponding to veterinarian clinic records, shelter
records, or the like.

Referring to FIG. 2A, there 1s shown an entity relationship
(ER) diagram for database 110 in accordance with an
exemplary embodiment of the invention. The ER diagram 1n
FIG. 2 may relate to how instances of exemplary routines are
associated with corresponding exemplary routines, instances
of pre-programmed elements, incident data, and other data
required for the execution of the instance of the exemplary
routine. Database 110 may store data associated with inci-
dents, contacts, orgs, pre-programmed elements, exemplary
routines, and istances of exemplary routines 1n one or more
tables. The database 110 may include an incident table,
contact table, and org table for storing data associated with
incidents, contacts, and organizations respectively. Database
110 may include an atom table, atom state menu table, and
atom type table for storing data related to pre-programmed
clements. Database 110 may include a molecule and mol-
ecule type menu tables for storing data related to instances
of exemplary routines. Database 110 may include a reactions
table for storing data related to exemplary routines.

Data associated with an instance of a pre-programmed
clement may include: a umique ID, incident, contact, org,
state, retry count, name, molecule, notes, and/or sequence
number data entries. The unique ID may be a unique
identifier which 1s specific to the instance of the pre-
programmed element. The incident entry may be an optional
foreign key that links the instance of the pre-programmed
clement and the incident which triggered creation of the
instance of the exemplary routine stored in a separate table
in database 110. The contact entry may be an optional
foreign key that links the instance of the pre-programmed
clement to customer and/or veterinarian information stored
in a separate table on database 110. The org entry may be an
optional foreign key that links the instance of the pre-
programmed element to veterinarian clinic, shelter informa-
tion stored in a separate table on database 110. The state
entry may include an indication of the status (e.g., the state)
of the pre-programmed element (e.g., pending, cancelled,
tailed, completed, locked). The state may be an integer value
indicating the status of the mstance of the pre-programmed
clement (e.g., O=pending, l1=cancelled, 2=failed, 3=com-
plete, 4=locked). The state may alternatively be a text value
corresponding to the status of the pre-programmed element.
The retry count entry may correspond to a number of times
execution of an istance of the pre-programmed element has
been attempted as discussed in more detail below. The name
entry may be a human readable name of the pre-pro-
grammed element and may be a foreign key that links the
instance of the pre-programmed element to the correspond-
ing pre-programmed element stored 1n a separate table 1n
database 110. The molecule entry may be a foreign key that
links the instance of the pre-programmed element to the
corresponding instance of the exemplary routine. The notes
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entry may be a free form field that may be used to store
structured data required for execution. For example, the
notes entry may include a JSON formatting array storing one
or more 1dentifiers required for execution of one or more
pre-programmed elements. The sequence number entry may
correspond to a sequence number for the instance of the
pre-programmed element that 1s copied from the exemplary
routine during creation of the instance of the exemplary
routine. Sequence numbers created 1n this manner and stored
as a data entry 1n the instance of the pre-programmed
clement may allow execution of the pre-programmed ele-
ment as defined by the exemplary routine at the time the
instance of the exemplary routine is created. Put another
way, by storing the sequence number during creation of an
instance ol the exemplary routine, the pre-programmed
clement will execute according to the sequence defined by
the exemplary routine even if the exemplary routine 1s
modified during execution of the mnstance of the exemplary
routine, as described 1n more detail below.

Database 110 may include one or more tables for storing
information related to instances of the exemplary routines.
Data associated with instances of exemplary routines may
include a unique identifier, a type, and notes data entries.
The unmique 1dentifier may be a private key that 1s unique to
the instance of the exemplary routine and may link the
instance ol the exemplary routine to instances of corre-
sponding pre-programmed elements (e.g., the unique 1den-
tifier data entry and molecule data entry). The type data entry
may be a foreign key that defines a many-to-many relation-
ship between the nstance of the exemplary routine and the
exemplary routine. The many-to-many relationship may be
established via a table (e.g., the MoleculeType Menu) that
links the table storing data for the instance of the exemplary
routine and the table storing data for the exemplary routine.
The notes data entry may be a free form field to store data.
In some embodiments, notes data in the molecule table
includes structured data that 1s required or useful for some
implementations.

Database 110 may include one or more tables (e.g., the
reaction table) for storing information related to exemplary
routines. Data associated with exemplary routines may
include a unmique identifier, required atom type, sequence
number, require incident, require contact, require org, and/or
molecule name data entries. The unique 1dentifier may be a
private key which 1s unique to the exemplary routine. The
required atom type data entry may be a foreign key corre-
sponding to one or more pre-programmed elements required
for execution. The sequence number data entry may include
the order of the execution for the pre-programmed elements
included in the exemplary routine. The require incident data
entry may 1include an indication as to whether incident
information must be present 1n database 110 for execution of
the instance of a pre-programmed element 1included 1n the
exemplary routine. In one exemplary embodiment, the
require incident data entry may be specific to an instance of
a pre-programmed element. For example, the require 1nci-
dent data entry may be “vyes” for an mstance ol pre-
programmed element A and “no” for an instance of pre-
programmed element B. In another exemplary embodiment,
the require incident data entry may not be specific to an
instance of a pre-programmed element. The require contact
data entry may include an indication as to whether contact
information must be present 1n database 110 for execution of
the instance of a pre-programmed element 1included 1n the
exemplary routine. In one exemplary embodiment, the
require contact data entry 1s specific to an instance of a
pre-programmed element. In another exemplary routine, the
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require contact data entry 1s not specific to an instance of a
pre-programmed element. The require org data entry may
include an indication as to whether organization data (e.g.,
veterinary clinic data, shelter data) must be present in
database 110 for execution of the instance of a pre-pro-
grammed element included in the exemplary routine. In one
exemplary embodiment, the require org data entry may be
specific to an instance of a pre-programmed element. In
another exemplary embodiment, the require org data entry
may not be specific to an instance of a pre-programmed
clement. The molecule name data entry may be a foreign key
which defines the mnstance of the exemplary routine that a
pre-programmed element will be 1included 1n.

Retferring to FIG. 2B there 1s shown an example of a
reaction table storing information related to an exemplary
routine “cancelpetscriptionrelease”. Fach row 1n this
example reaction table corresponds to a pre-programmed
clement included 1n the exemplary routine and/or an
instance of the pre-programmed elements included in an
instance of the exemplary routine. The reaction table shown
here includes the pre-programmed elements and correspond-
ing sequences defined by the exemplary routine. In this
example, the exemplary routine includes four pre-pro-
grammed elements: “‘cancelpetscriptionrelease”, “cancel-
petscriptionreleasesendemail”, and two “orgisDigital” pre-
programmed elements. Each pre-programmed element may
include a umique ID associated with pre-programmed ele-
ment. In some embodiments the unique 1D 1s associated with
an instance of the pre-programmed element (e.g., ID values
16 and 17 correspond to diflerent instances of pre-pro-
grammed element “orgslsDigital”). Each pre-programmed
clement may include an indication of what information 1s
required 1 order for the pre-programmed element to
execute. For example, pre-programmed element “cancel-
petscriptionrelease” requires incident information but does
not require contact or organizational information 1n order to
execute. Each pre-programmed eclement may include a
sequence data associated with the sequence of execution as
defined by the exemplary routine. For example, “petscrip-
tionrelease” and one istance of “orgslsDigital” have a
sequence value of 1 indicating that instances of these two
pre-programmed elements should be executed 1n parallel. It
will be understood that the reaction table shown 1n FIG. 2B
1s an example and that in practice the reaction table may
store a plurality of entries associated with different instances
of exemplary routines each including one or more nstances
of pre-programmed elements.

The database 110 may store a table associated with the
type of pre-programmed element (e.g., the AtomType Menu
in FIG. 2) for relating an instance ol a pre-programmed
clement with the executable code for the corresponding
pre-programmed element. In some embodiments, storing the
executable code for a pre-programmed element separate
from the instance of said pre-programmed clement may
allow the system 102 to maintain referential integrity within
database 110. In some embodiments, storing the executable
code for the pre-programmed element separate from the
instance of said pre-programmed element may allow an
exemplary routine to be modified without affecting an
instance of said exemplary routine which 1s currently being
executed.

The database 110 may store a plurality of instances of
different pre-programmed elements. For example, the data-
base 110 may store a record of three instances of pre-
programmed element A, five records of pre-programmed
clement B, and 10 records of pre-programmed element C. It
will be understood that the database 110 may store any
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number or combination of instances ol pre-programmed
clements. The database 110 may include a record of all
pre-programmed elements with a pending status.

The processing server 102 may be configured to transmit
a request to database 110 to create and store an instance of
cach pre-programmed element 1n an exemplary routine 1n
database 110. The request from processing server 102 to
database 110 to store said instances may be 1 response to an
input and/or request recerved from a client device 108. The
input and/or request from client device 108 may correspond
to an mput from an administrator 118 or developer 120 who
wishes to cause system 100 to perform a series of tasks. For
example, an administrator 118 may provide an input on
client device 108 that 1s displaying an admin Ul to request
cancellation of an order for a product (e.g., a press of a
button displayed on admin Ul corresponding to cancelling
an order). The order cancellation 1nput may cause processing
server 102 to transmit a request to database 110 to create an
instance ol each pre-programmed element included 1n an
exemplary routine for order cancellation. As described
above, this exemplary routine may include pre-programmed
clements for email notifications, a refund of the currency to
a customer that placed the order, and a cancellation of any
pending shipment of the product to the customer. In this
example, an instance of each of these pre-programmed
clements 1s created and stored 1n database 110 for execution.
Each mstance of pre-programmed elements included 1n the
exemplary routine may initially be stored in database 110
with a pending status indicator.

The processing server 102 and monitoring server 104 may
be configured to determine the order in which instances of
pending pre-programmed elements should be executed and/
or to execute said mstances. The monitoring server 104 may
be configured to transmit a request for a list of all pending
instances ol pre-programmed elements to processing server
102. The processing server 102 may be configured to
determine, based on the data associated with instances of the
pre-programmed elements, the order in which the pre-
programmed elements should be executed. For example, the
processing server 102 may be configured to determine that
an instance of pre-programmed element B should not be
executed until an nstance of pre-programmed element A 1s
executed. The processing server 102 may be configured to
determine the order in which instances of pre-programmed
clements are to be executed as defined by an mstance of the
exemplary routine. For example, an instance of a {irst
exemplary routine may include instances of pre-pro-
grammed elements A-D having a defined sequence (e.g.,
clement A executes before element B that executes before
clement C that executes before element D). For example, an
instance of an exemplary routine may have three instances
of pre-programmed elements which have not executed and
the processing server 102 may determine which of those
instances needs to be executed next as defined by the
sequence.

The processing server 102 may be configured to deter-
mine a portion of instances of pre-programmed elements for
execution from the record of all pending pre-programmed
clements stored 1n database 110. For example, database 110
may have stored, at a point 1n time, one hundred instances
of pre-programmed elements having a pending status. The
processing server 102 may determine that twenty of the one
hundred 1nstances of pre-programmed elements need to be
executed. The processing server 102 may determine the
portion of pre-programmed elements for execution based on
corresponding 1instances of exemplary routines. For
example, 1I database 110 has stored therein one hundred
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instances of pre-programmed elements, those instances may
correspond to twenty 1nstances of exemplary routines. Each
instance an of exemplary routine including the sequence of
execution for corresponding instances ol pre-programmed
clements which are stored 1n database 110. The processing
server 102 may determine where 1n the sequence of execu-
tion, each instance of an exemplary routine 1s currently at
(e.g., a first exemplary routine has not started, a second
exemplary routine has executed the second instance of a
pre-programmed element in its sequence). Based on the
current sequence of execution, the processing server 102
may determine which instances of pre-programmed ele-
ments need to be executed next. For example, 1f there are
twenty instances of exemplary routines, each including five
instances of pre-programmed elements, none of which have
been executed yet, the processing server 102 1s configured to
determine that the instance of a pre-programmed element
corresponding to the first pre-programmed element 1n the
sequence defined by the corresponding instance of the
exemplary routine needs to be executed.

In one embodiment, system 100 also includes logical
units (LUs) that includes one or more of a monitor LU, a
processor LU and a worker LU. In one embodiment, the
monitor LU 1s a logical unit that mitiates executions and
monitors progress of various activities on system 100. For
example, the monitor LU may include an AWS Step-Func-
tion, an AWS Lambda, and/or associated monitoring and
alerting. In one embodiment, the processor LU includes
several code-classes used to 1) collect data on pending
executions, 11) execute pending tasks, 111) communicate
information back to the monitor unit and 1v) combinations
thereof. The processor LU may include files (such as plain-
text files) that may be executed by one or more of the servers
for rendering on a browser. In some embodiments, the
monitor LU 1includes a cron_runner function configured to
request pending instances of pre-programmed elements and
receive requests for execution of instances of pre-pro-
grammed elements. In some embodiments, the monitor LU
includes a parallel_process_atoms function configured to
handle the execution of code corresponding to the pre-
programmed elements as well as retrieve a list of pending
instances of pre-programmed elements to be executed. In
some embodiments, the processing LU includes a mol-
ecule_utilities function configured to create entries 1n data-
base 110 for new pre-programmed elements and cancel
pending instances ol exemplary routines. In an exemplary
routine, the molecule utilities functions 1s configured to
handle all entries and deletions from database 110 relating to
exemplary routines, pre-programmed elements, and/or
instances thereof. In one embodiment, the worker LU
includes a body of code used to complete the actions defined
for a requested pre-programmed element. For example, the
worker LU may include code for completing actions defined
by pre-programmed elements such as: processsendorgstatu-
stokyrios, clinicprefupdateatom and processcancel RxOrder-
InPetcriptions. In one embodiment, the worker LU 1ncludes
one or more private methods within the one or more files of
the processor LU and can call out to other functions or
classes.

In some embodiments, each of the monitor LU, processor
LU and worker LU are associated with and executed by a
dedicated server. In some embodiments, one or more servers
are configured to execute one or more of the LUSs. In other
embodiments, the LUs are shared across two or more
servers. The monitoring server 104 may be one or more
computing servers that are configured to 1nitiate the execu-
tion of and monitor the status of instances of pre-pro-
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grammed elements. The monitoring server 104 may be
configured to communicate with database 110 to request and
receive a record of all pending pre-programmed elements for
which execution 1s requested. The monitoring server 104
may be configured to request the record of all pending
pre-programmed elements at a pre-defined interval. In some
embodiments, the pre-defined interval is one minute. In
some embodiments, the pre-defined interval i1s about 30
seconds, about 60 seconds, about 90 seconds, about 120
seconds, about 150 seconds or about 180 seconds.

The processing server 102 may create a list of all
instances of pre-programmed elements to be executed next
in sequences defined by the instances of exemplary routines
and transmit the list to the monitoring server 104. The
monitoring server 104 may be configured to assign, based on
the list recerved from the processing server 102, instances of
pre-programmed elements to one or more sets of instances
of pre-programmed elements for parallel execution. For
example, the momtoring server 104 may receive a list of a
thousand 1nstances of pre-programmed elements from pro-
cessing server 102. The monitoring server 104 may then
determine that one set for parallel execution may include ten
instances of the thousand instances received and another set
may include twenty instances and so on. The monitoring,
server 104 may be configured to mitiate execution of one or
more instances pre-programmed elements. The monitoring,
server 104 may be configured to initiate execution of one or
more 1nstances pre-programmed elements i1dentified for
execution by processing server 102, as described above. The
monitoring server 104 may be configured to iterate through
the determined sets for parallel execution and transmit said
sets to the processing server 102 to iitiate execution of the
instances ol pre-programmed elements included 1n said set.
For example, the monitoring server 104 may, after deter-
mimng the sets for parallel execution, transmit the sets to the
processing server 102 for execution. In this manner, the
monitoring server 104 may initiate execution of instances of
pre-programmed elements and the processing server 102
may perform the execution of the instances. In one exem-
plary embodiment, each iteration through the determined
sets may correspond to a predetermined 1nterval (e.g., inter-
val defined 1n step 502 of method 500 discussed below). In
other embodiments, the monitoring server 104 1s configured
to 1terate through the determined sets for parallel execution,
initiate execution of the instances ol pre-programmed ele-
ments and perform execution of the instances.

As mentioned above, the monitoring server 104 may be
configured to mitiate execution of 1nstances of two or more
pre-programmed eclements in parallel. The two or more
instances pre-programmed elements may be two or more
instances of the same pre-programmed element. For
example, the two or more instances of pre-programmed
clements may be two or more 1nstances of pre-programmed
element A. In some embodiments, the two or more 1nstances
of pre-programmed elements may be two or more 1nstances
of different pre-programmed elements. For example, the two
or more 1nstances of pre-programmed elements may be an
instance of pre-programmed element A and an instance of
pre-programmed element B. In some embodiments, the two
or more instances of pre-programmed elements may be a
combination of mnstances of the same pre-programmed ele-
ments and different pre-programmed elements. For example,
the two or more instances may be two instances of pre-
programmed element A, an instance of pre-programmed
clement B, and two instances of pre-programmed element C.
The istances of two or more pre-programmed elements
executed 1 parallel may be associated with different

10

15

20

25

30

35

40

45

50

55

60

65

18

instances of exemplary routines. For example, an instance of
clement A may be associated with an instance of a first
exemplary routine and an instance of element B may be
associated with an 1nstance of a second exemplary routine.

The processing server 102 may be configured to monitor
whether an instance of a pre-programmed element fails to
execute. For example, the processing server 102 may moni-
tor the execution of an 1nstance of pre-programmed element
A and determine that the nstance of pre-programmed ele-
ment A failed or succeeded to execute. In the event that an
instance of a pre-programmed element fails to execute, the
processing server 102 may be configured to retry execution
of the failed instance of the pre-programmed element. The
processing server 102 may be configured to retry execution
of an istance of a pre-programmed element a predeter-
mined number of times before ceasing to retry execution of
the mstance of the pre-programmed element. The processing
server 102 may be configured to retry execution one time,
two times, three times, four times, five times, six times,
seven times, or more than seven times before ceasing to
proceed to another retry.

The monitoring server 104 may be configured to validate
that execution of mstances of pre-programmed elements do
not proceed past a predetermined time threshold, that the
processing server 102 does not become unresponsive, and/or
that a predetermined number of instances of pre-pro-
grammed elements are executed 1n parallel. The monitoring
server 104 may be configured to transmit an alert notifica-
tion to an admimistrator 118 and/or developer 120 if the
processing server 102 becomes unresponsive. The monitor-
ing server 104 may be configured to monitor the amount of
time that an istance of a pre-programmed element 1s taking
to execute. For example, the monitoring server 104 may be
configured to determine that an mstance of pre-programmed
clement A has taken a minute to execute. The monitoring
server 104 may be configured to be 1n communication with
processing server 102 to transmait information corresponding,
to the status of mnstances of pre-programmed elements. The
monitoring server 104 may transmit to the processing server
102 a list of the instances of pre-programmed elements
which have failed to execute, have succeeded to execute,
and/or that are currently executing.

The processing server 102 may be configured to monitor
the monitoring server 104 to monitor instances ol pre-
programmed elements that are being executed and monitor
any buildup of pending instances of pre-programmed ele-
ments that need to be executed. In this manner, the func-
tionality of the system 100 described herein 1s split between
at least two servers (e.g., processing server 102 and moni-
toring server 104). In one embodiment, splitting function-
ality between processing server 102 and monitoring server
104 enables redundant monitoring functionality such that
processing server 102 may monitor monitoring server 104
and vise versa to 1dentify whether there 1s a server failure at
either the processing server 102 or monitoring server 104
(e.g., failure to execute pre-programmed elements, network
connection 1ssues). In the event instances ol pre-pro-
grammed elements are not fully executed, corrective action
may be taken to ensure errors 1 execution of pre-pro-
grammed elements does not cause a halt in execution of
other 1stances of pre-programmed elements.

The processing server 102 may include a worker system
106 which may be configured to execute instances of
pre-programmed elements. For example, worker system 106
may include a collection of computer executable code (e.g.,
PUP scripts) that performs the functions of sending requests
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to external system for order cancellation, emailing, updating,
database entries, and/or synchronizing prescription data
between different servers.

The processing server 102 may, during execution of an
instance of an exemplary routine, be configured to detect the
absence of data needed to complete the execution of the
instance of the exemplary routine. The data needed to
complete the execution of the instance of the exemplary
routine may be, for example, a prescription authorization for
a product which a customer has placed an order for. The
processing server 102 may, 1n response to the absence of the
data needed, be configured to automatically transmit a
request for the data to an entity. The entity may be an
authorizing entity. For example, the processing server 102
may transmit an authorization form for a prescription medi-
cine to a veterinarian, a clinic, or some other authorizing
entity. The entity may receive the request for data (e.g., a
prescription authorization form) and enter the requested
data. The entity may transmit back to the processing server
the requested data, where the data 1s 1n an electronic format
and/or where the data was handwritten. For example, the
authorizing entity may receive a prescription authorization
form that the entity may then fill out with handwritten
information, information typed into the form via a customer
device 116, or a combination of both. The prescription
authorization form containing the requested data may be
scanned 1nto an electronic format which i1s then sent to
processing server 102 or 1t may be sent via fax, or mail.

The processing server 102 may be configured to auto-
matically populate data corresponding to the data recerved
from the entity. The processing server 102 may be config-
ured to store the data received from the entity 1n a database
(e.g., database 110). In some 1nstances, the processing server
102 may receive documentation imncluding information to be
stored 1n a database (e.g., database 110) that requires addi-
tional processing before the information can be stored in
said database. For example, a fax of the prescription autho-
rization form 1s sent from a veterinarian, or veterinarian
climc, and recerved by processing server 102. For this
reason, the processing server 102 may be configured to
communicate with an optical character recognition (OCR)
server 112. The OCR server 112 may be configured to
receive one or more documents from processing server 102
for which optical character recognition i1s required. For
example, processing server 102 transmits the prescription
authorization form, or a copy thereof, to OCR server 112.
The OCR server 112 may be configured to receive the
documentation (e.g., the prescription authorization) and
perform optical character recognition to create a datafile
containing optical character recognition data associated with
the documentation. The OCR server 112 may transmit the
created datafile to processing server 102. The processing
server 102 may be configured to automatically store the
datafile received from OCR server 112 1n a database (e.g.,
database 110). The processing server 102 may be configured
to apply regular expression matching logic to the datafile
received from OCR server 112 to identify data associated
with at least one of: owner name, pet name, record 1dentifier
for a prescription, climic name, authorization status, refill
authorization data, and reason for requiring compound pre-
scriptions, or any combination thereof.

A user (e.g., admimstrator 118, developer 120) may desire
to create an exemplary routine in response to a business
process for which system 100 has no automated process in
place to accomplish. The business process may be related to
a customer service need such as the editing or cancelling of
an order. Referring to FIG. 3, there 1s illustrated an exem-
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plary tflow chart for a method of creating an exemplary
pre-programmed routine 1n accordance with an embodiment
of the present disclosure. The method 300 may include the
step 302 of creating one or more new pre-programmed
clement types and/or a new instance of an exemplary
routine. A pre-programmed element type may refer to a
name given to a pre-programmed element (e.g., rxmTrans-
mission, cancelpetscriptionrelease). The method 300 may
include the step 304 of creating a new exemplary routine for
cach pre-programmed element included in the instance of
the exemplary routine. The new exemplary routine may
define the sequence of execution for the pre-programmed
clements imncluded 1n the nstance of the exemplary routine.
The method 300 may include the step 306 of creating
computer executable code for each pre-programmed ele-
ment type created 1n step 302. The creation of computer
executable code may be accomplished by a developer 120.

The method 300 may include the step 308 of creating
computer executable code or a custom process module
(CPM) that 1s configured to trigger creation of the instance
of the exemplary routine. The method 300 may include the
step 310 of implementing business rules to call the code or
CPM created 1n step 308 when pre-defined criteria are met.
For example, at step 310 an administrator may define events
that trigger the creation of an instance of an exemplary
routine for execution of the instance of the exemplary
routine to complete the relevant task (e.g., processing a
return to inventory after a product order has been canceled).

Reterring to FIG. 4, there 1s 1llustrated an exemplary flow
chart for a method of creating an instance of an exemplary
routine 1n accordance with an embodiment of the present
disclosure. The method 400 may include the step 402 of
initiating a new instance of an exemplary routine. The
initiation of a new instance of an exemplary routine may be
caused by an existing business process CPM and/or a trigger
within existing code operating within one or more servers of
system 100 (e.g., a trigger set within a pre-programmed
clement running 1n an instance of an exemplary routine).
Initiating an nstance of an exemplary routine may include
starting execution of code that creates a new instance of the
exemplary routine. The step 402 may be 1nitiated automati-
cally (e.g., by a trigger) or by a user (e.g., an administrator
118, a developer 120). For example, a disposition on an
incident being updated in database 110 and/or an inbound
email having a specific subject being added to database 110.
The method 400 may include the step 404 of automati-
cally identifying the pre-programmed elements that are
included in the instance of the exemplary routine mitiated 1n
step 402. A processing LU operating in connection with
processing server 102 may be configured to perform step
404. For example, the molecule utility function of the
processing LU may 1dentity the pre-programmed elements
included 1n the instance of the exemplary routine. The
method 400 may include the step 406 of determining
whether the pre-programmed elements 1dentified in step 404
should be cancelled. For example, in step 406 it may be
determined whether the type of pre-programmed element
and/or mstance of the exemplary routine allows duplicates.
An example of a pre-programmed element that allows
duplicates may be an element that 1s configured to write a
log file. An example of an 1nstance of an exemplary routine
that does not allow duplicates may be an instance of an
exemplary routine that sends an electronic message to a
customer. If the pre-programmed elements should be can-
celled, the method 400 may progress to step 408 in which
existing 1nstances of pre-programmed elements not 1 a
locked or complete state, that are included 1n the instance of
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the exemplary routine, are set to a cancelled state. If the
pre-programmed elements should not be cancelled, the
method 400 may progress to step 410 1n which an instance
of each required pre-programmed element, as defined by the
instance of the exemplary routine, 1s created 1n database 110.
The processing server 102 may be configured to perform
steps 406-410 of method 400.

Referring to FIG. 5, there 1s illustrated an exemplary flow
chart for a method of executing instances ol pre-pro-
grammed elements 1n accordance with an embodiment of the
present disclosure. The method 500 may include the step
502 of requesting pending pre-programmed elements at a
predetermined interval (in FIG. § the predetermined interval
1s one minute). The pre-determined interval may be 30
seconds, 60 seconds, 90 seconds, 120 seconds, 150 seconds,
or 180 seconds. The monitoring server 104 may be config-
ured to perform step 502 (e.g., by access a monitoring LU).
The method 500 may include the step 504 of 1dentiiying the
next pre-programmed element for each mstance of a pending,
exemplary routine. The processing server 102 may be con-
figured to perform step 504. The method 500 may include
the step 506 of submitting the pre-programmed elements
identified 1n step 504 for parallel processing. The step 506
may further include returning the pre-programmed elements
identified in step 504 to the monitoring server 104. For
example, a list of IDs of the instances of pre-programmed
clements that are pending are sent to monitoring server 104.
In some embodiments, the IDs included in the list are
specific to each istance of the pre-programmed elements.
For example, there may be two unique IDs i1dentifying
different 1nstances of the same pre-programmed eclement.
The processing server 102 may be configured to perform
step 506.

The method 500 may include the step 508 of initiating the
parallel requests to process the pre-programmed elements.
The method 500 may include the step 510 of determining
whether there are pre-programmed elements to be pro-
cessed. If there are pre-programmed elements to be pro-
cessed, the method proceeds to step 312 in which the next
ID corresponding to a pre-programmed element 1s selected.
In step 512, the system 100 may be configured to divide the
total number of pending instances of pre-programmed ele-
ments by the number of parallel requests, each request being
assigned a set of IDs corresponding to instances of pre-
programmed elements to iterate through. For example, pend-
ing instances of a pre-programmed element may be parsed
into groups for parallel processing. The number of pending
instances of pre-programmed elements that can be included
in a single group of istances for parallel processing may be
a configurable amount (e.g., 10, 20, 50, or 100 instances for
cach group for parallel processing). If there are no pre-
programmed elements to be processed, execution may be
terminated.

The method 500 may also proceed to step 514 following
step 512 to determine if there 1s suflicient time to process an
instance ol the pending pre-programmed element. For
example, the monitoring server 104 may determine, based
on the frequency established 1n step 502 (e.g., one minute),
if there 1s suflicient time remaining to process an istance of
the pending pre-programmed element. The method 500 may
include the step 516 of transmitting the pre-programmed
clement ID and the remaining time determined in step 514
to the worker server 106. The monitoring server 104 may be
configured to perform steps 508 through 516. The method
500 may include the step 518 of identifying the pre-pro-
grammed element type and executing the code associated
with the pre-programmed element type. The worker server
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106 may be configured to perform step 518. The method 500
may include the step 520 of determining whether an execut-
ing pre-programmed element 1s defined as “long-runming”.
A long-running pre-programmed element may be a pre-
programmed element that takes an amount of time to finish
execution that 1s greater than a predefined timeout value. For
example, a predetermined timeout value may be five min-
utes and pre-programmed element A may take ten minutes to
execute, resulting i pre-programmed element A being
defined as long-running.

If the pre-programmed element 1s defined as long running,
the method may proceed to step 522 to set the pre-pro-
grammed element as having a locked state. A locked state of
an instance of a pre-programmed element may allow execu-
tion of that instance of the pre-programmed element to
continue across multiple execution runs without execution
of said mstance being restarted. A single execution run may
refer to the execution of instances of pre-programmed
clements executing within the predetermined interval (e.g.,
one minute) defined in step 502. If the pre-programmed
clement 1s not defined as long-running, the method 500 may
proceed to step 524 to determine the outcome of the
executed pre-programmed element. If the pre-programmed
clement successiully executed, the method 500 may proceed
to step 526 to mark the pre-programmed element as com-
plete. It the pre-programmed element fails to execute or runs
out of time, the method 500 may proceed to step 528 to
increase the retry count associated with the instance of that
pre-programmed element. The method 500 may include the
step 530 of transmitting the status of an instance of the
pre-programmed element to monitoring server 104. The
method 500 may return to step 512, following the transmis-
sion of the status in step 530, such that the next ID
corresponding to a pre-programmed element 1s selected and
steps 514-530 are repeated for each pre-programmed ele-
ment to be processed. The processing server 102 may be
configured to perform steps 520 through 530.

Referring to FIGS. 6 A-6H, there 1s shown an exemplary
user interface for the creation of a new exemplary routine
and/or pre-programmed elements 1n accordance with an
embodiment of the present invention. The exemplary user
interfaces shown 1n FIGS. 6 A-6H may be displayed on a
client device 108 1n communication with processing server
102. Processing server 102 may transmit the user-interfaces
shown 1 FIGS. 6 A-6H for display on client device 108 via
a network (e.g., wireless network, ethernet network). The
user interfaces illustrated 1n FIGS. 6A-6B and 6D-6H may
be a portion of an administrator Ul, as described above with
reference to FIG. 1. Referring to FIG. 6A, an administrator
118, via client device 108, may define a new 1nstance of an
exemplary routine (e.g., may iput a label for the new
instance of the exemplary routine). Referring to FIG. 6B, the
administrator 118, via client device, may provide mput to
create a new pre-programmed element type to be included 1n
the instance of the exemplary routine shown 1n FIG. 6A. In
this example, the administrator 118 creates a new pre-
programmed element labeled “cancelpetscriptionreleasesen-
demail”.

The administrator 118 may input a label that 1s represen-
tative of the task that the pre-programmed element 1s con-
figured to accomplish. In this example the pre-programmed
clement 1s configured to notily a customer via an electronic
message (e.g., email) that their prescription has been can-
celled, which may occur after the prescription cancellation
1s successful. In one embodiment, the successful execution
of an instance of an exemplary routine may be the trigger
event for creation of a new 1nstance of an exemplary routine.
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For example, an instance of exemplary routine A success-
fully executes which triggers creations of an instance of
exemplary routine B to be executed. Referring to FIG. 6C,
the administrator 118, following the creation of the new
pre-programmed element 1n FIG. 6B may coordinate with a
developer 120 to develop the computer executable code for
accomplishing the desired task. FIG. 6C displays an
example of computer executable code, written by a devel-
oper 120, to accomplish the task of the pre-programmed
clement created 1n FIG. 6B. The computer executable code,
written by the developer 120, may be self-contained and
may be used across a plurality of diflerent exemplary
routines.

Referring to FIG. 6D, the administrator 118, via client
device 108 may define an exemplary routine. The displayed
administrator UI shown here may be configured to allow the
administrator to input the exemplary routine, select a spe-
cific pre-programmed element included 1n the exemplary
routine, and define the sequence number associated with
said pre-programmed element. In the example shown here,
the pre-programmed element “cancelpetscriptionrelease™ 1s
assigned a sequence number of “1” indicating that*“cancel-
petscriptionrelease™ 1s to be the first pre-programmed ele-
ment executed 1n this exemplary routine. Referring to FIG.
6E, the administrator 118, via client device 108, may add
another pre-programmed element to the exemplary routine
created m FIG. 6D. In this example, the administrator 118,
adds the pre-programmed eclement “cancelpetscriptionre-
leasesendemail” to the exemplary routine and assigns a
sequence number of “2”” indicating that “cancelpetscription-
releasesendemail” 1s to be the second pre-programmed ele-
ment executed in this exemplary routine.

Referring to FIGS. 6F-6H, there 1s 1llustrated an exem-
plary user iterface for creating and executing a new
instance of an exemplary routine. Referring to FIG. 6F, an
incident may trigger creation of an instance of an exemplary
routine. In this example, the instance created i1s for the
exemplary routine created by the admimstrator 118 1n FIG.
6A.

The mcident that triggers creation of the instance of an
exemplary routine may be any one of: administrative work-
flow, custom code, or a new 1nstance of a pre-programmed
clement (of a specific type) being created. Referring to FIG.
6G, upon creation of a new 1nstance of an exemplary routine,
the processing server 102 1s configured to create mstances of
the pre-programmed elements included in the exemplary
routine. The stances of the pre-programmed elements may
be stored in database 110. In the example shown here, an
instance report for the instances of pre-programmed ele-
ments 1s displayed. The displayed instance report may
include information associated with each instance of pre-
programmed elements including: an ID, the label, a state
(e.g., the status), a retry count, associated data, contact data,
an 1ncident ID, an organization number, and the date last
updated. Referring to FIG. 6H, the computer executable
code for each instance of the pre-programmed elements 1s
executed 1n sequence. A display of a completed instance of
a pre-programmed element 1s displayed in FIG. 6H.

Referring to FIG. 61 there 1s shown a customer service
user interface displayed on a client device 108 1n accordance
with an exemplary embodiment of the present nvention.
The processing server 102 may be configured to transmit the
customer service user interface for display on the client
device 108. The customer service user interface may include
information specific to a customer and/or an order placed,
via storefront server 107, by said customer. In the customer
service Ul example displayed in FIG. 61, information relat-
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ing to the customer and an order placed by the customer 1s
shown. The customer service Ul may display user-operable
buttons configured to allow an admin 118 to take actions
related to the displayed order and/or customer. For example,
the customer service Ul may display buttons that allow an
admin 118 to request a return of the ordered product, email
the customer, associate a pet with the customer, and/or edit
customer contact information. The processing server 102
may be configured to, 1n response to an input from an admin
118 on the customer service Ul, trigger creation of an
instance of an exemplary routine corresponding to the mput
from the admin 118. For example, an admin 118 may 1nput
on customer service Ul to request a return for a product
ordered by the customer. In response to the input from admin
118, the processing server 102 may execute code to create an
instance ol an exemplary routine configured to process a
request to return said product and store said instance of the
exemplary routine in database 110 for execution.
Referring to FIG. 7, there is illustrated an exemplary
flowchart for a method of execution of an instance of an
exemplary routine. The method 700 shown 1n FIG. 7 rep-
resents an exemplary method implemented by system 100
without any interruptions (e.g., failure to execute pre-pro-
grammed e¢lements, changes 1n underlying data). The
method 700 may start at step 702 1n response to a trigger
event (e.g., an mcident). The trigger event may be an
organization object being toggled to “digital”’. An organiza-
tion object being toggled to “digital” may refer to an
indication in database 110 that a veterinary clinic should use
a prescription authorization service oflered by a host of the
processing server 102 (e.g., Petscriptions by Chewy) or a fax
to authorize prescriptions. The method 700 may include step
704 where an instance of an exemplary routine 1s created.
The method 700 may 1nclude the step 706 where instances
of pre-programmed elements included 1n the mstance of the
exemplary routine are created. The method 700 may include
the step 708 where processing 1s delayed until Cron
executes, which may refer to a time-based scheduler that
defines a configurable set of time between execution of
different 1instances of pre-programmed elements. The
method 700 may include the step 710 where an instance of
a pre-programmed element that 1s listed as the first pre-
programmed element 1n a sequence defined by the instance
of the exemplary routine 1s executed. The method 700 may
include the step 712 where processing 1s delayed. The
method 700 may include the step 714 where one or more
instances ol pre-programmed elements are executed in par-
allel. In some embodiments, step 710 may also include
parallel execution of instances of pre-programmed elements.
In some embodiments, step 714 executes only one 1nstance
of a pre-programmed element. The instances ol pre-pro-
grammed elements executed 1n step 714 may correspond to
the next sequence of pre-programmed elements as defined
by one or more stances of exemplary routines. The method
700 may include step 716 where processing 1s delayed. The
method 700 may 1nclude step 718 where an instance of a
pre-programmed element next 1n the sequence 1s executed.
It will be understood that the method 700 1s an example, and
that 1n practice any number of instances of pre-programmed
clements may be executed according to a corresponding
sequence defined by an instance of an exemplary routine.
In some embodiments, mstances of exemplary routines
that have successtully executed and/or failed to execute are
stored as records 1n database 110 for auditing purposes. An
instance of an exemplary routine, once 1t has successiully
executed or failed to successtully execute, may have the
status 1ndicator updated respectively. For example, an
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instance of an exemplary routine may include a *“‘success”
indicator for each instance of pre-programmed elements
included in the instance of the exemplary routine that
successiully executed and a ““failed” status indicator for
instances ol pre-programmed elements that failled to
execute.

Referring to FIG. 8, there 1s illustrated an exemplary
flowchart for a method of execution of an instance of an
exemplary routine where a pre-programmed element fails to
execute. The method 800 may be similar to the method 700,
shown 1 FIG. 7, except that an instance of a pre-pro-
grammed element fails to execute. Specifically, the steps 802
to 814 of method 800 correspond to the steps 702 to 714 of
method 700 and will not be repeated for sake of brevity. In
the method 800, execution of the second sequence of an
instance ol a pre-programmed element fails. Following the
istance of the pre-programmed element failing to execute,
the method 800 includes the step 816 of setting the pre-
programmed element to a failed status. The method 800 may
include a delay 1n processing at step 818. The method 800
may include the step 820 of attempting execution of the
previously failed pre-programmed element one more time.
In the method 800, the attempt at executing the instance of
the pre-programmed element 1n step 820 1s successiul and
the 1nstance of the pre-programmed element executes. Fol-
lowing the successful execution of the mstance of the
pre-programmed element, method 800 proceeds to steps 822
to 824, which correspond to steps 716 and 718 of method
700 and will not be described again for sake of brevity.

Referring to FIG. 9, there 1s illustrated an exemplary
flowchart for a method of execution of an instance of an
exemplary routine where a pre-programmed element per-
manently fails to execute. The method 900 1s similar to the
method 800 except that the instance of the pre-programmed
clement that fails to execute does not successiully execute
alter a certain number of attempts. Specifically, the steps 802
to 818 of method 800 correspond to the steps 902 to 918 of
method 900 and will not be repeated for sake of brevity. In
this example, after the first reattempt fails, the method 900
returns to step 916 and increments a retry count associated
with the instance of the pre-programmed element by 1. The
method 900 then attempts, a certain number of times, to
successiully execute the instance of the pre-programmed
clement. In this example, the total number of attempted
retries 1s five (a first reattempt followed by four more). The
instance of the pre-programmed element fails to execute 1n
cach attempt and a retry threshold is reached. The retry
threshold may be a predetermined amount established by a
user (e.g., administrator 118, developer 120).

Following the reattempts to execute the instance of the
pre-programmed element, the method 900 may include step
922 1n which the mstance of the pre-programmed element 1s
marked as failed. The step 922 may also include adding the
instance of the pre-programmed element to a list of 1nstances
of pre-programmed elements that failed to execute after a
certain number of retries. The method 900 may include the
step 924 of automatically generating and sending a report
that notifies administrators 118 and/or developers 120 of all
instances of pre-programmed elements that failed to execute
alter a certain number of retries. The system 100 may be
configured to automatically perform step 924 at a predeter-
mined interval (e.g., every 6 hours, every 12 hours, every 24
hours, every 3 days, every week). The method 900 may
include the step 926 of resolving the error causing the failure
of the instance of the pre-programmed element. For
example, the error may be caused by a network cable not
being plugged 1n, which requires an adminmistrator to manu-
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ally connect a network cable. In other embodiments the
system 100 may be configured to automatically resolve the
error. The method 900 may include the step 928 of manually
resetting the retry count for the instances of the failed
pre-programmed elements. Step 928 may be performed after
the error has been resolved. In some embodiments, resetting
the retry count for the failed instances of pre-programmed
clements may cause execution to be reattempted for said
instances. The method 900 may include the step 930 of
setting the istance of the failed pre-programmed element to
complete. Step 930 may be performed after an admin 118 or
developer 120 has manually fixed the error which caused the
instance of the pre-programed element from step 920 to fail.
Following step 930, method 900 proceeds to steps 932 to
934 which correspond to steps 822 and 824 of method 800
and will not be described again for sake of brevity.
Referring to FIG. 10, there 1s illustrated an exemplary
flowchart for a method of execution of an exemplary routine
with a long-running pre-programmed element. The method
1000 may be similar to the method 700 shown 1n FIG. 7,
except that there 1s an instance of a long-running pre-

programmed element to be executed. Specifically, the steps
1002 to 1014 of method 1000 correspond to the steps 702 to

714 of method 700 and will not be repeated for sake of
brevity. In the method 1000, there 1s an instance of a
long-running pre-programmed element that begins execut-
ing at step 1014. The method 1000 includes the step 1016 of
marking the instance of the long-runming pre-programmed
clement as “long-running” and setting it to a “locked” status.
The method 1000 includes the step 1018 of delaying pro-
cessing. The method 1000 includes the step of determining
whether the instance of the long-running pre-programmed
clement 1s complete. I the mstance long-running pre-pro-
grammed element has not finished executing, the method
1000 repeats step 1018 (e.g., continues to delay processing).
If the 1mnstance of the long-running pre-programmed element
has finished executing, the method 1000 continues to steps
1022 and 1024 which correspond to steps 716 and 718 of
method 700 and will not be described again for sake of
brevity.

Retferring to FIG. 11, there is illustrated an exemplary
flowchart for a method of execution of an instance of an
exemplary routine where the exemplary routine 1s updated
mid-execution. The method 1100 may be similar to the
method 700 shown in FIG. 7, except that there 1s the
exemplary routine 1s redefined while an instance of the
exemplary routine 1s being executed. Specifically, the steps
1102 to 1112 correspond to the steps 702 to 712 of method
700 and will not be repeated for the sake of brevity. In the
method 1100, following the delay 1n processing at step 1112,
an administrator 118, at step 1114, redefines the exemplary
routine that the instance currently being executed corre-
sponds to. In this example, an administrator 118 removes a
pre-programmed element from the exemplary routine. It will
be understood that a modification to the exemplary routine
may nclude any modification that would cause an instance
ol an exemplary routine, created subsequent to the instance
currently executing and the modification being performed,
to execute differently than a previously executed and/or
currently executing instance of said exemplary routine. For
example, a modification may include a modification to the
sequence defined by the exemplary routine, the addition of
a pre-programmed element to the exemplary routine, and/or
the removal of a pre-programmed element from the exem-
plary routine.

The method 1100 proceeds, at step 1116, to execute the
instances of pre-programmed elements that were included 1n
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the 1nstance of the exemplary routine prior to the adminis-
trator 118 removing the pre-programmed element at step

1114. Following step 1114, the method 1100 proceeds to
steps 1116 through 1120 that correspond to steps 714 to 718
of method 700 and will not be described again for sake of
brevity. In this example, the grouping was redefined while an
instance of it was executing, and therefore the instance may
be executed based on the grouping prior to the change made
by the administrator 118 at step 1114. However, future
instances of the same grouping may execute according to the
change made by the admimstrator 118 1n step 1114. It will
be understood that the redefining of the exemplary routine
instances may happen at any point after step 1104 and prior
to termination of the instance of the pre-programmed ele-
ment without affecting the outcome of the instance of the
pre-programmed element.

In some embodiments, some instances ol exemplary
routines are the same (e.g., contain the same or substantially
the same code and point to the same data or types of data).
In some embodiments, some of the plurality of instances of
exemplary routines differ from one another (e.g., the code
may have been changed or the data may have changed in an
intervening time period between the creation of mstances of
exemplary routines). For example, the code associated with
a particular pre-programmed element be may be changed
after a first instance of an exemplary routine 1s created. That
first mstance would persist in that the original pre-pro-
grammed element code would remain unchanged, but future
instances of such exemplary routine would reflect the new
code. For example, 1n some instances there may be instances
of exemplary routine X stored in database 110 and 1nstances
of different exemplary routines Y stored in database 110. For
example, a first mstance ol exemplary routine X may be
configured to cancel an order for customer A (e.g., the first
instance was created 1n response to an incident to cancel an
order from customer A) and a second instance of exemplary
routine X may be configured to cancel an order for customer
B (e.g., the second instance was created in response to an
incident to cancel an order from customer B). Both the first
and second 1nstance of exemplary routine X may be stored
in database 110. At a later point in time there may be a
modification to exemplary routine X, and subsequent to that
point 1n time there may be an 1nstance of exemplary routine
X created to cancel an order for customer C. In one
embodiment, the configuration of the istances of the exem-
plary routine for customer A and customer B would be the
same and would differ from the instance of the exemplary
routine for customer C.

Referring to FIG. 12, there is illustrated an exemplary
flowchart for a method of execution of an instance of an
exemplary routine where underlying records are modified
mid-execution. The method 1200 may be similar to the
method 700 shown 1n FIG. 7, except that underlying records
required for the instances of the pre-programmed elements
to execute are modified mid-execution. Specifically, the
steps 1202 to 1212 correspond to steps 702 to 712 of method
700. Following the delay in processing 1212, an adminis-
trator modifies a record required by one or more of the
instances of pre-programmed elements created 1n step 1206.
The method 1200 continues to step 1216 to cancel the
instance of the exemplary routine. The method continues to
step 1218 to create a new instance of the exemplary routine
which may correspond to the same exemplary routine for
which the instance cancelled 1n step 1216 was originally
created. To put 1t another way, 1n steps 1216 and 1218, the
currently executing instance of the exemplary routine 1is
cancelled and restarted. Following the restart at step 1218,
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the method 1200 continues to steps 1220 through 1230,
which correspond to steps 706 to 718 of method 700 and will
not be described again for sake of brevity.

Retferring to FIG. 13, there 1s illustrated an exemplary
flowchart for a method of execution of an instance of an
exemplary routine where underlying records are modified
mid-execution. The method 1300 may be similar to the
method 1200, except that the instance of the exemplary
routine that i1s currently executing i1s not cancelled and
restarted. Steps 1302 to 1314 correspond to steps 1202 to
1214 of method 1200. However, 1n method 1300, following
the modification of records, the instance of the exemplary
routine created at step 1304 continues to execute through
steps 1316 to 1322. Put another way, regardless of the
modification of the underlying records, the currently execut-
ing instance 1s not cancelled and restarted. Steps 1316 to
1322 correspond to steps 712 to 718 of method 700 shown
in FI1G. 7, and will not be described again for sake of brevity.

Referring to FIG. 14, there 1s shown a flow diagram of an
exemplary method 1400 for performing a fault tolerant
automated sequence of computer implemented tasks. In an
embodiment, the method 1400 includes a step 1402 of
presenting, for selection by a user (e.g., administrator 118),
a plurality of pre-programmed elements, each pre-pro-
grammed element being independently executable relative
cach other pre-programmed element such that an output of
any of the pre-programmed elements 1s not a direct input to
any other of the pre-programmed elements. For example, an
administrator 118 via a client device 108 1n communication
with processing server 102 displays the admin Ul to allow
the administrator to create an instance of an exemplary
routine as shown in FIGS. 6A-6B. In an embodiment,
method 1400 also includes the step 1404 of receiving from
the user a selection of one or more of the pre-programmed
clements and a sequence for performing each pre-pro-
grammed elements 1n the selection to form an exemplary
routine. For example, an administrator 118, via client device
108, creates an exemplary routine as shown in FIGS. 6E-6F.

In some embodiments, the method 1400 also includes the
step 1406 of creating an instance of the exemplary routine 1n
response to a request to implement the exemplary routine. A
request to implement an exemplary routine may be a request
to perform a series of tasks 1n response to an incident, as
described above. In some embodiments, the 1instance of the
exemplary routine includes an instance of each of the
selected pre-programmed eclements arranged for perfor-
mance 1n accordance with the sequence and 1s configured to
perform tasks defined by the pre-programmed elements and
the sequence. For example, at steps 702 to 706 of method
700, an instance of an exemplary routine i1s created 1n
response to a trigger event and instances ol each pre-
programmed element included 1n the exemplary routine are
created. In an embodiment, the method 1400 also includes
the step 1408 of mitiating implementation of the instance of
the exemplary routine by mmitiating performance of the
instances of the pre-programmed elements 1n accordance
with the sequence. For example, at steps 710 to 718 of
method 700, the instances of the three pre-programmed
clements included 1n the exemplary routine are executed 1n
sequence. In an embodiment, the method 1400 also includes
the step 1410 of detecting an error that prevents the comple-
tion ol at least one istance of the pre-programmed ele-
ments. For example, 1n step 816 of method 800, an instance
of the second pre-programmed eclement 1 the sequence
defined by an instance of an exemplary routine 1s detected.
In an embodiment, the method 1400 also includes the step
1412 of terminating the implementation of the istance of




US 11,636,006 B2

29

the exemplary routine upon detection of the error without
user intervention. For example, in steps 916 to 922 of
method 900 an instance of a pre-programmed element fails
alter a certain number of retries and the instance of the
exemplary routine 1s automatically terminated.

In some embodiments, the independently executable pre-
programmed elements of method 1400 may not require data
generated from another pre-programmed element 1n order to
complete execution. In some embodiments, each 1ndepen-
dently executable pre-programmed element completes using
data from a data field, where the data 1s at least one of: 1)
populated 1n the data field before the creating of the instance
of the exemplary routine; and 11) updated after the initiating
of the implementation of the instance. For example, each
instance of a pre-programmed element may use data stored
in database 110 that was stored prior to the creation of the
instance of the pre-programmed element or data that was
updated in database 110 after the instance of the pre-
programmed element was created.

In some embodiments, the method 1400 may include
transmitting a notification that at least one instance of a
pre-programmed element did not execute to completion and
the notification includes at least one of: 1) all instance of
exemplary routines that are in a failed state at the time the
notification 1s transmitted; 1) the instances of a pre-pro-
grammed elements associated with each instance of exem-
plary routines that are in the failed state; 111) the instance of
the exemplary routine; 1v) a number of retries associated
with each instance of the exemplary routine in the failed
state; and v) a database object associated with each instance
of the exemplary routine 1n the failed state. For example, 1n
step 924 of method 900 a report 15 sent to administrators 118
including a listing of all instances of pre-programmed ele-
ments that failed to execute. Administrators 118 may then
review and/or analyze the instance of the pre-programmed

clement and/or the associated exemplary routine on the
system 100 to i1dentily error(s) that caused the instance to
tail.

In some embodiments, the method 1400 includes updat-
ing one or more of the pre-programmed elements of the
exemplary routine after the imtiating implementation step
and creating a subsequent instance of the exemplary routine
in response to a subsequent request to implement the exem-
plary routine after the updating step, the subsequent instance
of the exemplary routine including an 1nstance of the one or
more updated pre-programmed elements of the exemplary
routine. For example, in the method 1100 shown 1n FIG. 11,
an administrator 118 updates an exemplary routine corre-
sponding to a currently executing instance of said exemplary
routine. The instance of said grouping completes execution
based on the grouping prior to the update and subsequent
instances ol said grouping would execute based on the
update from the administrator at step 1114.

In some embodiments, the method 1400 may include
simultaneously implementing a plurality of instances of the
same exemplary routine. For example, the system 100 1s
configured to execute, in parallel, a plurality of instances of
the same exemplary routine (e.g., four istances of exem-
plary routine A being executed 1n parallel). In some embodi-
ments, the method 1400 may include simultaneously 1mple-
menting at least one instance of the exemplary routine and
at least one 1nstance of the subsequent exemplary routine.
For example, the system 100 may be configured to execute
an 1nstance of an exemplary routine according to method
1100 and simultaneously execute an 1nstance of the updated
exemplary routine based on the updates made at step 1114.
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In some embodiments, at least some of the instances of
the exemplary routine are 1nmitiated at a different time than
other instances of the same exemplary routine that are being
simultaneously implemented. For example, three instances
ol exemplary routine A may be executed in parallel at a first
time, and at a second time different than the first time, a
fourth instance of exemplary routine A may be executed. In
some embodiments, updating the one or more of the pre-
programmed elements 1includes receiving and storing

revised code for performing a task. For example, 1n step
1114 of method 1100 the updates made to the exemplary
routine may include an update to the executable code of a
pre-programmed element included in the grouping.

In some embodiments, the method 1400 may include,
alter the detecting step and before the terminating step,
attempting to re-implement at least one instance of the
pre-programmed elements associated with the detected
error. For example, in steps 816-820 of method 800 an
instance of a pre-programmed element, which failed to
execute, 1s retried. In some embodiments an error 1s detected
based upon a pre-defined number attempts to execute an
instance of a pre-programmed element. In one embodiment,
the pre-defined number of attempts 1s stored 1n an attempts
field 1n the database. In some embodiments, each attempt to
execute corresponds to an incremented value of a retry count
in a retry field (e.g., up to the pre-defined number of retry
attempts 1s performed). In some embodiments, the method
1400 may include detecting a trigger event that triggers,
without user intervention, a re-1nitiation of the performance
of the instance of at least one of the pre-programmed
clements and wheremn an error state that prevents the
completion of the at least one 1nstance arises after a subse-
quent trigger event 1s detected following a pre-selected
number of re-mitiations of the performance of the at least
one instance of the pre-programmed element.

In some embodiments, the method 1400 may include the
steps of defining a retry threshold value for each of the
pre-programmed elements, and after the detecting step and
before the terminating step, attempting to re-implement the
at least one instance of the pre-programmed elements asso-
ciated with the detected error in accordance with the retry
threshold value. For example, in the method 900 shown 1n
FIG. 9, the system 100 1s configured to retry an instance of
a failed pre-programmed eclement i steps 916-920 five
times.

In some embodiments, the method 1400 may include the
steps of during implementation of the instance of the exem-
plary routine, detecting the absence of prescription autho-
rization data needed to complete the implementation of the
instance of the exemplary routine, based on the absence of
the prescription authorization, automatically transmitting an
authorization form to an authorizing entity, receiving an
authorization facsimile of a completed form 1n response to
the automatic transmitting and automatically populating a
prescription authorization field based upon the received
facsimile. For example, during execution of an instance of
an exemplary routine, the system 100 may be configured to
determine that there 1s no record of a prescription authori-
zation required for an instance of a pre-programmed element
to perform 1ts intended task. In response, the system 100
may transmit a prescription authorization form to an autho-
rizing enfity (e.g., a veterinarian) who then receives and
inputs the mformation required by the prescription authori-
zation form. The authorizing entity may transmit the com-
pleted prescription authorization form in the form of a
facsimile. The system 100 may be configured to receive the
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tacsimile and automatically update/populate records 1n data-
base 110 based on the information 1n the recerved facsimile.

In some embodiments, the method 1400 includes receiv-
ing a datafile containing optical character recognition data
associated with the authorization facsimile. For example, the
system 100 may be configured to perform optical character
recognition on the recerved facsimile 1n order to convert the
information on the received facsimile to computer readable
text which can then be updated/populated 1n database 110. In
some embodiments, the method 1400 may include automati-
cally storing the datafile containing optical character recog-
nition data in a secure database based upon the automatically
populating the prescription authorization field. In some
embodiments, regular expression matching logic 1s applied
to the datafile containing optical character recogmition data
to 1dentily data associated with at least one of: owner name,
pet name, record identifier for a prescription, clinic name,
authorization status, refill authorization data, reason {for
requiring compound prescription and combinations thereof.
In some embodiments, the simultancously implemented
plurality of instances of the exemplary routines are complex
operations related to prescription authorization implemen-
tations as described herein (e.g., by automatically processing,
fax prescriptions). In some embodiments, at least 100 com-
plex routines are performed simultaneously per minute.

In some embodiments, the method 1400 further includes
the steps of adding or removing at least one selected
pre-programmed element from the exemplary routine after
the initiating implementation step, and creating a subsequent
instance of the exemplary routine in response to a subse-
quent request to implement the exemplary routine after the
adding or removing step, the subsequent instance of the
exemplary routine reflecting the addition or removal of the
at least one selected pre-programmed element 1n accordance
with the adding or removing step. For example, 1n step 1114
of method 1100, the administrator 118 may update the
exemplary routine having a corresponding instance which 1s
currently executing to remove a pre-programmed element.
The 1nstance, which 1s currently executing, executes based
on the grouping and/or exemplary routine prior to the update
at step 1114. However, subsequent instances may execute
based on the update and would therefore not include an
instance of the pre-programmed element which was
removed 1n step 1114 (e.g., the method 700 of FIG. 7
terminating aiter step 714).

In some embodiments, one or more data objects are not
populated at the time of creating of an instance of the
exemplary routine but are populated later 1n order for the
instance of the exemplary routine to complete. For example,
when selecting a new pre-programmed element an admin-
istrator would preferably i1dentity the data that are required
for the particular prep-programmed element (e.g., incident
data, contact data, organization data shown in FIG. 2).
Alternatively, the particular data required by the pre-pro-
grammed element may be automatically i1dentified through
the execution of separate pre-programmed elements. In one
embodiment, when an instance of a pre-programmed ele-
ment 1s created at runtime, the system verifies that a record
associated with the required data 1s associated with the
request (e.g., the creation of the istance). For example, the
system 100 may be configured to use specific data such that
the system 100 may verily that a record associated with the
specific data 1s associated with the creation of the istance
of the exemplary routine. When an instance of a pre-
programmed eclement requiring the said specific data 1s
requested, the system 100 may be configured to verily that
a record associated with the required data elements, stored
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in database 110, 1s associated with the request for the
instance of the pre-programmed element. In some embodi-
ments, logging exists out-of-band. For example, the system
100 may be configured to, in the event that an instance of a
pre-programmed element fails to execute, detect the failure
to execute, log the failure to execute, and transmit an

indication that the instance of the pre-programmed element
failed to execute (e.g., steps 916-924 of method 900).

In some embodiments, the method 1400 includes the steps
of receiving from a user, trigger instructions defining at least
one trigger condition, and wherein the creating of an
instance of the exemplary routine 1s based upon a recogni-
tion that at least one of the trigger conditions has been met.
For example, an administrator 118 may, via the admin UI,
define incidents that trigger the creation of an 1nstance of an
exemplary routine. In some embodiments, at least one
trigger condition 1s a change in data state (e.g., change in
underlying data). In some embodiments, each pre-pro-
grammed element operates on one or more of: 1) a defined
data set; and 11) a variable data set (e.g., data populated 1n a
particular data field may change over time). A defined data
set may be a row within a database table, stored in database
110, and the associated fields that a pre-programmed ele-
ment requires for execution. If one or more of the associated
fields 1s null, or has a value that 1s not expected by the
pre-programmed element, the system 100 may be configured
to prevent a crash by retrying execution of the instance of the
pre-programmed element as described 1n method 900.

In some embodiments, the method 1400 1ncludes the step
of, upon detecting the error that prevents the completion of
at least one instance ol the pre-programmed eclements,
receiving an intervention to complete the at least one
instance of the pre-programmed element. For example, 1n
steps 926-930 of method 900 a user (e.g., admin 118 or
developer 120) resolves the error (e.g., step 926) and resets
(e.g., decrements 1n step 928) the retry count and performs
execution of the exemplary routine. In some embodiments,
resetting of the retry count 1s automatically undertaken upon
the execution of an 1tervention. For example, upon resolv-
ing the error the system 100 may be configured to automati-
cally reset the retry count. In some embodiments, the
exemplary routine may include data object mapping that
defines for each exemplary routine the location of data
required by one or more pre-programmed elements within
the exemplary routine. For example, each exemplary routine
may 1nclude the 1D, and or name of the pre-programmed
clements required for the exemplary routine. In some
embodiments, the data object mapping 1s based upon at least
one of: 1) mapping data received in response to a prompt
presented to the user through a user interface; 11) a user
selection based upon a predefined menu of mapping options;
and 111) 1ndicia associated with a trigger condition induces
the creating of an instance of the exemplary routine. For
example, an email address required by an instance of a
pre-programmed element may be changed. In response to
that change, a new instance of the exemplary routine 1s
created (e.g., steps 1214 to 1230 of method 1200). In some
embodiments, the data object mapping 1s at least 1 part
defined within the pre-programmed elements.

In some embodiments, the method 1400 1ncludes the step
of simultaneously implementing one or more instances ol an
exemplary routine by implementing instances of pre-pro-
grammed elements 1n parallel. For example, 1n step 714 of
method 700 different instances of pre-programmed elements
are being executed in parallel. Those instances of pre-
programed elements may be instances of the same pre-
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programmed elements included in instances of the same
exemplary routine which 1s being executed by system 100 1n
parallel.

In some embodiments, the method 1400 mcludes the step
of simultaneously implementing one or more istances of an
exemplary routine by implementing instances of pre-pro-
grammed elements 1n series.

In some embodiments, the method 1400 1ncludes the step
of sequencing the performance of pre-programmed elements
by delaying instructions to implement a pre-programmed
clement until at least one of another pre-programmed ele-
ment achieves a predefined state. For example, the instances
ol pre-programmed elements executed in step 824 do not
happen until the mstance of the pre-programmed elements 1n
step 820 execute. In some embodiments, the predefined state
includes at least one of: 1) a completion state; 1) a failure
state. In some embodiments, the completion state includes at
least a partial completion and the failure state includes
fallure after a predetermined number of tries. In some
embodiments, the completion state includes at least one of:
1) complete; 11) partial complete; 111) failed to complete; 1v)
not started and v) delayed. The failed to complete state may
refer to an instance of a pre-programmed element that has
tailed, prior to a predetermined number of tries occurring, to
successiully execute. Put another way, in FIG. 9 steps
916-920, an 1nstance of a pre-programmed element may be
retried/attempted up to five times and failed attempts to
execute, up to the five times, may result 1n a “failed to
complete” status.

In some embodiments, at least one pre-programmed ¢le-
ment 1s a long-running pre-programmed element that 1s
programmed to cause other pre-programmed elements
within an instance of the exemplary routine, 1n which an
instance of the long-running element 1s included, to at least
one of: 1) pause execution until the long-running element
reaches a completion state; and 11) delay completion until the
long-running element reaches the completion state. For
example, 1n steps 1016 to 1020 1n method 1000 the method
1000 does not progress past step 1020 until the istance of
the pre-programmed element marked as having a locked
status 1n step 1016 1s complete.

In some embodiments, the method 1400 includes the steps
of: completing the instance of the exemplary routine using
the state of the respective instances ol pre-programmed
clements after the instance of the exemplary routine has
been created, wherein subsequent to the time the instance of
the exemplary routine has been created, a change 1s made to
the exemplary routine upon which the instance of the
exemplary routine 1s based, and interrupting the instance of
the exemplary routine after receiving a call to interrupt the
instance of the exemplary routine based upon call to create
a new 1nstance of the exemplary routine using a data site that
also used by the instance of the exemplary routine and the
dataset 1includes a flag set to cause the interruption of the
instance ol the exemplary routine.

In some embodiments, the method 1400 includes inter-
rupting execution of the instance of the exemplary routine
upon receipt of a triggering event. For example, the method
1200 at step 1216 cancels a pending instance of a pre-
programmed element and restarts execution of the instance
of the corresponding exemplary routine 1n response to a
change 1n underlying records at step 1214. In some embodi-
ments, the method 1400 includes interrupting execution of
the instance of the exemplary routine upon receipt of a
predetermined number of triggering events including at least
one of: 1) a network timeout; 11) a system error. In some
embodiments, the triggering event includes one or more of:
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1) a change to a data record; or 1) a change to the pre-
programmed element. In some embodiments, each pre-
programmed element 1s fully executable without being
directly dependent upon data generated by of any other
pre-programmed element. In some embodiments, the
instance of the exemplary routine reaches a successiul
conclusion 11 all of the pre-programmed elements within the
instance of the exemplary routine are completed

It will be appreciated by those skilled 1in the art that
changes could be made to the exemplary embodiments
shown and described above without departing from the
broad inventive concepts thereof. It 1s understood, therefore,
that this invention 1s not limited to the exemplary embodi-
ments shown and described, but 1t 1s intended to cover
modifications within the spirit and scope of the present
invention as defined by the claims. For example, specific
features of the exemplary embodiments may or may not be
part of the claimed invention and various features of the
disclosed embodiments may be combined. Unless specifi-
cally set forth herein, the terms “a”, “an” and “the” are not
limited to one element but instead should be read as meaning
“at least one”.

It 1s to be understood that at least some of the figures and
descriptions of the invention have been simplified to focus
on elements that are relevant for a clear understanding of the
invention, while eliminating, for purposes of clarity, other
clements that those of ordinary skill in the art will appreciate
may also comprise a portion of the mnvention. However,
because such elements are well known in the art, and
because they do not necessarily facilitate a better under-
standing of the invention, a description of such elements 1s
not provided herein.

Further, to the extent that the methods of the present
invention do not rely on the particular order of steps set forth
herein, the particular order of the steps should not be
construed as limitation on the claims. Any claims directed to
the methods of the present invention should not be limited
to the performance of their steps 1n the order written, and one
skilled 1n the art can readily appreciate that the steps may be
varted and still remain within the spirit and scope of the
present mvention.

What 1s claimed 1s:

1. A method for performing a fault tolerant automated
sequence of computer implemented tasks comprising:

at a processing server coupled to a database and a store-

front server:

render an administrator facing Ul at a client device
coupled to the processing server;

presenting for selection by a user via the administrator
tacing Ul a plurality of pre-programmed elements,
cach pre-programmed element being independently
executable relative each other pre-programmed ele-
ment such that an output of any of the pre-pro-
grammed elements 1s not a direct input to any other
of the pre-programmed elements;

receiving via the administrator facing Ul a selection of
two or more of the pre-programmed elements and a
sequence for performing each pre-programmed ele-
ments 1n the selection to form an exemplary routine;

receiving irom the storefront server an indication of a
trigger event corresponding to an input at the cus-
tomer facing Ul, and in response to receiving the
indication of a trigger event, automatically creating
an 1nstance of the exemplary routine, the nstance of
the exemplary routine including an instance of each
of the selected pre-programmed elements arranged
for performance 1n accordance with the sequence and
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being configured to perform tasks defined by the
pre-programmed elements and the sequence, the
instance of the exemplary routine further including a
status indicator indicating an execution status of each
instance of each of the selected pre-programmed
elements, the execution status of each instance of
cach of the selected pre-programmed elements being
imtially set to a pending execution status;
at a monitoring server coupled to the processing server
and the database, and at a pre-defined interval:
querying the database to identily instances of pre-
programmed elements having a pending execution

status;
in response to the querying the database, receiving

from the database the identity of instances of pre-

programmed elements having a pending execution
status;
transmitting a request to the processing server to niti-
ate execution of the identified instances of pre-
programmed elements according to the sequence;
and
at the processing server, automatically executing the
identified instances of the pre-programmed elements
according to the sequence in response to the request
from the monitoring server.
2. The method of claim 1 further comprising:
detecting an error that prevents completion of at least one
instance of the pre-programmed elements; and
terminating the execution of the instance of the exemplary
routine upon detection of the error without user inter-
vention.
3. The method of claim 2 further comprising;:
after the detecting step and before the terminating step,
attempting to re-execute at least one instance of the
pre-programmed elements associated with the detected
SITor.
4. The method of claim 2 further comprising;:
detecting a trigger event that triggers, without user inter-
vention, a re-execution of the instance of at least one of
the pre-programmed elements and wherein an error
state that prevents the completion of the at least one
instance arises after a subsequent trigger event 1s
detected following a pre-selected number of re-execu-
tions of the at least one 1nstance of the pre-programmed
clement.
5. The method of claim 2 further comprising;:
defimng a retry threshold value for each of the pre-
programmed elements; and
after the detecting step and before the terminating step,
attempting to re-execute the at least one 1nstance of the
pre-programmed elements associated with the detected
error 1n accordance with the retry threshold value.
6. The method of claim 1 further comprising:
during execution of the instance of the pre-programmed
clement, detecting the absence of prescription authori-
zation data needed to complete the execution;
based on the absence of the prescription authorization,
automatically transmitting an authorization form to an
authorizing entity;
receiving an authorization facsimile of a completed form
in response to the automatic transmitting; and
automatically populating a prescription authorization field
based upon the received facsimile.
7. The method of claim 6 further comprising;:
receiving a datafile contaiming optical character recogni-
tion data associated with the authorization facsimile.
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8. The method of claim 7 further comprising;:
automatically storing the datafile containing optical char-
acter recognition data 1n a secure database based upon
the automatically populating the prescription authori-
zation field.
9. The method of claim 7, wherein regular expression
matching logic 1s applied to the datafile containing optical
character recognition data to 1dentily data associated with at
least one of: owner name, pet name, record identifier for a
prescription, clinic name, authorization status, refill autho-
rization data, reason for requiring compound prescription
and combinations thereof.
10. The method of claim 1 further comprising;
simultancously executing one or more instances of
instances of pre-programmed elements 1n parallel.
11. The method claim 1, wherein at least one pre-pro-
grammed element 1s a long-running pre-programmed ele-
ment that 1s programmed to cause other pre-programmed
clements within an instance of the exemplary routine 1n
which an instance of the long-running element 1s included to
at least one of: 1) pause execution until the long-running
clement reaches a completion state; 1) delay completion
until the long-running element reaches the completion state.
12. The method of claim 1, wherein each pre-programmed
clement 1s fully executable without being directly dependent
upon the execution of any other pre-programmed element.
13. The method of claim 1, wherein a failure to execute
one instance of one of the pre-programmed elements does
not prevent the execution and completion of another
instance of the same pre-programmed element.
14. A system for implementing a fault tolerant automated
sequence ol computer implemented tasks comprising:
a storefront server configured to cause a customer facing
user interface (Ul) display to render at one or more
customer devices and to receive one or more mnputs via
the customer facing Ul
a database, coupled to the storefront server and configured
to store pre-programmed elements that each include an
independently executable self-contained unit of com-
puter code configured to perform a specific task; and
a processing server coupled to the database and the
storefront server, the processing server having a central
processing unit, memory, an input port, and an output
port, the processing server being further coupled to a
plurality of client devices, the processing server being
configured to:
cause the client device to render an administrator facing
UI at a client device of the plurality of client devices;

present for selection by a user via the administrator
facing Ul a plurality of the pre-programmed ele-
ments, each pre-programmed element being inde-
pendently executable relative each other pre-pro-
grammed element such that an output of any of the
pre-programmed elements 1s not a direct input to any
other of the pre-programmed elements;

receive via the administrator facing Ul a selection of
Two or more of the pre-programmed elements and a
sequence for performing each pre-programmed ele-
ment 1n the selection to form an exemplary routine;

receive from the storefront server an indication of a
trigger event corresponding to an input at the cus-
tomer facing Ul, and in response to receiving the
indication of a trigger event, automatically create an
instance of the exemplary routine, the instance of the
exemplary routine including an instance of each of
the selected pre-programmed elements arranged for
performance 1 accordance with the sequence and
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being configured to perform tasks defined by the
pre-programmed elements and the sequence, the
instance of the exemplary routine further including a
status indicator indicating an execution status of each
instance of each of the selected pre-programmed >
elements, the execution status of each instance of
cach of the selected pre-programmed elements being
imtially set to a pending execution status; and

a monitoring server coupled to the processing server and

database, the momtoring server configured to, at a 10

pre-defined interval:

query the database to identily instances ol pre-pro-
grammed elements having a pending execution sta-
tus; 5

in response to the query, receive from the database the
identity of instances of pre-programmed elements
having a pending execution status; and
transmit a request to the processing server to initiate
execution of the identified instances of pre-pro- 20
grammed elements according to the sequence,
wherein the processing server 1s further configured to
automatically execute the identified instances of the
pre-programmed elements according to the sequence 1n
response to the request from the monitoring server. 25
15. The system of claim 14, wherein the processing server
1s further configured to:
detect an error that prevents completion of at least one
instance of the pre-programmed elements; and
terminate the execution of the associated instance of the 3¢
exemplary routine upon detection of the error without
user intervention.
16. The system of claim 15, wherein the processing server
1s further configured to:
after detecting the error and prior to terminating imple- 33
mentation of the instance, attempt to re-implement at

least one instance of the pre-programmed eclements
associated with the detected error.
17. The system of claim 15, wherein the processing server
is further configured to: 40
detecting a trigger event that triggers, without user inter-
vention, a re-initiation of the instance of at least one of
the pre-programmed elements and wherein an error
state that prevents the completion of the at least one
instance arises after a subsequent trigger event is 4
detected following a pre-selected number of re-initia-
tions of the performance of the at least one 1nstance of
the pre-programmed element.
18. The system of claim 15, wherein the processing server
is further configured to: S0
define a retry threshold value for each of the pre-pro-
grammed elements; and
after detecting the error and prior to terminating execution
of the instance, attempt to re-execute the at least one
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instance of the pre-programmed elements associated
with the detected error 1 accordance with the retry
threshold value.

19. The system of claim 14, wherein the processing server

1s Turther configured to:

during execution of the instance of the exemplary routine,
detect the absence of prescription authorization data
needed to complete the execution of the instance of the

exemplary routine;
based on the absence of the prescription authorization,

automatically transmit an authorization form to an
authorizing entity;

receive an authorization facsimile of a completed form 1n

response to the automatic transmitting; and
automatically populate a prescription authorization field
in the database based upon the received facsimile.

20. The system of claim 19, wherein the processing server
1s further configured to:

recerve a datafile containing optical character recognition

data associated with the authorization facsimile.

21. The system of claim 20, wherein the processing server
1s Turther configured to:

automatically store the datafile containing optical charac-

ter recognition data 1n a secure database based upon the
automatically populating the prescription authorization
field.

22. The system of claim 20, wherein regular expression
matching logic 1s applied to the datafile containing optical
character recognition data to 1dentily data associated with at
least one of: owner name, pet name, record identifier for a
prescription, clinic name, authorization status, refill autho-
rization data, reason for requiring compound prescription
and combinations thereof.

23. The system of claim 14, wherein the processing server
1s Turther configured to:

simultancously execute one or more instances ol pre-

programmed elements 1n parallel.

24. The system of claim 14, wherein at least one pre-
programmed element 1s a long-running pre-programmed
clement that 1s programmed to cause other pre-programmed
clements within an instance of the associated exemplary
routine 1n which an instance of the long-running element 1s
included to at least one of: 1) pause execution until the
long-running element reaches a completion state; 11) delay
completion until the long-running element reaches the
completion state.

25. The system of claim 14, wherein each pre-pro-
grammed element 1s fully executable without being directly
dependent upon the execution of any other pre-programmed
clement.

26. The system of claim 14, wherein a failure of an
execution ol one instance of one of the pre-programmed
clements does not prevent the execution and completion of
another instance of the same pre-programmed element.
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