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CUSTOM INSTRUCTION IMPLEMENTED
FINITE STATE MACHINE ENGINES FOR
EXTENSIBLE PROCESSORS

BACKGROUND OF THE INVENTION

Processors can include fixed: istruction set architecture
(ISA) processors, application-specific mstruction set proces-
sors (ASIPs), and extensible processors. Fixed ISA proces-
sors mnclude x86-class processors, reduced instruction set
computer (RISC) processors, advanced RISC machine
(ARM) processors microprocessor without interlocked pipe-
line stages (MIPS), PowerPC processors and the like. The
fixed ISA processors are general purpose processors that try
to 1nclude instructions necessary to cover the largest space
ol potential applications 1n view of size, cost, power and
other similar factors. However, a general-purpose fixed ISA
processor 1s typically ineflicient and underutilized because
most applications do not use the large set of capabilities.

ASIPs are typically characterized by application-oriented
structural parameters and specialized instruction sets for
optimized performance for a particular application. ASIPs
have been used 1n audio and video application to achieve
power consumption reductions by a factor of three or more.
ASIPs can therefore advantageously be utilized 1n battery
powered devices and the like. However, the structural hard-
ware parameters and specialized mstructions are generally
designed specifically for a given ASIP. The design of ASIP,
including assemblers, linkers, compilers, mstruction set
simulators and the like can be very time consuming and
costly. ASIP can also have a limited market, as compared to
general-purpose fixed ISA processors, because they are
designed and optimized for a particular application.

Extensible processors are typically characterized by con-
figuring and extending a base instruction set architecture
with a set of structural parameters drawn from a configura-
tion space, and with a set of mstruction extensions based on
an extension space. A portion of the instruction set archi-
tecture, including specialized 1nstructions, can be described
in a processor description language, such as an architectural
description language (ADL). The ADL can be utilized to
create the hardware and software representations utilizing a
set of custom tools such as assemblers, compilers, disas-
semblers and debuggers, and tool chain, with defined exten-
sion mechanisms that can link 1 dynamically complied
libraries that reflect the syntax, and semantics of the set of
instruction extensions produced by an ADL compiler. Exten-
sible processors can provide for configuration of the number
and kinds of local and system memory interfaces, the
inclusion or exclusion of certain arithmetic logic units
(ALUs), bit width customization, configuration of the sizes
of register files, diagnostic and tracing capabilities, use of
very long instruction word style multi-operation instruc-
tions, interrupt and exception handling, direct builer inter-
taces, multiple load-store, pipeline sizing, and/or the like.
ADLs can also be used to define specialized extension
instructions tuned to specific applications and code require-
ments. Configurations can range from none, just a few or
many hundreds of instructions, including complex multi-
cycle 1nstructions designed to speed up computations for
particular algorithms while reducing power consumption
through precise timing of instruction characteristics of the
specific source code. Extensible processors combine the
benelit of a general-purpose multi-user fixed ISA processor
and ASIPs. Extensible processors can be configured for
numerous specific applications. Furthermore, extensible
processor can evolve with changes 1n a target market.
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Retferring to FIG. 1, an exemplary extensible processor
according to the conventional art i1s shown. The extensible
processor 100 can include one or more standard function
blocks 110 with one or more configurable options 120, one
or more configurable function blocks 130, one or more
optional function blocks 140, one or more definable function
blocks 150 and one or more communication interfaces 160.
The one or more standard function blocks 110 can include,
but are not limited to, processor controls, exception support
units, exception handling registers, instruction fetch/decode
unit, base ISA execution pipeline, and base arithmetic logic
units. The configurable options 120 for the standard unction
blocks 120 can include, but are not limited to, watch
registers, times, 1mterrupt controls, and extension pipelines.
The configurable blocks 130 can include, but are not limited
to, 1nstruction memory management and error protection
units, data memory management and error protection units,
external communication interface units, and data load/store
units. The optional function blocks 140 can include, but are
not limited to, digital signal processors (DSPs), and com-
munication interfaces. The definable function blocks 150
enable designers to add features to the extensible processor

100. One or more external defined function unit 170 can also
be coupled to the extensible processor 100 by one or more
communication interfaces 160. The definable function
blocks 150, and optionally the one or mor external defined
function units 170, can reduce processor cost, reduce pro-
cessor power consumption, increase application perfor-
mance and the like.

The definable function blocks 150, and optionally the one
or mor external defined function units 170, can be easily
added to an extensible processor 100. However, software
instruction streams are needed to initiate the definable
function blocks 150. For definable function blocks 150, and
optionally the one or mor external defined function units
170, implementing software instruction streams for initiat-
ing definable function blocks 150 and external function units
170 can be a sigmificant portion of the design process.
Accordingly, there 1s a continuing need for extensible func-
tion blocks 150, and optionally the one or mor external
defined function units 170, that do not require nitiation by
a software instruction stream.

SUMMARY OF THE INVENTION

The present technology may best be understood by refer-
ring to the following description and accompanying draw-
ings that are used to illustrate embodiments of the present
technology directed toward custom instruction implemented
control logic engines or finite state machine engines for
extensible processors.

In one embodiment, a method of configuring an exten-
sible processor can include designing a function block
including one or more data paths and ono or more control
transitions of an instruction. An extensible control engine
can be generated with control states as control mputs and
control outputs based on the one more data paths and the one
or more control transitions. A definable function block of the
extensible processor can be configured based on the exten-
sible control engine.

In another embodiment, an extensible control engine can
be generated with control states as control inputs and control
outputs based on the one or more control transitions. A
hardware block external to the extensible processor, and
coupled to the extensible control engine, can be generated
based on the one or more data paths.
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In another embodiment, operation of an extensible pro-
cessor can 1mclude determining a control state for an exten-

sible control engine. The extensible control engine can be
executed when the control state 1s enabled. The extensible
control engine can include control inputs and control output
based on or more control transitions of an instruction. The
extensible control engine can also include a data path of the
instruction. Alternatively, a hardware block external to the
extensible processor, and coupled to the extensible control
engine can include the data path of the instruction.

This Summary 1s provided to mtroduce a selection of
concepts 1 a sumplified form that are further described
below 1n the Detailed Description. This Summary 1s not
intended to 1dentily key features or essential features of the
claimed subject matter, nor 1s 1t intended to be used to limait
the scope of the claimed subject matter.

BRIEF DESCRIPTION OF TH.

L1

DRAWINGS

Embodiments of the present technology are illustrated by
way of example and not by way of limitation, in the figures
of the accompanying drawings and in which like reference
numerals refer to similar elements and 1n which:

FIG. 1 shows an exemplary extensible processor accord-
ing to the conventional art.

FIG. 2 shows a computing device including an extensible
processor, 1 accordance with aspects of the present tech-
nology.

FIG. 3 shows a method of configuring an extensible
processor, 1n accordance with aspects of the present tech-
nology.

FIG. 4 shows a computing device including an extensible
processor, 1n accordance with aspects of the present tech-
nology.

FIG. 5 shows a method of configuring an extensible
processor, 1n accordance with aspects of the present tech-
nology.

FIG. 6 shows a method of operation of an extensible
processor, 1 accordance with aspects of the present tech-
nology.

FIG. 7 shows a method of operation of an extensible
processor, 1n accordance with aspects of the present tech-
nology.

FIG. 8 shows an exemplary configured extensible proces-
sor, 1n accordance with aspects of the present technology.

FIG. 9 shows an exemplary configured extensible proces-
sor, 1n accordance with aspects of the present technology.

Reference will now be made in detail to the embodiments
of the present technology, examples of which are 1llustrated
in the accompanying drawings. While the present technol-
ogy will be described 1n conjunction with these embodi-
ments, 1t will be understood that they are not mtended to
limit the technology to these embodiments. On the contrary,
the 1nvention 1s intended to cover alternatives, modifications
and equivalents, which may be included within the scope of
the 1nvention as defined by the appended claims. Further-
more, 1n the following detailed description of the present
technology, numerous specific details are set forth 1n order
to provide a thorough understanding of the present technol-
ogy. However, it 1s understood that the present technology
may be practiced without these specific details. In other,
instances, well-known methods, procedures, components,
and circuits have not been described 1n detaill as not to
unnecessarily obscure aspects of the present technology.

Some embodiments of the present technology which
follow are presented 1n terms of routines, modules, logic
blocks, and other symbolic representations of operations on
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data within one or more electronic devices. The descriptions
and representations are the means used by those skilled 1n
the art to most eflectively convey the substance of their work
to others skilled in the art. A routine, module, logic block
and/or the like, 1s herein, and generally, conceived to be a
self-consistent sequence of processes or instructions leading
to a desired result. The processes are those including physi-
cal manipulations of physical quantities. Usually, though not
necessarily, these physical manipulations take the form of
clectric or magnetic signals capable of being stored, trans-
terred, compared and otherwise manipulated 1n an electronic
device. For reasons of convenience, and with reference to
common usage, these signals are referred to as data, bits,
values, elements, symbols, characters, terms, numbers,
strings, and/or the like with reference to embodiments of the
present technology.

It should be borne 1n mind, however, that these terms are
to be iterpreted as referencing physical manipulations and
quantities and are merely convenient labels and are to be
interpreted further 1n view of terms commonly used 1n the
art. Unless specifically stated otherwise as apparent from the
following discussion, 1t 1s understood that through discus-
sions of the present technology, discussions utilizing the
terms such as “receiving,” and/or the like, refer to the actions
and processes of an electronic device such as an electronic
computing device that manipulates and transforms data. The
data 1s represented as physical (e.g., electronic) quantities
within the electronic device’s logic circuits, registers,
memories and/or the like, and 1s transformed 1nto other data
similarly represented as physical quantities within the elec-
tronic device.

In this application, the use of the disjunctive 1s intended
to iclude the conjunctive. The use of definite or indefinite
articles 1s not mtended to indicate cardinality. In particular,
a reference to “the” object or “a” object 1s intended to denote
also one of a possible plurality of such objects. The use of
the terms “‘comprises,”‘comprising,” “includes,” “includ-
ing”” and the like specily the presence of stated elements, but
do not preclude the presence or addition of one or more other
clements and or groups thereof. It 1s also to be understood
that although the terms first, second, etc. may be used herein
to describe various elements, such elements should not be
limited by these terms. These terms are used herein to
distinguish one element from another. For example, a first
clement could be termed a second element, and similarly a
second element could be termed a first element, without
departing from the scope of embodiments. It 1s also to be
understood that when an element 1s referred to as being
“coupled” to another element, 1t may be directly or indirectly
connected to the other element, or an intervening element
may be present. In contrast, when an element 1s referred to
as being “directly connected” to another element, there are
not intervening elements present. It 1s also to be understood
that the term “and or” includes any and all combinations of
one or more ol the associated elements. It 1s also to be
understood that the phraseology and terminology used
herein 1s for the purpose of description and should not be
regarded as limiting.

Referring now to FIG. 2, a computing device including an
extensible processor, in accordance with aspects of the
present technology, 1s shown. The computing device 200 can
be, but 1s not limited to, cloud computing platforms, edge
computing devices, servers, workstations, personal comput-
ers (PCs). The extensible processor 210 can include one or
more standard function blocks with one or more configur-
able options, one or more configurable function blocks, one
or more optional function blocks, one or more definable
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function blocks and one or more communication interfaces,
as described above with respect to FIG. 1. The extensible
processor 210 can implement a central processing unit
(CPU), graphics processing unit (GPU), general-purpose
computing on graphics processing unit (GPGPU), internet of
things (IOT) CPU, tensor processing unit (ITPU), digital
signal processor (DSP), or any other such processor.

The extensible processor 210 will now be further
described with reference to FIG. 3, which shows a method
of configuring the extensible processor 210 in accordance
with aspects of the present technology. The configuration
method may be implemented as computing device-execut-
able instructions (e.g., computer program) that are stored 1n
one or more computing device-readable media (e.g., com-
puter memory) and executed by one or more computing
devices (e.g., processors). In one implementation, the con-
figuration method can be implemented 1n an integrated
development environment (IDE) for the extensible proces-
sor 210.

Configuring the extensible processor 210 can include
designing one or more function blocks including data path
and control transitions of one or more 1nstructions, at 310. At
320, one or more extensible control engines 230, 240 with
states as control mputs and outputs can be generated based
on the designed data path and control transitions of the one
or more instructions. In one implementation, the control
states of the one or more extensible control engines 230, 240
can be coupled to core states of the extensible processor 210.
The control state of extensible control engines 230, 240 can
be coupled to the same core state or different core states
depending upon the respective instruction. In one imple-
mentation, one 1nstruction can serve as one finite state
machine (FSM). In another implementation, a plurality of
istructions can serve as a FSM, with each 1nstruction
serving as a corresponding state in the FSM.

At 330, one or more definable function blocks of the
extensible processor 210 can be configured based on the one
or more generated extensible control engines 230, 240. In
such an implementation, the data path 235 of an 1nstruction
can be part of the extensible control engine 230 within the
extensible processor 210.

In one implementation, the control mput and outputs of
the extensible control engine 230 can be implemented as
architectural visible control states 250 of the extensible
processor 210. In one implementation, the architectural,
visible control states 250 can be specific to a given exten-
sible control engine 230. Architectural visible control states
250 can also be shared between extensible control engines
230, 240. In one implementation, data states can also be
passed between the extensible processor 210 and an exten-
sible control engine 230 by architectural visible control
states 250. 1n another implementation, data states can be
passed between multiple extensible control engines 230, 240
by architectural visible control states 250. 1n one 1implemen-
tation, an extensible control engine 230 1s tied to a specific
pipeline stage 226 of the extensible processor 210.

In one mmplementation, the extensible control engines
230, 240 can execute very cycle once enabled. In one
implementation, execution of a given extensible control
engine 230 can be enabled and disabled via one or more
architectural visible control states 250 of the extensible
processor 210. For example, a control state can include one
bit that indicates whether the extensible control engine 230
i1s enabled or disabled. In an optional implementation, a
specified state can indicate that an instruction result of the
respective extensible control engine 230 1s ready. When the
specified state indicates that the result 1s not ready, depen-
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dent instructions can be stalled. For example, one of the
control states 250 can include two-bits, one hit can indicate
whether the given extensible control engine 230 1s enabled
or disabled, and a second hit can indicate whether a result of
the given extensible control engine 230 1s ready or not. In
one 1mplementation, the instruction of the extensible control
engine 230 does not appear 1n a software instruction steam
of the extensible processor 210. In one implementation, the
extensible control engine 230 can be clock gated, which can
reduce power consumption when the extensible control
engine 1s not enabled.

Optionally, extensible control engine verification tools
can be generated, at 340. In one implementation, extensible
processor generator software, such as an integrated devel-
opment environment (IDE) from the extensible processor
vendor, provides the verification tools, including but not
limited to, compiler, debugger, simulator, real time operating
system, synthesizable register transfer language, electronic
design automation, and test benches,

Referring now to FIGS. 4 and 5, a computing device
including an extensible processor and method of configuring
the extensible processor, 1n accordance with other aspects of
the present technology, 1s shown. The computing device 400
can be, but 1s not limited to, cloud computing platiorms,
edge computing devices, servers, workstations, personal
computers (PCs). The extensible processor 410 can imple-
ment a central processing unit (CPU), graphics processing
umt (GPU), general-purpose computing on graphics pro-
cessing unit (GPGPU), internet of things (10T) CPU, tensor
processing umt (TPU), digital signal processor (DSP), or
any other such processor. Again, the configuration method
may be implemented as computing device-executable
istructions (e.g., computer program) that are stored in one
or more computing device-readable media (e.g., computer
memory) and executed by one or more computing devices
(e.g., processors). In one implementation, the configuration
method can be implemented 1n an 1ntegrated development
environment (IDE) fir the extensible processor 410.

Configuring the extensible processor 410 can include
designing one or more function blocks including data path
and control transitions of one or more 1nstructions, at 510. At
520, one or more extensible control engines 430, 440 with
control states as control inputs and outputs can be generated
based on the control transitions of the one or more nstruc-
tions. In one implementation, the control states of the
extensible control engine 430, 440 can be coupled to core
states of the extensible processor 410. The control state of
extensible control engines 430, 440 can be coupled to the
same core state or diflerent core states depending upon the
respective istruction. In one implementation, one nstruc-
tion can serve as one finite state machine (FSM). In another
implementation, a plurality of instructions can serve as a

FSM, with each instruction serving as a corresponding state
in the FSM.

At 530, one or more hardware blocks 450, 460 can be
generated based on the data path for respective control
engines 430, 440. The hardware blocks can also be further
generated based on at least a portion of the control transi-
tions for respective control engines 430, 440. In one 1imple-
mentation, the data path of the hardware block 450, 460 can
be coupled to the respective extensible control engines 430,
440 of the extensible processor 400.

One or more extensible control engines with states as
controls input and outputs can also be generated as described
above with reference to FIGS. 2 and 3.

At 540, one or more definable function blocks of the
extensible processor 410 can be configured based on the one




US 11,500,644 B2

7

or more generated extensible control engines 430, 440. In
such an implementation, at least a portion of the control
transitions 1s part of the respective extensible control engine
430, 440 within the extensible processor 410, while the data
paths are implemented in the hardware blocks 450, 460
external to the extensible processor 410. Optionally, the
hardware blocks 450, 460 can also include a portion of the
control transitions.

In one implementation, the data path of the hardware
blocks 450, 410 can be coupled by one or more queues
470-476, bullets or the like to the respective extensible
control engines 430, 440. The queues, buflers or the like
enable execution of blocks out of lockstep with the execu-
tion pipeline stages. In another implementation, the data
path of the hardware block 450, 460 can be directly con-
nected (not shown) to the respective extensible control
engines 430, 440.

In one 1mplementation, the control mput and outputs of
the extensible control engine 430, 440 can be implemented
as architectural visible control states 480 of the extensible
processor 410. In one 1mplementation, the architectural
visible control states 480 can be specific to a given exten-
sible control engine 430. Architectural visible control states
480 can also be shared between extensible control engines
430, 440. In one 1mplementation, data states can also be
passed between the extensible processor 410 and an exten-
sible control engine 430 by architectural visible control
states 480. In another implementation, data states can be
passed between multiple extensible control engines 430, 440
by architectural visible control states 480. In one implemen-
tation, an extensible control engine 430 1s tied to a specific
pipeline stage 426 of the extensible processor 410.

In one 1implementation, the extensible control engine 430
can execute every cycle once enabled. In one implementa-
tion, execution of a given extensible control engine 430 can
be enabled and disabled via one or more architectural visible
control states 480 of the extensible processor 410. For
example, a control state can include one hit that indicates
whether the extensible control engine 430 i1s enabled or
disabled. In an optional implementation, a specified state can
indicate that an instruction result of the extensible control
engine 430 1s ready. When the specified state indicates that
the result 1s not ready, dependent 1nstructions can be stalled.
For example, a control state 480 can include two-bits, one bit
can indicate whether the given extensible control engine 430
1s enabled or disabled, and a second hit can indicate whether
a result of the given extensible control engine 430 1s ready
or not. In one implementation, the mnstruction of the exten-
sible control 430 does nut appear 1n a soltware 1nstruction
stecam of the extensible processor 410. In one 1implementa-
tion, the extensible control engine 430 can be clock gated,
which can reduce power consumption when the extensible
control engine 1s not enabled.

One or more definable function blocks of the extensible
processor 410 can also be configured based on one or more
extensible control engines as described above with reference
to FIGS. 2 and 3.

Optionally, extensible control engine verification tools
can be generated, at 350. In one implementation, extensible
processor generator soitware, such as an integrated devel-
opment environment (IDE) from the extensible processor
vendor, provides the verification tools, including but not
limited to, compiler, debugger, simulator, real time operating
system, synthesizable register transfer language, electronic
design automation, and test benches.

Operation of the extensible processor will be further
explained with reference to FIG. 6. Operation of the exten-
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sible processor 210, 410 includes numerous conventional
aspects that are not germane to an understanding of aspects
of the present technology, and therefore are not described
herein. Instead, operation of the extensible processor 210,
410 as described herein will focus on the extensible control
engines 230, 240, 430, 440. At 610, an execution state for an
extensible control engine can be determined. In one 1mple-
mentation, the extensible control engine 230, 240, 430, 440
can be configured to read an architecturally visible control
state 250, 480 to determine 1 execution of the extensible
control engine 230, 240, 430 440 1s enabled or disabled. For
example, a control state 250, 480 can include one bit that
indicates whether the corresponding extensible control
engine 230, 240, 430, 440 1s enabled or disabled. If the
execution state for the extensible control engine 1s disabled,
the process of determining 1f the execution state for the
extensible control engine can be repeated at 620.

When the execution state 1s enabled, the extensible con-
trol engine can be executed, at 630. In one implementation,
the extensible control engines 230, 240, 430, 440 are con-
figured to perform single cycle repeated execution, which 1s
tied to a specific processor pipeline stage 226, 426. In one
implementation, execution of the extensible control engines
230, 240, 430, 440 are committed when enabled. In one
implementation, saving and restoring the extensible proces-
sor state can be used to stop and restart the extensible control
engines 230, 240, 430, 440 for context switching. At 640, a
result of execution of the extensible control engine can be
output. In one implementation the result can be passed from
the extensible control engine 230, 240, 430, 440 to a specific
execution pipeline stage 226, 426 through one or more
architecturally visible control states 250, 480 of the exten-
sible processor 210, 410. At 650, the process can be
repeated. In one implementation, the extensible control
engine 230, 240, 430, 440 can be reissued every cycle once
enabled. Accordingly, a software instruction stream 1s not
needed to initiate the instruction of the extensible control
engine 230, 240, 430, 440.

Optionally, operation of the extensible processor can
utilize blocking queue push/op interface for implementing
control transitions, which can have lower power require-
ments than other control techmques. Referring now to FIG.
7, operation of the extensible processor, 1n accordance with
other aspects of the present technology, 1s shown. Again,
operation of the extensible processor 210, 410 includes
numerous conventional aspects that are not germane to an
understanding of aspects of the present technology, and
therefore are not described herein. Instead, operation of the
extensible processor 210, 410 as described herein will focus
on the extensible control engines 230, 240, 430, 440.

Operation can include determining an execution state for
an extensible control engine, at 710. In one implementation,
the extensible control engine 230, 240, 430, 440 can be
configured to read an architecturally visible control state
250, 480 to determine 11 execution of the extensible control
engine 230, 240, 430, 440 1s enabled or disabled. For
example, a control state 250, 480 can include one bit that
indicates whether the, corresponding extensible control
engine 230, 240, 430, 440 i1s enabled, or disabled. IT the
execution state for the extensible control ermine 1s disabled,
the process of determining 1f the execution state for the
extensible control engine can be repeated at 720.

When the execution state 1s enabled, a result state of the
extensible control engine can be cleared, at 730. At, 740, the
extensible control engine can be executed. In one 1mple-
mentation, the extensible control engines 230, 240, 430, 440
are configured to perform single cycle repeated execution,
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which 1s tied to a specific processor pipeline stage 226, 426.
In one 1mplementation, execution of the extensible control
engines 230, 240, 430, 440 are commaitted when enabled. In
one implementation, saving and restoring the extensible
processor state can be used to stop and restart the extensible
control engines 230, 240, 430, 440 for context switching. At
750, a result of execution of the extensible control engine
can be output. At 760, the result state of the extensible
control engine can be set. For example, the control state 250,
480 can 1nclude a second bit that indicates whether a result
ol a corresponding extensible control engine 230, 240, 430,
440 1s ready or not. In one implementation the result can be
passed from the extensible control engine 230, 240, 430, 440
to a specific execution pipeline stage 226, 426 through one
or more architecturally visible control states 250, 480 of the
extensible processor 210, 410. The process can then be
repeated, at 770. In one implementation, the extensible
control engine 230, 240, 430, 440 can be reissued every
cycle once enabled. Accordingly, a software instruction
stream 1s not needed to 1nitiate the nstruction of the exten-
sible control engine 230, 240, 430, 440.

Referring now to FIG. 8, an exemplary configured, exten-
sible processor, 1n accordance with aspects of the present
technology, 1s shown. The exemplar configured extensible
processor 800 can include an extensible control engine 820
configured to implement a division function as shown 1in

Table 1
TABLE 1

state dividend 32
state divisor 32
state temp 32
state result 32
state counter 5
state start 1

state ready 1

operation div { } {in start, in dividend, in divisor, inout temp, inout result, inout

counter, out ready} {
wire first_ cycle = start == 1'bl;
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ture states. The FSM div ready code can be used to indicate
that the result 1s ready. The result operation (e.g., operation
div_re) can provide the result as an output state.

Referring not to FIG. 9, an exemplary configured exten-
sible processor, 1n accordance with aspects of the present
technology, 1s shown. The exemplary configured extensible
processor 900 can include an extensible control engine 920
and a plurality of external hardware blocks 925-9355 config-
ured to implement a neural network engine. The extensible
control engine 920 can generate control state signals to
initiate execution at each cycle. Control states can also be
pass between the external hardware blocks 925-9535 utilizing
corresponding queues 960-965. The external hardware
blocks 925-955 can move data to .2 cache, from L2 cache
to L1 cache, execute matrix multiplication on the data, and
apply an activation function, such as a rectified linear
(ReLU) activation function, before outputting the result
back, to a specific execution pipeline state 916.

In accordance with aspects of the present technology,
defined function blocks can advantageously be automati-
cally generated. Designers do not need to consider compli-
cated control logic. Instead, designers can focus on the data
path and control transitions of the extensible control engine.
Control can advantageously be tightly coupled with core
states of the extensible processor. Software tools can be
automatically generated so that the extensible control engine
configured definable function blocks can be readily verified.

wire [4:0] remaimn_ num_ cycles = first _cycle ? (calculate the number of cycles) :

counter — 1;
assign counter = remain_ num_ cycles;
wire last cycle = remain_ num_ cycles == 0;
assign ready = last_ cycle 7 1'bl : 1'b0O;
// compute one stage of divide
)
FSM div ready // relates div with ready, processor stalls
// 1 ready 1s read but is low

operatian div__issue {in AR dividend data, in AR divisor data} {out start, out

dividend, out divisor} {
assign dividend = dividend__data;
assign divisor = divisor__ data;
assign start = 1'b1;

h

operation div_ res {out AR result_data} {in result, in ready} {
assign result data = result;
assign result_ data  kill = !ready;

h

C code:

div__issue(dividend, divisor);

// other code

result = div__res( );

The extensible control engine 820, with states as control
input and outputs can be configured based on the data path
and control transitions of the division function. The divide

operation (e.g., operation div) can utilize a first set of empty
braces to indicate that the instruction 1s not a software
instruction. It 1s noted that non-software instructions have
empty first braces. However, not all software instructions
have non-empty first braces. A second set of braces can be
utilized to specity control mnputs and outputs with architec-
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The definable function blocks can advantageously be used to
implement non-pipelined custom instructions.
The foregoing descriptions of specific embodiments of the

present technology have been presented for purposes of
illustration and description. They are not intended to be
exhaustive or to limit the present technology to the precise
forms disclosed, and obviously many modifications and
variations are possible 1n light of the above teaching. The
embodiments were chosen and described i1n order to best
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explain the principles of the present technology and its
practical application, to thereby enable others skilled 1n the
art to best utilize the present technology and wvarious
embodiments with various modifications as are suited to the

particular use contemplated. It 1s intended that the scope of 5

the invention be defined by the claims appended hereto and
their equivalents.

What 1s claimed 1s:

1. A computing device including an extensible processor
comprising;

an execution pipeline;

one or more extensible control engines;

architectural visible control states coupled between the

soltware execution pipeline and the one or more exten-
sible control engines;
wherein the extensible processor 1s configured to,
determine a control state of the one or more exten-
sible control engines from the architectural visible
control states,
imitiate execution of a given one of the extensible
control engines when a control state 1n the archi-
tectural visible control states corresponding to the
given one of the extensible control engines 1is
enabled, wherein the given one of the extensible
control engines comprises control input and con-
trol outputs based on one or more control transi-
tions of an instruction, and wherein the given one
of the extensible control engines 1s executed each
cycle when the control state in the architectural
visible control states corresponding to the given
one ol the extensible control engines 1s enabled,
and
output a result of execution of the given one of the
extensible control engines to the architectural vis-
ible control states.

2. The computing device including the extensible proces-
sor of claim 1, wherein the given one of extensible control
engines mcludes one or more data paths of the instruction.

3. The computing device including the extensible proces-
sor of claim 1, further comprising:

an external hardware block coupled to the given one of the

extensible control engines, wherein the external hard-
ware block includes one or more data paths of the
instruction.

4. The computing device including the extensible proces-
sor of claam 1, wherein the given one of the extensible
control engines 1s not initiated by a software instruction
stream.

5. One or more non-transitory computing device readable
media having mstructions stored thereon that when executed
by one or more processing units perform a method com-
prising:

designing a definable function block, of an extensible

processor, including one or more data paths and one or
more control transitions ol an instruction;

generating an extensible control engine, of the extensible

processor, with architectural visible control states as
control inputs and control outputs based on the one or
more control transitions and based on the one or more
data paths, whereimn the extensible control engine
executes every cycle based on a specific state of the
architectural visible control states; and

configuring the definable function block of the extensible

processor based on the extensible control engine.

6. The one or more non-transitory computing device
readable media having instructions stored thereon that when
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executed by one or more processing units perform the
method of claim 5, further comprising:

generating a hardware block external to the extensible

processor based on the one or more data paths.

7. The one or more non-transitory computing device
readable media having instructions stored thereon that when
executed by one or more processing units perform the
method of claim 6, further comprising;:

generating a hardware block external to the extensible

processor further based on the one or more control
transitions.

8. The one or more non-transitory computing device
readable media having instructions stored thereon that when
executed by one or more processing units perform the
method of claim 6, wherein the hardware block 1s coupled
to the extensible control engine by one or more sets of
queues.

9. The one or more non-transitory computing device
readable media having instructions stored thereon that when
executed by one or more processing units perform the
method of claim 5, further comprising:

generating one or more extensible control engine verifi-

cation tools.
10. The one or more non-transitory computing device
readable media having instructions stored thereon that when
executed by one or more processing units perform the
method of claim 5, wherein the control states are coupled to
core states of the extensible processor.
11. The one or more non-transitory computing device
readable media having instructions stored thereon that when
executed by one or more processing units perform the
method of claim 5, wherein the control states include an
indication of whether the extensible control engine 1is
enabled or disabled.
12. The one or more non-transitory computing device
readable media having instructions stored thereon that when
executed by one or more processing units perform the
method of claim 5, wherein the control states include an
indication of whether a result of the extensible control
engine 1s ready.
13. A method of operation of an extensible processor
comprising:
determining a control state of an architecturally visible
control state for an extensible control engine;

executing the extensible control engine when the control
state 1s enabled, wherein the extensible control engine
comprises control mnputs and control output based on or
more control transitions of an instruction;

outputting a result of execution of the extensible control

engine; and

setting a result state of the extensible control engine when

outputting an execution result of the extensible control
engine.

14. The method according to claim 13, wherein the
extensible control engine includes one or more data paths of
the 1nstruction.

15. The method according to claim 13, further compris-
ng:

executing an external hardware block coupled to the

extensible control engine, wherein the external hard-
ware block includes one or more data paths of the
instruction.

16. The method according to claim 13, wherein the
extensible control engine 1s executed each cycle when the
control state 1s enabled.




US 11,500,644 B2

13

17. The method according to claim 16, wherein execution
ol the extensible control engine 1s committed for each cycle
when the control state 1s enabled.

18. The method according to claim 13, wherein the
istruction 1s not initiated by a software instruction stream.

19. The method according to claam 13, wherein the
extensible control engine 1s not iitiated by a software
instruction stream.

20. The method according to claim 13, wherein executing,
the extensible control engine 1s tied to specific processor
pipeline stage.

21. The one or more non-transitory computing device
readable media having instructions stored thereon that when
executed by one or more processing units perform the
method of claim 5, wherein the extensible control engine
executes every cycle based on a specific state of the archi-
tectural visible control states.
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