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SELF-TIMED PROCESSORS IMPLEMENTED
WITH MULTI-RAIL NULL CONVENTION
LOGIC AND UNATE GATES

RELATED APPLICATION INFORMATION

This patent 1s a continuation from U.S. patent application
Ser. No. 15/948,733, filed Apr. 9, 2018, titled SELF-TIMED

PROCESSORS IMPLEMENTED WITH MULTI-RAIL
NULL CONVENTION LOGIC AND UNATE GATES, to
1ssue on Feb. 12, 2019 as U.S. Pat. No. 10,205,453, which
claims priority from provisional patent application 62/483,
657, filed Apr. 10, 2017, titled ASYNCHRONOUS PRO-
CESSORS IMPLEMENTED WITH DUAL-RAIL LOGIC
AND UNATE GATES, the disclosures and figures of each of
these are incorporated by reference as 1f set forth herein in
their entirety.

NOTICE OF COPYRIGHTS AND TRADE
DRESS

A portion of the disclosure of this patent document
contains material which 1s subject to copyright protection.
This patent document may show and/or describe matter
which 1s or may become trade dress of the owner. The
copyright and trade dress owner has no objection to the
tacsimile reproduction by anyone of the patent disclosure as
it appears in the Patent and Trademark Oflice patent files or
records, but otherwise reserves all copyright and trade dress
rights whatsoever.

BACKGROUND

Field

This disclosure relates to asynchronous digital logic cir-
cuits.

Description of the Related Art

In this patent, the term “processor’” means a digital circuit
that performs some sequence of operations. A processor may
typically, but not necessarily, execute stored instructions to
accomplish 1ts assigned function. Processors that typically
execute stored 1nstructions include microprocessors, micro-
controllers, digital signal processors, and coprocessors. Pro-
cessors that do not execute stored instructions include
single-purpose processors such as encryption engines and
tast Fourier transform engines. The sequence of operations
performed by such engines may be controlled, for example,
by a hardware state machine rather than stored instructions.

Most digital processors 1 use today are synchronous,
which 1s to say various elements within the digital processor
operate synchronously 1n response to a common clock
signal. The power consumption of a synchronous processor
depends on the complexity of the processor (1.e. the number
ol gates and other functional elements), the clock rate, and
the operating voltage. In general, higher operating speed
requires higher operating voltage.

Asynchronous, or self-timed, processor circuits do not
operate from a common clock signal, such that the delay of
a self-timed processor 1s determined solely by the cumula-
tive delay of the gates and other logic elements within the
self-timed processor. Self-timed processors are typically
operated 1n a cyclic manner. A cycle 1s mitiated when 1nput
data 1s provided to the processor. The processor then per-
forms some operation upon the mput data, with the time
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2

required to perform the operation determined by the accu-
mulated delays of the logic circuits within the processor.
When the operation 1s complete and all of the outputs of the
processor have assumed their final values, a feedback or
acknowledge signal may be generated to indicate comple-
tion of the current cycle and readiness to begin the next
cycle.

Null convention logic (NCL) 1s a delay-insensitive logic
paradigm in which each Boolean variable has three defined
states: ““True”, “False”, and “null”, where the null state
indicates that a valid value 1s not yet available. In this patent,
the term “valid” means a Boolean variable 1s 1n either the
True or False states. NCL processors typically employ a
combination of dual-rail logic and threshold gates.

Dual-rail logic 1s a form of NCL that uses two signals or
rails, each of which has two possible values (1 or 0), to
represent each Boolean variable. In this patent, the two
signals will be referred to as the “true” and “false” rail. For
a Boolean vanable “A”, the two rails will be designated as
AT, and AF. A Boolean “1” or “true” state 1s represented by
AT=1, AF=0, and a Boolean “0” or *“false” state is repre-
sented by AT=0, AF=1. Either of these are “valid” or “valid
states”. The null state 1s represented by AT=AF=0. The state
AT=AF=1 1s forbidden. Another form of NCL uses four rails
or signals to collectively represent two Boolean variables. In
this patent, the term “multi-rail” encompasses both dual-rail
and four-rail implementations of NCL. The term “single-
rail” means a conventional binary value.

An NCL processor 1s typically operated in a cyclical
manner. All of the mputs to an NCL processor are initially
set to the null state, which then propagates through the
processor until all of the outputs of the processor assume the
null state. This 1s considered the “null phase™ of the pro
cessing cycle. When all of the outputs of the processor are
in the null state, the processor sets an acknowledge signal
output to a {first state (commonly called “request for data™)
indicating the processor 1s ready for new data. The puts to
the processor are then set to valid states, which then propa-
gate through the processor until all of the outputs also
assume valid states. This 1s considered the “data phase™ of
the processing cycle. When all of the outputs have assumed
valid states, the cycle 1s complete and the acknowledge
signal 1s set to a second state (commonly called “request for
hull”) to 1mitiate the next cycle. An NCL processor may be
divided mnto multiple functional blocks typically arranged as
a pipeline. In this case, each functional block may generate
a respective acknowledge signal that 1s provided to the
predecessor functional block in the pipeline.

Threshold gates are a type of logic gate, where “gate” 1s
defined as a logic circuit having two or more 1mputs com-
bined 1nto a single output. The output of a threshold gate 1s
set to O only when all of 1ts mputs are 0. The output of a
threshold gate 1s set to 1 when a predetermined combination
of mputs are all 1. With other combinations of inputs, the
output of the threshold gate retains i1ts previous value. A
nomenclature commonly used to describe some types of
threshold gates 1s “THmn”, where n and m are integers
between one and four. “n” 1s the number of inputs to the gate,
and “m” 1s the number of mnputs that must be 1 for the output
of the gate to switch to 1.

The use of only threshold gates for combinatorial logic
provides both “input completeness” and “null complete-
ness.” Input completeness means all of the outputs of a block
of combinatorial logic can be 1n valid states only 11 all of the
inputs and all of the interval Boolean values within the block
are also 1n valid states. Null completeness means all of the
outputs can be in the null state only 1f all inputs and all of
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the imterval Boolean values within the block are 1n the “null”™
state. The completion of the data phase and the null phase of
NCL processor implemented with multi-rail logic and only
threshold gates can be unambiguously detected. Thus the
results provided by an NCL processor implemented with
multi-rail logic and only threshold gates are insensitive to

the propagation delays of the individual gates within the
Processor.

DESCRIPTION OF THE DRAWINGS

FIG. 1A 1s a circuit diagram of a circuit that performs a
logical AND operation on two dual-rail Boolean variables
using threshold gates.

FIG. 1B 1s a circuit diagram of a circuit that performs a
logical AND operation on two dual-rail Boolean vanables
using unate gates.

FI1G. 1C 1s a Truth Table summarizing the operation of the
circuits of FIG. 1A and FIG. 1B.

FIG. 2A 1s a circuit diagram of a circuit that performs a
logical OR operation on two dual-rail Boolean vaniables
using threshold gates.

FIG. 2B 1s a circuit diagram of a circuit that performs a
logical OR operation on two dual-rail Boolean varnables
using unate gates.

FI1G. 2C 1s a Truth Table summarizing the operation of the
circuits of FIG. 2A and FIG. 2B.

FIG. 3 1s a block diagram of an exemplary self-timed
processor using null convention logic and threshold gates.

FIG. 4 1s an example of an acknowledge tree.

FIG. 5 1s a block diagram of an exemplary self-timed
processor using null convention logic, unate gates, and a
global acknowledge tree.

FIG. 6 1s a block diagram of a generalized self-timed
processor using null convention logic, unate gates, and a
global acknowledge tree.

Throughout this description, elements appearing in fig-
ures are assigned three-digit reference designators, where
the most signmificant digit 1s the figure number where the
clement 1s mtroduced and the two least significant digits are
specific to the element. An element that 1s not described 1n
conjunction with a figure may be presumed to have the same
characteristics and function as a previously-described ele-
ment having the same reference designator.

DETAILED DESCRIPTION

Description of Apparatus

FIG. 1A 1s a schematic diagram of a circuit to perform a
logical AND of two dual rail Boolean variables A and B
using threshold gates. AT and AF are a dual-rail represen-
tation of variable A, BT, and BF are a dual-rail representa-
tion of varniable B, and (AB)T and (AB)F are a dual-rail
representation of the logical AND of variables A and B. As
shown, the logical AND of two dual-rail variables using
threshold gates requires five gates and incurs a delay of two
gates 1n series. In FIG. 1 and subsequent figures, the integer
number within a gate symbol indicates the number of mputs
that must be logical one to switch the output of the gate to
logical one. The gate 105 1s a TH22 gate and the gate 110 1s
a TH13 gate. The circuit of FIG. 1A provides input com-
pleteness, which 1s to say the (AB)T and (AB)F outputs will
not be asserted until both variables A and B are valid (1.e.
either True or False rather than Null). Similarly, the circuit
of FIG. 1A provides “NULL” completeness which 1s to say
the (AB)T and (AB)F outputs will not transit to NULL states
until both variables A and B are in NULL states.
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A unate function 1s a Boolean logical function that is
monotonic for each variable. A unate gate 1s a logical circuit
that implements a unate function. In simpler terms, a unate
function 1s a function where a change 1n an mput 1 a
particular direction (1.e. either from O to 1, or from 1 to O)
can cause the output to change 1n only one direction. For
example, changing one mput to an AND gate from O to 1
may cause the output to change from O to 1 (if all of the other
inputs were already 1), but can never cause the output to
change from 1 to O. In contrast, changing an input to an
exclusive OR gate may cause the output to change from 1 to
0 or from 0 to 1 depending on the values of the other inputs
to the exclusive OR gate. AND gates and OR gates are unate
gates. Exclusive OR gates and multiplexers are examples of
non-unate gates. Although inversion 1s a unate function, an
inverter 1s not considered a unate gate as “gate” 1s defined 1n
this patent.

FIG. 1B 1s a schematic diagram of a circuit to perform a
logical AND of two dual-rail Boolean variables A and B
using unate gates. As shown the logical AND of two
dual-rail variables using unate gates requires two gates and
incurs only a single gate delay.

FIG. 1C 1s a truth table describing the operation of the
circuits of FIG. 1A and FIG. 1B. The circuit of FIG. 1A
provides input completeness 1n that the (AB)T and (AB)F
outputs remain 1n the null state, with (AB)T=(AB)F=0, until
both vanables A and B are valid (i.e. either True or False
rather than Null). However, the circuit of FIG. 1B does not
provide input completeness since the circuit does not hold a
previous output value when only one of the input vales 1s
valid (see the shaded elements 1n the table). In particular,
output (AB)F will be asserted when either A or B has a false
value, whether or not the other variable 1s valid. Note that
the circuit of FIG. 1B never provides an incorrect output but
may provide a correct valid output before all of the gate’s
inputs are valid.

FIG. 2A, FIG. 2B, and FIG. 2C provide a similar com-
parison of the logical OR function of two dual-rail Boolean
variables using threshold gates (FIG. 2A) or unate gates
(FIG. 2B). As was the case with the logical AND function,
the implementation using threshold gates requires more
gates and longer delay that the implementation with unate
gates. The circuit of FIG. 2A provides input completeness 1n
that the (A+B)T and (A+B)F outputs remain 1n the null state,
with (A+B)T=(A+B)F=0, until both variables A and B are
valid (1.e. either True or False rather than Null). However,
the circuit of FIG. 2B does not provide input completeness
since the circuit does not hold a previous output value when
only one of the input vales 1s valid (see the shaded elements
in the table). In particular, the output (A+B)T will be
asserted, when either A or B has a true value, whether or not
the other variable 1s valid. Note that the circuit of FIG. 1B
never provides an incorrect output.

FIG. 3 1s a block diagram of an exemplary asynchronous
or seltf-timed processor 300 implemented with multi-rail null
convention logic and threshold gates. The asynchronous
processor 300 includes an input register 310 and three
functional blocks 320, 330, 340 1n a pipelined configuration.
In the asynchronous processor 300, each of the register 310
and the functional blocks 320 and 330 provide multi-rail
data to the subsequent functional block 1n the pipeline. Each
of the functional blocks 320, 330, and 340 receives multi-
rail data from the previous element 1n the pipeline. In FIG.
3 and subsequent figures bold open arrows indicate multi-
rail data paths. Non-bold arrows indicate single-rail data
paths.
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Functional blocks within an asynchronous processor are
typically operated 1mn a cyclical manner. For example, in
processors using null convention logic, all of the inputs to a
functional block are initially set to the null state. The null
state propagates through the functional block until all of the
outputs of the functional block assume the null state. This
may be termed the “null phase” of the processing cycle. The
inputs are then set to valid states. The valid inputs propagate
through the functional block until all of the outputs of the
functional block also assume valid states. This may be
termed the “data phase” of the processing cycle. An
acknowledge signal 1s provided from the output side of the
processor to the mput side to manage the initiation of the
null and data phases of successive processing cycles.

The acknowledge signal 1s a binary signal having two
states. An acknowledge signal transitions into its first state
to indicate that all of the outputs of the corresponding
tunctional block have valid true or false states. The first state
of the acknowledge signal 1s commonly called “request for
null” since 1t indicates the associated functional block has
finished processing data and 1s ready for 1ts mputs to be set
to the null state to commence the next processing cycle. The
acknowledge signal transitions from the first state to the
second state to indicate that all of the output of the corre-
sponding functional block are in the null state. The second
state of the acknowledge signal 1s commonly called “request
for data” since 1t indicates the null state has propagated
through the associated functional block and the block 1s
ready to receive data to continue the processing cycle.

In the exemplary asynchronous processor 300, each of the
functional blocks 320, 330, 340 includes combinatorial logic
322, 332, 342, a register 324, 334, 344, and an acknowledge
tree (A1) 326, 336, 346. The combinatorial logic blocks 322,
332, 342 are implemented using threshold (Th) gates. Each
acknowledge tree 326, 336, 346 provides a respective
acknowledge output k_  indicating the state of the corre-
sponding functional block. Specifically, each acknowledge
output switches to “request for data” when all of the outputs
of the corresponding register are in the null state. Fach
acknowledge output switches to “request for null” when all
ol the outputs of the corresponding register are 1n valid true
or false states. An acknowledge tree may also be termed a
“completion tree” or “completion logic™.

The acknowledge output k_ from the acknowledge tree
within each block 320, 330, 340 provides an acknowledge
signal to a respective acknowledge 1mput k, of the predeces-
sor functional block 310, 320, 330 respectively, in the
pipeline. Since each functional block 310, 320, 330, 340 1s
implemented using threshold gates, each functional block
has 1mput completeness. One consequence ol mput com-
pleteness 1s that all of the outputs from each functional block
cannot have valid states unless all of the inputs to the block
also have valid states. Similarly, all of the outputs from the
block cannot be 1n the null state unless all of the inputs to the
block are in the null state. Specifically, an acknowledge
signal will not transition from “request for null” to “request
for data” until all of the inputs to the corresponding func-
tional block are 1n the null state. Similarly, an acknowledge
signal will not transition from “request for data” to “request
for null” until all of the puts to the corresponding func-
tional block are 1n valid true or false states.

Although not shown 1n FIG. 3, some or all of the registers
310 and the functional blocks 320, 330, 340 may receive
data from sources external to the processor 300 or provide
data to destinations external to the processor 300. For
example, the register 310 may receive data from sources
external to the processor 300, 1n which case register 310 may
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provide an acknowledge signal (not shown) to the external
sources. The register 344 may provide data to destinations
external to the processor 300, 1n which case register 344 may
receive an acknowledge signal (not shown) from the exter-
nal destinations.

The structure of the asynchronous processor 300 1s exem-
plary and an asynchronous processor may contain fewer
than, or more than, three functional blocks, which may be
interconnected 1n a variety of ways other than a simple
pipeline. In general, each functional block 1n an asynchro-
nous processor provides data to and/or recerves data from at
least one other functional block. Further, each functional
block provides an acknowledge signal to and/or receives an
acknowledge signal from at least one other functional block.
Typically, each function block provides its acknowledge
signal to other function blocks from which it recerves data,
and each function block receirves an acknowledge signal
from other function blocks to which it provides data

FIG. 4 1s a logic diagram of an exemplary register 410 and
acknowledge tree 430. The register 410 may be, for
example, all or a portion of one of the registers 310, 324,
334, 344 shown in FIG. 3. The acknowledge tree 430 may
be, for example, all or a portion of one of the acknowledge
trees 326, 336, 346. In this example, the register 410
receives input data signals AT, through DF, representing four
dual-rail Boolean variables A, B, C, D. The register outputs
the four dual-rail Boolean variables as output data signals
AT through DF_. Each input data signal 1s applied to one
mput of a respective TH22 gate, such as gate 412. An
acknowledge mput k; 1s applied to the second input of each
TH22 gate. The output of each TH22 gates switches to 0
when the respective mput data signal 1s 0 and the acknowl-
edge mput 15 O (request for null 1n this example). The output
of each TH22 gates switches to 1 when the respective mput
data signal 1s 1 and the acknowledge 1mnput 1s 1 (request for
data 1n this example). For other combinations of inputs, each
TH22 gate holds 1ts previous state. The use of TH22 gates
in registers 1s exemplary and other forms of registers may be
used.

The register 410 also outputs four valid signals V ,, V,
V., V,. Each valid signal indicates whether or not the
respective Boolean output 1s in a valid state. The valid
signals may be generated by respective unate OR gates, such
as gate 414, or by TH12 gates (which have the same function
as a unate OR gate, or 1n some other manner. In this
example, a valid signal equal to 1 indicates the respective
Boolean output 1s 1n a valid state and a valid signal equal to
0 indicates the respective Boolean output 1s 1n the null state.

The acknowledge tree 430 combines the four valid signals
V,, Vo V., V,using a tree of three TH22 gates to generate
an acknowledge output k_. The output of the last TH22 gate
1s 1nverted. In this example, the acknowledge output k,
switches to 0 (request for null) when all four valid signals
V,, Vo V., Vyare 1, which 1s to say when all outputs of the
register 410 are valid. The acknowledge output k_ switches
to 1 (request for data) when all four valid signals V ,, V5, V -,
V , are 0, which 1s to say when all outputs of the register 410
are null. The acknowledge output k_ could have been gen-
crated by a single TH44 gate 435 1nstead of the three TH22
gates.

A register 1 a seli-timed NCL processor may output
tewer than or more than four multi-rail Boolean variables. A
respective valid signal may be associated with each Boolean
variable. All of the valid signals may be combined by a tree
consisting of TH22, TH33, and TH44 gates to provide an
acknowledge output that switches to a first state when all
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outputs of the register 410 are null, and switches to a second
state when all outputs of the register are valid.

FIG. 5 1s a block diagram of a self-timed processor 500
implemented using multi-rail null convention logic and
unate gates. The asynchronous processor 300 includes an
input register 510 and three functional blocks 520, 530, 540
in a pipelined configuration. Fach of the functional blocks
520, 530, 540 includes combinatorial logic 522, 532, 542, a
register 524, 534, 544, and an acknowledge tree (A1) 526,
536, 546. At least one of the combinatorial logic blocks 522,
532, 542 1s implemented using at least some unate gates. All
of the combinatonial logic blocks 522, 532, 542 may include
unate gates. Some or all of the combinatorial logic blocks
522, 532, 542 may include only unate gates. Each acknowl-
edge tree 526, 536, 546 provides a respective acknowledge
output k_ indicating the state of the corresponding functional
block as previously described. The register 510 also pro-
vides an acknowledge output k_ from a respective acknowl-
edge tree 516 indicating the state of the outputs from the
register. Since the combinatorial logic blocks 522, 532, 542
include unate gates, rather than exclusively threshold gates,
the self-timed processor 500 requires fewer gates (and
corresponding less silicon area 1n an integrated circuit) than
the processor 300 to perform the same functions with lower
propagation delays and lower power consumption.

However, since the combinatorial logic blocks 522, 532,
542 contain unate gates, input completeness 1s not guaran-
teed. Thus, the processing performed by the self-timed
processor 300 may be delay sensitive. For example, 1t may
be possible for a functional block to complete 1ts processing
tasks and switch 1ts acknowledge output before the prede-
cessor functional block completes 1ts respective tasks. This
can lead to errors in the processes performed by the seli-
timed processor.

To avoid the possibility of delay sensitivity, the acknowl-
edge outputs of the registers and functional blocks may be
collected and combined to provide a common or global
acknowledge mput to all functional blocks. To ensure that
the global acknowledge mput 1s not inserted until all the
acknowledge outputs from the register 510 and functional
blocks 520, 530, 540 are valid, the acknowledge outputs k_
from the register 510 and tunctional blocks 520, 530, 540 are
combined using one or more threshold gates. As shown 1n
FIG. 4, the acknowledge outputs may be combined using a
TH44 gate 550, which 1s to say a threshold gate having four
inputs. The output of a TH44 gate switches to “1” only when
all four inputs are *““1”. The output of the TH44 gates
switches to “0” only when all four mnputs are “0”. For other
combinations ol iputs, the output holds 1ts previous state.
The global acknowledge signal switches to the request for
null state when all of the outputs from all registers and
functional blocks are valid. The global acknowledge signal
switches to the request for data state when all of the outputs
from all registers and functional blocks are null.

Although not shown 1n FIG. §, some or all of the registers
510 and the functional blocks 520, 530, 540 may receive
data from sources external to the processor 500 or provide
data to destinations external to the processor 500. For
example, the register 510 may receive data from sources
external to the processor 500 and/or the register 544 may
provide data to destinations external to the processor 500.
The common acknowledge signal may be provided to the
external sources and/or destinations.

FIG. 6 1s a block diagram of a generalized self-timed
processor 600 using multi-rail null convention logic, unate
gates, and a global acknowledge tree. The self-timed pro-
cessor 600 includes n registers, where n 1s an integer greater
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than one. The n registers are 1dentified 1n FIG. 6 as register
1 to register n, 610-1 to 610-x. The self-timed processor 600
also 1includes multi-rail null convention combinatorial logic
620 that receives multi-rail data values from the outputs of
some or all of the registers 610-1 to 610-» and provides
multi-rail data values to the mputs of some or all of the
registers 610-1 to 610-n. Although not shown in FIG. 6,
some or all of the registers 610-1 to 610-» and/or the
combinatorial logic 620 may receive data from sources
external to the processor 600 or provide data to destinations
external to the processor 600.

The combinatorial logic 620 may be implemented 1n
whole, or 1n part, using unate gates. At least two multi-rail
NCL data values output from one or more of the registers
610-1 to 610-» may be combined using unate gates to
provide at least one multi-rail NCL data value mput to one
of the registers. All, or nearly all, of the multi-rail NCL data
values mput to the registers 610-1 to 610-» from the com-
binatorial logic may be generated by combining multi-rail
NCL data values using unate gates.

The processor 600 includes a global acknowledge tree
(GAT) 630 to generate a global acknowledge signal pro-
vided to all of the registers 610-1 to 610-». The global
acknowledge signal may also be provided to destinations
external to the processor 600. The global acknowledge tree
630 combines valid (V) signals received from the registers
610-1 to 610-» using exclusively threshold gates to generate
the global acknowledge signal. The global acknowledge
signal switches to a first state (1.e. request for null) when all
of the multi-rail data values output from the registers 610-1
to 610-z are 1n respective valid states. The global acknowl-
edge signal switches to a second state (1.e. request for data)
when all of the multi-rail data values output from the
registers 610-1 to 610-» are 1n the null state.

Closing Comments

Throughout this description, the embodiments and
examples shown should be considered as exemplars, rather
than limitations on the apparatus and procedures disclosed
or claimed. Although many of the examples presented herein
involve specific combinations of method acts or system
elements, 1t should be understood that those acts and those
clements may be combined in other ways to accomplish the
same objectives. With regard to flowcharts, additional and
fewer steps may be taken, and the steps as shown may be
combined or further refined to achieve the methods
described herein. Acts, elements and features discussed only
in connection with one embodiment are not intended to be
excluded from a similar role 1n other embodiments.

As used herein, “plurality” means two or more. As used
herein, a “set” of items may include one or more of such
items. As used herein, whether 1n the written description or

the claims, the terms “comprising”, “including”, “carrying’,
- B 4

“having”’, “containing”’, “involving”, and the like are to be
understood to be open-ended, 1.e., to mean mcluding but not
limited to. Only the transitional phrases “consisting of” and
“consisting essentially of”, respectively, are closed or semi-
closed transitional phrases with respect to claims. Use of
ordinal terms such as “first”, “second”, “third”, etc., 1n the
claims to modify a claim element does not by 1tself connote
any priority, precedence, or order of one claim element over
another or the temporal order 1n which acts of a method are
performed, but are used merely as labels to distinguish one
claim element having a certain name from another element
having a same name (but for use of the ordinal term) to
distinguish the claim elements. As used herein, “and/or”
means that the listed items are alternatives, but the alterna-

tives also mclude any combination of the listed items.
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8. The seli-timed processor of claim 7, wherein the
Boolean gates are AND gates and OR gates.

9. The seli-timed processor of claim 7, further compris-
ng:

It 1s claimed:

1. A seli-timed processor comprising:

a plurality of functional blocks comprising multi-rail null
convention logic, each of the functional blocks to
output one or more multi-rall data values that each 5

alternate between a valid state and a null state, and
a global acknowledge tree to generate a global acknowl-

edge signal provided to all of the plurality of functional

a plurality of local acknowledge trees to each output a
local acknowledge signal for each of the plurality of
registers; and

the global acknowledge tree to combine the local

blO_CkS’ wherein the global acknowledge signal acknowledge signals mto the global acknowledge sig-
switches to a null state when all of the one or more 10 1
Iti-rail data values output from all of the plurality of Hes . . .
LU . . 10. The self-timed processor of claim 7, wherein
functional blocks are in the null state, wherein each of . . . . .
: : . the combinatorial logic of all of the plurality of functional

the plurality of functional blocks further comprises: ock , hrechold. Bool

a register to receive the global acknowledge signal from OCRS COMPHSES Ohe O IOTe non-threshold, Boolean
the global acknowledge tree; and 5 gates, which do not provide input completeness.

combinatorial logic to output the one or more multi-rail
data values to the register,

wherein the combinatornial logic of at least one of the
plurality of functional blocks comprises one or more
non-threshold, Boolean gates that include AND gates
and OR gates.

2. The self-timed processor of claim 1, wherein the

Boolean gates are AND gates and OR gates.

3. The seli-timed processor of claim 1, wherein each of

20

11. The self-timed processor of claim 7, wherein at least

some of the plurality of registers comprise threshold gates.

12. The self-timed processor of claim 7, wherein

the global acknowledge tree comprises gates that are
threshold gates, and which provide input completeness.

13. A method of processing data within a selif-timed

Processor, comprising:

combining two or more multi-rail null convention logic
(NCL) data values output {from a {irst one or more of a

the plurality of functional blocks further comprises: 25 plurality of registers using one or more non-threshold,
a local acknowledge tree to output a local acknowledge Boolean gates to provide at least one multi-rail NCL
hSlinalbf?r thEegIIStZI; and . e el input to a second one of the plurality of registers,
the 1%11 O al dac _OW‘T gc trlele tfbcfmkllllle 1t§ ocd wherein the non-threshold, Boolean gates include AND
acl owledge signals mto the global acknowledge sig- gates and OR gates, wherein the two or more multi-rail
4 1%31‘1 foimed £ olaim 1. wheres 30 NCL data values each alternate between a valid state
. The self-timed processor of claim 1, wherein
the combinatorial logic of all of the plurality of functional and . null state, and . .
. generating a global acknowledge signal provided to all of
blocks comprises one or more non-threshold, Boolean the pluralitv of reeist 1
gates, which do not provide input completeness. . ehl.) urahltylobrlegliirs, ia 111 : nal 1 h
5. The self-timed processor of claim 4, wherein 35 switching the global acknowledge signala null state when

the registers included 1n the plurality of functional blocks

comprise threshold gates.
6. The self-timed processor of claim 1, wherein
the global acknowledge tree comprises gates that are

all of the two or more NCL multi-rail values data output
from all of the plurality of registers are 1n the null state.
14. The method of claim 13, wherein the Boolean gates

are AND gates and OR gates.

threshold gates, and which provide input completeness. 40  15. The method of claim 13, further comprising:
7. A self-timed processor comprising: combining two or more multi-rail null convention logic
a plurality of registers; and (NCL) data values output from each of the plurality of
a global acknowledge tree to generate a global acknowl- registers using one or more non-threshold, Boolean
edge signal provided to all of the plurality of registers, gates to provide at least one multi-rail NCL 1nput to a
wherein 45 second one of the plurality of registers; and
two or more multi-rail null convention logic (NCL) data wherein the non-threshold, Boolean gates do not provide
values output from a first one or more of the plurality input completeness.
of registers are combined b_Y ONE Or Iore non-th;esh- 16. The method of claim 13, further comprising:
old, Boolean gates of combinatorial logic to provide at outputting a local acknowledge signal for each register:;
least one multi-raill NCL mput to a second one of the 50 and
plyrahty ol registers, wherein the two or more Illul’[.l- combining the local acknowledge signals into the global
rail NCL data values each alternate between a valid .
. acknowledge signal.
state and a null state, wherein the non-threshold, Bool- . .
. 17. The method of claim 16, wherein
can gates include AND gates and OR gates, and e the olohal acknowledee sienal is verf ih
wherein the global acknowledge signal switches to a 55 SCNIETAtIE TE SIODAL ACRNOWICUSE STl 15 pIOHIEE bY

null state when all of the two or more NCIL, multi-rail
values data output from all of the plurality of registers
are 1n the null state.

an acknowledge tree comprising gates that are thresh-
old gates, and which provide mput completeness.
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