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1

GENERATING TABLES BASED UPON DATA
EXTRACTED FROM TREE-STRUCTURED
DOCUMENTS

BACKGROUND

As computing devices have become ubiquitous, the vol-
ume of data produced by such computing devices has
continuously increased. Organizations often wish to obtain
insights about their processes, products, etc., based upon
data generated by numerous data sources, wherein such data
from the data sources may have diflerent formats. To allow
for these 1nsights to be extracted from data, the data must
first be “cleaned” such that a client application (such as an
application that 1s configured to generate visualizations of
the data) can consume and produce abstractions over the
data.

Currently, data 1s often serialized into a tree-structured
document, such as JSON, XML, etc. Often, an organization
will employ an individual, referred to herein as a “data
cleaner”, to extract data encoded in tree-structured docu-
ments and place such data in a format (e.g., tabular) that can
be consumed by certain applications for processing. Utiliz-
ing conventional approaches, the data cleaner can write a
customized script that receives the tree-structured document
as mput, extracts data from the tree-structured document,
and constructs a table based upon the extracted data (e.g.,
where at least some of the data extracted from the tree-
structured document may be further processed prior to a cell
in a table being populated with a value). Writing a script,
particularly when the tree-structured document is not 1n a
relatively simple format and/or when somewhat complex
processing 1s to be undertaken on data extracted from the
tree-structured document, can be cumbersome and requires
programming expertise. Therefore, 1t can be ascertained that
extracting data encoded 1n a tree-structured document and
creating a table based upon the extracted data can be
labor-intensive.

SUMMARY

The following 1s a brief summary of subject matter that 1s
described 1n greater detail herein. This summary 1s not
intended to be limiting as to the scope of the claims.

Described herein are various technologies pertaining to
extracting data from tree-structured documents and gener-
ating tables based upon the extracted data. In a first approach
for extracting data from a tree-structured document and
generating a table based upon the extracted data, no mput
from a data cleaner 1s required. With more specificity, a
computing device can execute a data cleaning tool, wherein
the data cleaning tool loads a tree-structured document
therein. Exemplary tree-structured documents include JSON
documents, XML documents, and other similar documents.
The data cleaning tool can be configured to ascertain a
structure of the tree-structured document, and can be further
configured to construct a schema based upon the structure of
the tree-structured document. For instance, when ascertain-
ing the structure of the tree-structured document, the data
cleaning tool can identily a number of nodes 1n the tree-
structured document, depths of nodes 1n the tree-structured
document, a number of fields 1n records of the tree-struc-
tured document, a number of field instances 1n fields,
whether or not field instances include records (e.g., a recur-
sive array ), and so forth. Further, the data cleaning tool can
access a computer-implemented model of user behavior that
indicates how one or more of the data cleaner, an end-user,
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2

previous users 1n a certain division of an enterprise, the
general population, or some other user group have previ-
ously constructed tables based upon tree-structured docu-
ments that have similar structures to the tree-structured
document loaded 1nto the data cleaning tool.

The data cleaning tool may then select a conversion
scheme from amongst a plurality of conversion schemes
based upon the structure of the tree-structured document and
the computer-implemented model of user behavior. Addi-
tionally or alternatively, the data cleaning tool can select the
conversion scheme from amongst the plurality of conversion
schemes based upon explicit mput set forth by the data
cleaner. Exemplary processes corresponding to a conversion
scheme that can be performed by the data cleaning tool
include, but are not limited to, merging field instances of
different lists 1n the tree-structured document (where the lists
have equivalent lengths and are at a same depth 1n the
tree-structured document), taking a cross product of multiple
lists 1n the tree-structured document (where the lists have
equivalent lengths and are at a same depth in the tree-
structured document), amongst other processes. Thus, the
data cleaning tool extracts data from the tree-structured
document and constructs a table based upon the extracted
data by 1) ascertaining the structure of the tree-structured
document; 2) constructing a schema based upon the struc-
ture; 3) selecting a conversion scheme (e.g., based upon
previous user behavior and/or explicit input); and 4) apply-
ing the schema and the conversion scheme to the tree-
structured document to generate an output table.

A second approach for extracting data encoded in a
tree-structured document and generating a table based upon
the extracted data involves receiving at least one example
from the data cleaner pertaining to a desired output table.
With more specificity, the data cleaming tool can load a
tree-structured document therein. In such an example, the
tree-structured document may have a relatively complex
structure, or the data cleaner may wish to perform compli-
cated extraction of data from the tree-structured document
and/or complicated processing over extracted data. An
exemplary complicated extraction includes extracting sub-
strings of field instances in the tree-structured document.
Exemplary complicated processing over extracted data
includes combining string values from multiple fields 1n the
tree-structured document, merging values of different field
names possibly using some delimiter into a single column in
an output table, efc.

In such a scenario, the data cleaning tool can receive input
from the data cleaner, wherein the mput describes the intent
of the data cleaner by means of examples. The data cleaning
tool, responsive to receipt of such examples, can construct a
program that i1s consistent with the examples. A program 1s
consistent with the examples when the program, upon
receiving a portion of the tree-structured document that
corresponds to the examples as mput, will output an output
table that does not violate the examples. For instance, the
data cleaning tool can utilize program synthesis techniques
to search a domain specific language for the program that 1s
consistent with the examples set forth by the data cleaner.
The data cleanming tool can then expose the program to the
data cleaner for review and editing, if desired.

In some cases, the data cleaning tool may i1dentily mul-
tiple programs that are consistent with the examples set forth
by the data cleaner (1in view of at least a portion of the
tree-structured document that corresponds to the examples).
In such a case, the data cleaning tool can rank the programs
based on at least one ranking criterion, wherein ranking
criteria include, but 1s not limited to, the size of the programs
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(c.g., smaller programs tend to be preferred over larger
programs), complexity of the programs, (e.g., simple pro-
grams tend to be preferred over complex programs), etc.

Further, when the data cleaning tool determines that the
examples provided by the data cleaner are ambiguous, the
data cleaning tool can output prompts to the data cleaner
requesting additional examples or constraints that can be
used to select from among the many high-ranked programs
synthesized from the underlying domain-specific language.
For instance, the data cleaning tool can request that the data
cleaner provide additional entries 1n an example table. In yet
another example, the data cleaning tool can request a nega-
tive constraint from the data cleaner, 1n case 1t ends up
extracting too many records/rows in the output table. Once
the data cleaning tool has i1dentified (and selected) at least
one program that 1s consistent with the examples set forth by
the data cleaner, the data cleaning tool can cause a processor
to execute the program, where the program 1s provided with
an entirety of the tree-structured document as 1nput, and the
program (based upon the mput) outputs an output table.

The above summary presents a simplified summary in
order to provide a basic understanding of some aspects of the
systems and/or methods discussed herein. This summary 1s
not an extensive overview ol the systems and/or methods
discussed herein. It 1s not intended to i1dentify key/critical
clements or to delineate the scope of such systems and/or
methods. Its sole purpose i1s to present some concepts 1 a
simplified form as a prelude to the more detailed description
that 1s presented later.

BRIEF DESCRIPTION OF THE DRAWINGS

FIG. 1 1s a functional block diagram of an exemplary
system that 1s configured to extract data encoded 1 a
tree-structured document and generate tabular data based
upon the extracted data.

FIG. 2 1s a schematic that illustrates generation of a table
based upon a tree-structured document.

FIG. 3 1s another exemplary schematic that illustrates
generation of a table based upon an example table set forth
by a user with respect to a tree-structured document.

FIGS. 4-10 depict exemplary graphical user interfaces
that pertain to generation of tabular data based upon a
tree-structured document.

FIG. 11 1s a flow diagram that illustrates an exemplary
methodology for generating tabular data based upon data
extracted from a tree-structured document.

FIG. 12 1s a flow diagram that illustrates an exemplary
methodology for constructing a program that, when pro-
vided with a tree-structured document as input, generates a
table as output.

FIG. 13 1s an exemplary computing system.

DETAILED DESCRIPTION

Various technologies pertaining to extracting data from a
tree-structured document and generating a table based upon
the extracted data are now described with reference to the
drawings, wherein like reference numerals are used to refer
to like elements throughout. In the following description, for
purposes ol explanation, numerous specific details are set
torth 1n order to provide a thorough understanding of one or
more aspects. It may be evident, however, that such aspect(s)
may be practiced without these specific details. In other
instances, well-known structures and devices are shown 1n
block diagram form in order to facilitate describing one or
more aspects. Further, 1t 1s to be understood that function-

10

15

20

25

30

35

40

45

50

55

60

65

4

ality that 1s described as being carried out by certain system
components may be performed by multiple components.
Similarly, for mnstance, a component may be configured to
perform functionality that 1s described as being carried out
by multiple components.

Moreover, the term “or” 1s intended to mean an inclusive
“or” rather than an exclusive “or.” That 1s, unless specified
otherwise, or clear from the context, the phrase “X employs
A or B” 1s intended to mean any of the natural inclusive
permutations. That 1s, the phrase “X employs A or B” 1s
satisfied by any of the following instances: X employs A; X
employs B; or X employs both A and B. In addition, the
articles “a” and “an” as used 1in this application and the
appended claims should generally be construed to mean
“one or more” unless specified otherwise or clear from the
context to be directed to a singular form.

Further, as used herein, the terms “component” and “sys-
tem” are intended to encompass computer-readable data
storage that 1s configured with computer-executable instruc-
tions that cause certain functionality to be performed when
executed by a processor. The computer-executable mstruc-
tions may include a routine, a function, or the like. It 1s also
to be understood that a component or system may be
localized on a single device or distributed across several
devices. Further, as used herein, the term “exemplary”™ 1s
intended to mean serving as an illustration or example of
something, and 1s not intended to indicate a preference.

Described herein are various technologies pertaining to
extracting data encoded 1n a tree-structured document and
generating a table based upon this extracted data. Data 1s
often serialized into tree-structured documents, such as
JSON documents, XML documents, and some webpages.
Several computer-executable applications, however, are
unable to directly process tree-structured documents;
instead, such applications require that data be in tabular
format. Hence, described herein are technologies that facili-
tate extracting data from a tree-structured document and
then generating a table based upon such extracted data,
wherein the table includes the data extracted from the
tree-structured document. Furthermore, such technologies
reduce the burden on the data cleaner, as the data cleaner
need not write a one-oil script to extract data encoded 1n a
tree-structured document and place the extracted data in a
table.

With reference now to FIG. 1, an exemplary system 100
that facilitates extracting data encoded 1n a tree-structured
document and generating a table based upon the extracted
data 1s 1llustrated. The system 100 1s described 1n the context
ol an enterprise receiving data from various data sources, i1t
1s to be understood, however, that aspects described herein
are applicable to a personal computing context, where an
individual user may desire to extract data from a ftree-
structured document and generate a table based upon the
extracted data. Accordingly, the description below pertain-
ing to the enterprise environment i1s not intended to limait
aspects described herein to any particular context.

The system 100 includes a data store 102, wherein the
data store 102 can retain data received from a plurality of
data sources 104-106. For instance, the data sources 104-106
can be or include web pages, computer-executable applica-
tions, or the like. As shown, the data store 102 can include
a tree-structured document 108, wherein the tree-structured
document 108 1s recerved from one of the data sources 1n the
plurality of data sources 104-106. For example, the tree-
structured document can be a JSON document, an XML
document, or other suitable tree-structured (hierarchical)
document. The tree-structured document 108 includes an
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array of records, where each record has at least one field, and
the field has at least one field instance. Thus, 1t can be
ascertained that a field can include several field instances,
thereby forming a list. A length of the field indicates a
number of field entities that form the list. Additionally, a
field instance can include a record, which (as noted above)
includes at least one field. Further, a field instance can
comprise a value, wherein the value can be alphabetic,
numeric, alphanumeric, etc.). In a non-limiting example,
then, the tree-structured document 108 can include a record,
where the record comprises two fields, and where each of the
fields includes a list of field instances.

The system 100 further comprises a computing device 110
that 1s 1n communication with the data store 102. The
computing device 110, while not shown, may include the
data store 102, may be able to access the data store 102 by
way of a network connection, etc. The computing device 110
includes a processor 112 and memory 114, wherein the
memory 114 has a data cleaning tool 116 loaded therein. The
data cleaning tool 116, when executed by the processor 112,
can be configured to perform tasks related to discovering
data, normalizing the data, correcting the data (e.g., remove
null values), enriching the data, validating the data, and
publishing the data for consumption by a client application.
The computing device 110 1s operated by a data cleaner 118
who 1s tasked with cleaning data for an enterprise. For
example, the computing device 110 can be operated directly
or indirectly by the data cleaner 118. In other words, the
system 100 may also include a client computing device (not
shown) that 1s operated by the data cleaner 118, wherein the
client computing device 1s 1n communication with the com-
puting device 110 such that actions of the computing device
110 can be based upon mnput received from the data cleaner
118 at the client computing device.

Generally, the data cleaming tool 116 1s configured to
extract data encoded 1n the tree-structured document 108
and generate tabular data 120 (e.g., a table that comprises
columns and rows). The data cleaning tool 116 can cause the
tabular data 120 to be stored 1n the data store 102 or other
suitable data repository. The data cleaning tool 116 1s
configured to employ various approaches when extracting
data from the tree-structured document 108 and generating
the tabular data 120 based upon the data extracted from the
tree-structured document 108. In a first exemplary approach,
when extraction of data from the tree-structured document
108 and subsequent processing of such data, as desired by
the data cleaner 118, i1s somewhat predictable or non-
complex, the data cleaning tool 116 can extract data from the
tree-structured document 108 and generate the tabular data
120 automatically and without the data cleaner 118 needing
to provide examples as to the output format of the tabular
data 120. In a second exemplary approach, when extraction
of data from the tree-structured document 108 and genera-
tion of the tabular data 120 1s more complex, or the
tree-structured document 108 has a complex structure, the
data cleaning tool 116 can be configured to receive examples
(such as some example tuples for the intended output table
from the data cleaner 118) and can construct a program that,
when the tree-structured document 108 1s received as input
to the program, the output generated by the program 1s
consistent with the examples provided by the data cleaner
118, ¢.g., the output generated by the program includes the
example tuples. The data cleaning tool 116 includes a
converter component 122 that 1s configured to perform the
first approach and includes a program synthesizer compo-
nent 124 that 1s configured to perform the second approach.
Utilizing either approach, the data cleaning tool 116 1s
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configured to output the tabular data 120 based upon the
tree-structured document 108.

The system 100 further includes a client computing
device 125 operated by an end-user 126. The client com-
puting device 125 includes a processor 128 and memory
130, wherein the memory 130 has a processing application
132 loaded therein that 1s executed by the processor 128. In
this example, the processing application 132 i1s unable to
process the tree-structured document 108; however, the
processing application 132 1s able to process the tabular data
120. Accordingly, the processing application 132 can cause
the tabular data 120 to be loaded into the memory 130, and
the processing application 132, when executed by the pro-
cessor 128, can process the tabular data 120 1n accordance
with mnput from the end-user 126.

With reference now to FIG. 2, an exemplary schematic
illustrating operation of the converter component 122 of the
data cleaning tool 116 1s illustrated. The tree-structured
document 108 1s loaded into the memory 114. In the
exemplary schematic shown in FIG. 2, the tree-structured
document 108 includes an array of m records 202-206.
Further, the records 202-206 are depicted as including a
plurality of fields. It 1s to be understood, however, that a
record may include a single field. In the exemplary tree-
structured document 108, the first record 202 includes fields
208-210, the second record 204 includes fields 212-214, and
the mth record 206 includes fields 216-218. As indicated
previously, one or more of the fields 208-218 can include a
single field instance, while others of the fields 208-218 may
include multiple field instances (e.g., a list). Further, a field
can include a record, which 1n turn can have a plurality of
fields.

The tree-structured document 108 1s loaded into the
memory 114, and the data cleaning tool 116 determines a
structure of the tree-structured document 108. For example,
the data cleaning tool 116 can 1dentily a depth of each record
and field 1n the tree-structured document 108 (e.g., a number
of nodes from a top-level record in the tree-structured
document 108 to a record), a number of records at each level
in the hierarchy of the tree-structured document 108, a
number of fields 1 each record, a length of lists 1n fields of
the tree-structured document 108, etc. Responsive to ascer-
taining the structure of the tree-structured document 108, the
data cleaning tool 116 can build a schema the corresponds to
the tree-structured document 108. The schema can be a
recursive data/type definition made up of sequence/array or
struct/record constructs.

The converter component 122 includes a scheme selector
component 220 that 1s configured to select a conversion
scheme from amongst a plurality of conversion schemes
222-224 to “flatten” the schema into an output table 226.
Each conversion scheme in the conversion schemes 222-224
can be a process or set of processes for extracting data from
the tree-structured document 108 and constructing the out-
put table 226 based upon the data extracted from the
tree-structured document 108. In non-limiting examples, the
first conversion scheme 222 can be configured to search
through the records 202-206 that include fields that comprise
lists, and for a record that includes several fields that
comprise lists of the same length, merge 1tems across these
lists and include them 1n a column 1n the output table 226.
The list merge operation mvolves taking a pair of lists and
generating a list of pairs of matching elements from the two
lists. In another example, conversion scheme s 224 can be
configured to search through the tree-structured document
108 for records that have several fields comprising lists of
the same length, and take cross products of such lists (where
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the cross product 1s taken from lists that belong to the same
record). In yet another example, one of the conversion
schemes can be configured to merge field instances of lists
of 1dentical length that are at the same level 1n the tree-
structured document 108, regardless as to whether or not
they belong to the same record. Other exemplary schemes
will be readily contemplated by one skilled 1n the art.

As dicated previously, the scheme selector component
220 can select a conversion scheme from the plurality of
conversion schemes 222-224 based upon the ascertained
structure of the tree-structured document 108, as some
conversion schemes will be more well-suited for tree-struc-
tured documents of certain structures than others. Addition-
ally, the scheme selector component 220 can select a con-
version scheme from amongst the plurality of conversion
schemes 222-224 based upon formats of tables previously
generated by the data cleaner 118 (or other users) from
tree-structured documents that have a structure similar to the
tree-structured document 108. Therefore, for example, if the
data cleaner 118 has previously taken cross products of lists
in tree-structured documents of a certain format when cre-
ating output tables, the scheme selector component 220 can
select conversion scheme s 224 when the user wants to
extract data from tree-structured documents of that format.
Hence, it can be ascertained that a model of user behavior
can be built and utilized by the converter component 122 to
select a conversion scheme from a plurality of conversion
schemes 222-224, wherein the converter component 122
selects the conversion scheme responsive to a tree-structured
document being loaded 1nto the memory 114 of the com-
puting device 110. The model of user behavior can model:
1) behavior of the data cleaner 118; 2) behavior of end-users
that are to consume the table 226 (e.g., such as the end-user
126); 3) behavior of users 1n general; 4) behavior of users 1n
a division of an enterprise, etc. In still yet another example,
the data cleaner 118 can provide manual mput as to which
of the conversion schemes 222-224 1s to be applied to the
tree-structured document 108. As shown below, a graphical
user 1nterface can iclude a drop-down menu, where differ-
ent conversion schemes can be selected by the data cleaner
118 resulting 1n formation of different tables based upon the
data encoded 1n the tree-structured document 108.

Now referring to FIG. 3, an exemplary schematic depict-
ing operation of the program synthesizer component 124 1s
illustrated. The program synthesizer component 124 1s gen-
erally configured to construct more complicated extraction
scripts than those represented by the conversion schemes
222-224 utilized by the converter component 122. For
example, the data cleaner 118 may wish to extract a sub-
string or substrings of field instances in the tree-structured
document 108, or may wish to combine substrings of field
instances of different records, or merge values of different
field names mnto a same column 1n an output table using
some delimiter. In operation, the tree-structured document
108 1s loaded into the memory 114 and is accessed by the
data cleaning tool 116. The data cleaner 118 can review the
tree-structured document 108 and can provide examples of
tuple(s) 302, where the tuples 302 are to be included 1n an
output table. The data cleaner 118 can additionally or
alternatively provide other suitable example constraints. The
example tuples 302 are based upon data in a portion of the
tree-structured document 108. Accordingly, the data cleaner
118 describes his or her intent by means of examples.

The program synthesizer component 124 receives one or
more examples set forth by the data cleaner 118, such as the
example tuples 302. Other examples may also be provided
by the data cleaner 118 including, but not limited to, one or
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more example tuples 1n the output tables that correspond to
data 1n the tree-structured document 108, one or more
constraints defined by the data cleaner 118, negative
examples set forth by the data cleaner 118 (e.g. “do not
include substring A from field 2-1 1n an output column”™),
and so on. Responsive to receipt ol at least one example
(such as the example tuples 302), and optionally responsive
to receipt ol an identification of a portion of the tree-
structured document 108 that corresponds to the at least one
example, the program synthesizer component 124 can
search through programs 1n a domain specific language 304
and 1dentily one or more programs that are consistent with
the at least one example set forth by the data cleaner 118. In
other words, the program i1dentified by the program synthe-
sizer component 124, when receiving the portion of the
tree-structured document 108 that corresponds to the
example tuples 302, will be consistent with the example
tuples 302. The program synthesizer component 124 can
utilize any suitable technique to search through the programs
in the domain specific language 304 and i1dentily a synthe-
s1zed program 306 that 1s consistent with the examples set
forth by the data cleaner 118. For instance, the program
synthesizer component 124 can utilize program synthesis to
search through the programs in the domain specific language
304 and construct the synthesized program 306.

In many cases, the program synthesizer component 124
may construct several programs that are consistent with the
examples set forth by the data cleaner 118. When the
program synthesizer component 124 identifies several pro-
grams that are consistent with mput examples, the program
synthesizer component 124 can rank the programs according
to at least one ranking criterion. Exemplary ranking critenia
includes, but 1s not limited to, a size of the program, a
complexity of the program (e.g. fewer nested loops are
preferred versus more nested loops), etc. Further, the pro-
gram synthesizer component 124 can rank programs as a
function of the model of user behavior described above. For
instance, users i a domain of the end-user 126 1n an
enterprise may typically wish to create tables of a certain
format, and one of the synthesized programs created by the
program synthesizer component 124 may be consistent with
both the example output table 302 and the typical format
desired by users 1n the division of the enterprise. The
program synthesizer component 124 may, thus, rank such
program more highly than another program, where the
another program 1s also consistent with the example output
table 302 but may be inconsistent with previous formats.

Still turther, the program synthesizer component 124 can
expose the synthesized program 306 to the data cleaner 118.
The synthesized program 306 may be exposed in editable
form, such that the data cleaner 118 1s able to review the
synthesized program 306 and edit the synthesized program
306, 1f desired. Further, the data cleaner 118, when review-
ing the synthesized program 306, can determine that the
synthesized program 306 will not provide an output table as
desired. In such case, the data cleaner 118 can expand upon
the example tuples 302 or provide additional constraints to
the program synthesizer component 124. The program syn-
t

nesizer component 124 may then renew the search through
the programs 1n the domain specific language 304 to con-
struct new programs based upon the updated example set
forth by the data cleaner 118.

Responsive to the program synthesizer component 124
constructing the synthesized program 306, the entirety of the
tree-structured document 108 can be provided as 1input to the
synthesized program 306. The synthesized program, when
executed by the processor 112, extracts data from the
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tree-structured document 108 and generates an output table
308 that includes a plurality of columns, wherein entries 1n
the output table 308 are based upon data extracted from the
tree-structured document 108 by the synthesized program
306. When reviewing the output table 308, the data cleaner
118 may ascertain that the synthesized program 306 has
extracted incorrect field mstances from the tree-structured
document 108. In such case, the data cleaner 118 may
provide further examples to the program synthesizer com-
ponent 124 (which may be negative examples indicating that
a certain field instance 1s not be extracted from the tree-
structured document 108). The program synthesizer com-
ponent 124 may then re-perform the search through the
programs 1n the domain specific language 304 and construct
several programs that are consistent with the examples set
forth by the data cleaner 118. Further, the program synthe-
s1zer component 124 can rank these programs and can select
the most highly ranked program from amongst the ranked
programs.

Now referring to FIG. 4, an exemplary graphical user
interface 400 1s illustrated. The graphical user interface 400
includes a first portion 402 and a second portion 404. The
first portion 402 includes a representation of a tree-struc-
tured document. The representation of the tree-structured
document can also include information about records, fields,
and field instances, 1n the tree-structured document, such as
a number of fields that a record includes, a percentage of
fields that have certain field instances, etc. The second
portion 404 of the graphical user interface 400 1s configured
to depict a table constructed based upon the tree-structured

document represented 1n the first portion 402 of the graphi-
cal user interface 400.

Now referring to FIG. 5, another exemplary graphical
user interface 500 1s depicted. In the exemplary graphical
user interface 500, a pulldown menu 502 1s selected,
wherein a plurality of selectable suggestions are displayed
responsive to the pulldown menu 502 being selected. These
suggestions correspond to the conversion schemes 222-224
described above with respect to FIG. 2. The data cleaner 118
can select a suggestion from the plurality of suggestions
(e.g. “Suggestion 17). Now referring to FIG. 6, another
exemplary graphical user interface 600 1s depicted, wherein
the second portion 404 1ncludes a table, and wherein entries
of the table are populated with data based upon data
extracted from the tree-structured document represented 1n
the first portion 402 of the graphical user interface 600. As
can be ascertained, application of the first suggestion with
respect to the tree-structured document results 1n three fields
(with field names score, date, and type) being selected 1n the
tree-structured document, wherein the table shown in the
second portion 404 includes field instances extracted from
such fields.

Turning to FIG. 7, another exemplary graphical user
interface 700 1s 1llustrated showing further user interaction
with the representation of the tree-structured document
shown 1n the first portion 402. In this example, the data
cleaner 118 indicates that a recursive array has been
selected, and that a field 1n the recursive array has also been
selected. This results 1n field 1nstances 1n the selected field
to be represented as a column in the table shown in the
second portion 404. Accordingly, through input of the data
cleaner 118, field instances from the tree-structured docu-
ment represented 1n the first portion 402 of the graphical user
interface 700 have been placed 1 a column in the table
shown in the second portion 404 of the graphical user
intertace 700.

10

15

20

25

30

35

40

45

50

55

60

65

10

Now turning to FIG. 8, yet another exemplary graphical
user interface 800 1s i1llustrated, where user interaction with
the representation of the tree-structured document shown in
the first portion 402 1s depicted. In this example, the data
cleaner 118 can select a record from the representation of the
tree-structured document shown in the first portion 402 of
the graphical user interface 800, and can drag the record to
a desired position 1n the table shown 1n the second portion
404 of the graphical user intertace 800. For instance, the data
cleaner 118 can drag the selected record such that field
instances corresponding to the selected record can be shown
in a column or columns at a position in the table selected by
the data cleaner 118, as shown 1n the second portion 404 of
the graphical user interface 800.

Referring to FIG. 9, an exemplary graphical user interface
900 1s depicted, where the data cleaner 118 has indicated that
field instances of the “violations™ record are to be included
in the table 1n the second portion 404 to the immediate to the
right of a “type” column of the table. FIG. 10 depicts a
graphical user interface 1000 that shows a table after the user
has completed the drag-and-drop process. Other approaches
for causing data in the tree-structured document shown 1n
the first portion 402 of the graphical user interface to be
converted to tabular data are also contemplated. For
instance, the data cleaner 118 may set forth voice mput to
indicate that field istances corresponding to a certain record
are to be extracted from the tree-structured document and
placed 1n the table at a specified position or positions therein.
Further, it 1s contemplated that the data cleaner 118 may set
forth voice input as to operations that are to be undertaken
on data extracted from the tree-structured document and
included in the table. In a non-limiting example, the data
cleaner 118 can indicate that field instances corresponding to
records A and B are to be merged and placed after a column
with the title “date”. Natural language processing techniques
can be employed to ascertain the intent of the data cleaner
118, and the data cleaning tool 116 can perform the opera-
tions requested by the data cleaner 118.

FIGS. 11-12 illustrate exemplary methodologies relating
to constructing tables based upon tree-structured documents.
While the methodologies are shown and described as being
a series of acts that are performed 1n a sequence, it 1s to be
understood and appreciated that the methodologies are not
limited by the order of the sequence. For example, some acts
can occur 1n a different order than what 1s described herein.
In addition, an act can occur concurrently with another act.
Further, 1n some instances, not all acts may be required to
implement a methodology described herein.

Moreover, the acts described herein may be computer-
executable instructions that can be implemented by one or
more processors and/or stored on a computer-readable
medium or media. The computer-executable instructions can
include a routine, a sub-routine, programs, a thread of
execution, and/or the like. Still further, results of acts of the
methodologies can be stored m a computer-readable
medium, displayved on a display device, and/or the like.

Now referring solely to FIG. 11, an exemplary method-
ology 1100 that facilitates generating tabular data based
upon data extracted from a tree-structured document 1s
illustrated. The methodology 1100 starts at 1102, and at 1104
a tree-structured document 1s receirved. For instance, the
tree-structured document may be an XML document, a
JSON document, or the like. At 1106, a request to generate
tabular data based upon the tree-structured document 1s
received. This request may be in the form of the data cleaner
118 causing the data cleaning tool 116 to load the tree-
structured document therein.
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At 1108, a scheme from amongst a plurality of potential
schemes 1s selected. This scheme can be selected, for
instance, based upon a structure of the tree-structured docu-
ment. As indicated previously, the data cleaning tool 116 can
construct a schema based upon a structure of the ftree-
structured document, and a scheme from amongst the plu-
rality of schemes can be selected based upon the schema. In
other examples, the scheme can be selected based upon a
model of user behavior, where the model can indicate a
format of a resultant output table desired by the data cleaner
118. At 1110, the tabular data 1s generated using the scheme
selected from amongst the plurality of schemes, and the
methodology 1100 completes 1112.

With reference now to FIG. 12, an exemplary methodol-
ogy 1200 that facilitates constructing a table based upon data
extracted from a tree-structured document 1s illustrated. The
methodology 1200 starts at 1202, and at 1204 a tree-
structured document 1s recerved. Again, this tree-structured
document may be a JSON document, an XML document, or
the like. At 1206, optionally, a selection of a portion of the
tree-structured document 1s received. For example, the data
cleaner 118 can define a portion of a tree-structured docu-
ment that 1s of interest to the data cleaner 118. At 1208,
example tuples are received, wherein the tuples include
includes entries that are based upon data in the selected
portion of the tree-structured document. The example tuples
can include numerous entries. Additionally, while not
shown, at 1208, other examples can be received, such as
constraints or negative examples.

At 1210, a program 1s constructed 1mn a domain specific
language that 1s consistent with the example tuples provided
by the data cleaner. In other words, when the selected
portion of the tree-structured document 1s provided as input
to the program, the program outputs an output table that
includes the example tuples. As indicated previously, 1n
some cases, several programs can be constructed that are
consistent with the example tuples. These programs can be
ranked based upon one or more ranking criteria. Addition-
ally, these programs can be ranked based upon a model of
user behavior. At 1212, the program constructed at 1210 1s
provided with an entirety of the tree-structured document as
input, such that the program outputs a table, wherein the
table includes the example tuples as a portion thereof. The
methodology 1200 completes at 1214.

Referring now to FIG. 13, a high-level illustration of an
exemplary computing device 1300 that can be used 1n
accordance with the systems and methodologies disclosed
herein 1s 1illustrated. For instance, the computing device
1300 may be used 1n a system that 1s configured to extract
data from a tree-structured document and generate a table
based upon the extracted data. By way of another example,
the computing device 1300 can be used 1n a system that
processes tabular data. The computing device 1300 includes
at least one processor 1302 that executes 1nstructions that are
stored 1n a memory 1304. The instructions may be, for
instance, 1nstructions for i1mplementing functionality
described as being carried out by one or more components
discussed above or instructions for implementing one or
more of the methods described above. The processor 1302
may access the memory 1304 by way of a system bus 1306.
In addition to storing executable instructions, the memory
1304 may also store tree-structured documents, tables, efc.

The computing device 1300 additionally includes a data
store 1308 that 1s accessible by the processor 1302 by way
of the system bus 1306. The data store 1308 may include
executable instructions, tree-structured documents, tables,
etc. The computing device 1300 also includes an 1nput
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interface 1310 that allows external devices to communicate
with the computing device 1300. For instance, the input
interface 1310 may be used to recerve instructions from an
external computer device, from a user, etc. The computing
device 1300 also includes an output interface 1312 that
interfaces the computing device 1300 with one or more
external devices. For example, the computing device 1300
may display text, images, etc. by way of the output interface
1312.

It 1s contemplated that the external devices that commu-
nicate with the computing device 1300 via the mput inter-
face 1310 and the output interface 1312 can be included 1n
an environment that provides substantially any type of user
interface with which a user can interact. Examples of user
interface types include graphical user interfaces, natural user
interfaces, and so forth. For instance, a graphical user
interface may accept mput from a user employing nput
device(s) such as a keyboard, mouse, remote control, or the
like and provide output on an output device such as a
display. Further, a natural user interface may enable a user
to 1teract with the computing device 1300 in a manner free
from constraints imposed by mput device such as keyboards,
mice, remote controls, and the like. Rather, a natural user
interface can rely on speech recognition, touch and stylus
recognition, gesture recognition both on screen and adjacent
to the screen, air gestures, head and eye tracking, voice and
speech, vision, touch, gestures, machine intelligence, and so
forth.

Additionally, while illustrated as a single system, it 1s to
be understood that the computing device 1300 may be a
distributed system. Thus, for instance, several devices may
be 1n commumication by way of a network connection and
may collectively perform tasks described as being per-
formed by the computing device 1300.

Various functions described herein can be implemented 1n
hardware, solftware, or any combination thereof. If 1mple-
mented 1n software, the functions can be stored on or
transmitted over as one or more instructions or code on a
computer-readable medium. Computer-readable media
includes computer-readable storage media. A computer-
readable storage media can be any available storage media
that can be accessed by a computer. By way of example, and
not limitation, such computer-readable storage media can
comprise RAM, ROM, EEPROM, CD-ROM or other opti-
cal disk storage, magnetic disk storage or other magnetic
storage devices, or any other medium that can be used to
carry or store desired program code in the form of struc-
tions or data structures and that can be accessed by a
computer. Disk and disc, as used herein, include compact
disc (CD), laser disc, optical disc, digital versatile disc
(DVD), floppy disk, and Blu-ray disc (BD), where disks
usually reproduce data magnetically and discs usually repro-
duce data optically with lasers. Further, a propagated signal
1s not included within the scope of computer-readable stor-
age media. Computer-readable media also includes commu-
nication media including any medium that facilitates transier
of a computer program from one place to another. A con-
nection, for instance, can be a communication medium. For
cxample, iI the software 1s transmitted from a website,
server, or other remote source using a coaxial cable, fiber
optic cable, twisted pair, digital subscriber line (DSL), or
wireless technologies such as infrared, radio, and micro-
wave, then the coaxial cable, fiber optic cable, twisted pair,
DSL, or wireless technologies such as infrared, radio and
microwave are included 1n the definition of communication
medium. Combinations of the above should also be included
within the scope of computer-readable media.
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Alternatively, or 1n addition, the tunctionally described
herein can be performed, at least in part, by one or more
hardware logic components. For example, and without limi-
tation, 1llustrative types of hardware logic components that
can be used include Field-programmable Gate Arrays (FP- 5
(GAs), Program-specific Integrated Circuits (ASICs), Pro-
gram-specific Standard Products (ASSPs), System-on-a-
chip systems (SOCs), Complex Programmable Logic
Devices (CPLDs), etc.

What has been described above includes examples of one 10
or more embodiments. It 1s, of course, not possible to
describe every conceivable modification and alteration of
the above devices or methodologies for purposes of describ-
ing the aforementioned aspects, but one of ordinary skill 1n
the art can recognize that many further modifications and 15
permutations of various aspects are possible. Accordingly,
the described aspects are intended to embrace all such
alterations, modifications, and variations that fall within the
spirit and scope of the appended claims. Furthermore, to the
extent that the term “includes™ 1s used 1n either the detailed 20
description or the claims, such term 1s intended to be
inclusive 1 a manner similar to the term “comprising” as
“comprising” 1s mterpreted when employed as a transitional
word 1n a claim.

What 1s claimed 1s: 25

1. A computing system comprising:

at least one processor; and

memory that stores a data cleaning tool, wherein the data

cleaning tool, when executed by the at least one pro-

cessor, 1s configured to: 30

load a tree-structured document 1nto the memory;

receive a request to generate tabular data based upon
the tree-structured document;

responsive to receiving the request, select a conversion
scheme from amongst a plurality of potential con- 35
version schemes, the selected conversion scheme 1s
configured to generate the tabular data when the
tree-structured document 1s received as mput to the
conversion scheme, wherein the conversion scheme
1s selected from amongst the plurality of potential 40
conversion schemes based upon historic structure of
tabular data 1n an enterprise division of a user who
imtiated the request; and

generate the tabular data based upon the selected con-
version scheme. 45

2. The computing system of claim 1, wherein the con-
version scheme 1s selected from amongst the plurality of
potential conversion schemes based upon a computer-imple-
mented model of user behavior with respect to generation of
tabular data from tree-structured documents. 50

3. The computing system of claim 1, the data cleaning tool
1s further configured to:

prior to selecting the conversion scheme from amongst

the plurality of potential conversion schemes, construct
a schema based upon a structure of the tree-structured 55
document; and

select the conversion scheme from amongst the plurality

ol potential conversion schemes based upon the con-
structed schema.

4. The computing system of claim 1, wherein the tree- 60
structured document comprises a first record and a second
record, the first record includes a first field and the second
record includes a second field, the first field includes a first
list and the second field mncludes a second list of the same
length as the first list, and further wherein the selected 65
conversion scheme 1s configured to merge items 1n the first
list with items 1n the second list such that a row-based entry
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in the tabular data includes a first item from the first list and
a second 1tem from the second list.

5. The computing system of claim 4, wherein the selected
conversion scheme, when applied to the tree-structured
document, 1s configured to merge items from the first list
with 1tems the second list that are at the same level 1n a
hierarchy of the tree-structured document.

6. The computing system of claim 1, wherein the tree-
structured document comprises a first record and a second
record, the first record includes a first field and the second
record 1ncludes a second field, the first field includes a first
list and the second field includes a second list, and further
wherein the selected conversion scheme 1s configured to
generate a cross product of the first list and the second list,
such that a column in the tabular data includes the cross
product of the first list and the second list.

7. The computing system of claim 6, wherein the selected
conversion scheme 1s configured to generate the cross prod-
uct of the first list and the second list only if the first list and
the second list are at a same depth 1n the tree-structured
document.

8. The computing system of claim 1, wherein the tree-
structured document 1s one of a JSON document or an XML
document.

9. The computing system of claim 1, the data cleaning tool
1s Turther configured to:

prior to selecting the conversion scheme from the plural-

ity of potential conversion schemes, receive, from a
second user, a selection of a portion of the tree-
structured document; and
responsive to receiving the selection of the portion of the
tree-structured document and based upon the portion of
the tree-structured document, select the conversion
scheme from the plurality of potential conversion
schemes.
10. A computer-readable storage medium comprising
instructions that, when executed by a processor, cause the
processor to perform acts comprising;
loading a JSON document into memory;
receiving a request to generate tabular data based upon the
JSON document;

responsive to receiving the request, learning a schema for
the JSON document based upon a structure of the
JSON document;

using the schema, selecting a conversion scheme from
amongst a plurality of possible conversion schemes,
wherein the conversion scheme, when receiving the
JSON document as mput, generates tabular data based
upon at least a portion of the JISON document, wherein
the conversion scheme 1s selected from amongst the
plurality of potential conversion schemes based upon
historic structure of tabular data in an enterprise divi-
ston of a user who 1itiated the request; and

generating tabular data based upon the selected conver-
sion scheme.

11. The computer-readable storage medium of claim 10,
wherein the conversion scheme 1s selected from amongst the
plurality of potential conversion schemes based upon a
computer-implemented model of user behavior with respect
to generation of tabular data from tree-structured docu-
ments.

12. A method executed by a processor of a computing
system, the method comprising:

loading a tree-structured document mto memory of the

computing system;

recerving a request to generate tabular data based upon the

tree-structured document:
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responsive to receiving the request, selecting a conversion
scheme from amongst a plurality of potential conver-
sion schemes, the selected conversion scheme 1s con-
figured to generate the tabular data when the tree-
structured document 1s received as iput to the
conversion scheme, wherein the conversion scheme 1s
selected from amongst the plurality of potential con-
version schemes based upon historic structure of tabu-
lar data in an enterprise division of a user who nitiated

the request; and
generating the tabular data based upon the selected con-
version scheme.
13. The method of claim 12, wherein the conversion
scheme 1s selected from amongst the plurality of potential

conversion schemes based upon a computer-implemented
model of user behavior with respect to generation of tabular
data from tree-structured documents.

14. The method of claim 12, further comprising:

prior to selecting the conversion scheme from amongst

the plurality of potential conversion schemes, con-
structing a schema based upon a structure of the
tree-structured document; and

selecting the conversion scheme from amongst the plu-

rality of potential conversion schemes based upon the
constructed schema.

15. The method of claim 12, wherein the tree-structured
document comprises a first record and a second record, the
first record includes a first field and the second record
includes a second field, the first field includes a first list and
the second field includes a second list of the same length as
the first list, and further wherein the selected conversion
scheme 1s configured to merge items in the first list with
items 1n the second list such that a row-based entry in the
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tabular data includes a first 1item from the first list and a
second 1tem from the second list.

16. The method of claim 15, wherein the selected con-
version scheme, when applied to the tree-structured docu-
ment, 1s configured to merge i1tems from the first list with
items the second list that are at the same level 1n a hierarchy
of the tree-structured document.

17. The method of claim 12, wherein the tree-structured
document comprises a first record and a second record, the
first record includes a first field and the second record
includes a second field, the first field includes a first list and
the second field includes a second list, and further wherein

the selected conversion scheme 1s configured to generate a
cross product of the first list and the second list, such that a

column 1n the tabular data includes the cross product of the
first list and the second list.

18. The method of claim 17, wherein the selected con-
version scheme 1s configured to generate the cross product
of the first l1st and the second list only 11 the first list and the
second list are at a same depth in the tree-structured docu-
ment.

19. The method of claim 12, wherein the tree-structured
document 1s one of a JSON document or an XML document.

20. The method of claim 12, further comprising;

prior to selecting the conversion scheme from the plural-

ity of potential conversion schemes, receiving, from a
second user, a selection of a portion of the tree-
structured document; and

responsive to recerving the selection of the portion of the

tree-structured document and based upon the portion of
the tree-structured document, selecting the conversion
scheme from the plurality of potential conversion
schemes.
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