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SYSTEMS AND METHODS FOR SHARING
CONTEXT AMONG STANDALONE
APPLICATIONS

CROSS REFERENCE TO RELATED
APPLICATIONS

None.

STATEMENT REGARDING FEDERALLY
SPONSORED RESEARCH OR DEVELOPMENT

None.

REFERENCE TO SEQUENTIAL LISTING, ETC.

None.

BACKGROUND

1. Technical Field

The present disclosure relates to data sharing among
multiple standalone applications, and more particularly, to
performing operations on the multiple standalone applica-
tions based on a common set of data without specific
know-how of each application’s storage mechanisms.

2. Description of the Related Art

A user may want to access related or complementary data
stored 1n multiple sources (e.g., databases), and access to
such data may be through applications having access to the
desired data. Typically, access to the desired data i1s being
limited to certain portions thereof.

For example, higher education systems utilize multiple
applications with corresponding databases to store or house
student data. A student’s application for admission may be
stored 1n an admission database and accessed through an
admission application or module, and a student’s financial
aid mmformation may be stored 1n a financial aid database and
accessed through a financial aid application or module. In
the course of evaluating a student for admission to a par-
ticular educational system, admissions’ personnel may want
to access a particular student’s application for admission,
essay responses, financial records and social media contri-
butions.

In the healthcare industry, medical information may be
stored 1n separate databases, depending upon the type of
service and/or where the services are performed. For
example, a patient’s medical records may be stored within a
doctor’s oflice medical database, his’her medical 1maging
records may be stored within a hospital’s radiology record
database, and his/her laboratory records may be stored
within a medical laboratory database. In the course of
diagnosing a patient, a medical provider, such as a doctor,
may need access to the various test reports and records from
different databases to get a complete picture of the patient’s
health and medical history.

In the above and other industries, some current systems
would perform separate searches on each of the appropnate
databases. For example, in higher education systems, sepa-
rate searches may be performed 1n the admissions database,
financial aid database, and each social media site of interest
for content relevant to a particular student or applicant. In
medical systems, a physician may perform separate searches
in a radiological database, laboratory database and medical
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2

records database for files associated with a particular patient
name or identification number.

In other current systems, the databases are programmati-
cally tied together such that the precise storage location of
desired information relating to a particular mput 1s known
automatically. In such cases, only sources that are program-
matically tied together will contribute search results or other
outputs, thereby resulting in current systems needing pro-
grams which allow communications between unrelated data-
bases.

Accordingly, there 1s a need for a system for automatically
searching modules and applications for relevant and desired
data and information without having to programmatically
identify the specific sources or precise locations of the data
storage, or to perform separate searches on each of the
desired sources.

SUMMARY

A system and methods for sharing data among multiple
standalone applications are disclosed.

In one example embodiment, a method for sharing data
among multiple standalone applications 1includes receiving,
by a framework executing on a computing device, at least
one keyword based upon a user input on a display of one of
a plurality of standalone applications loaded via the frame-
work; and storing the at least one keyword and the 1dentifier
in a context object, wherein the context object 1s accessible
by each of the plurality of standalone applications for
sharing the at least one keyword.

In a second example embodiment, a method for gathering
related content from multiple standalone applications based
on a shared set of data includes receiving, by a framework
executing on a computing device, at least one keyword
based upon a user mput on a display of one of a plurality of
standalone applications loaded via the framework; and stor-
ing the at least one keyword 1n a context object. The method
further includes broadcasting an event to the other of the
plurality of standalone applications, the event indicative of
a status of the context object; and receiving a result of an
operation performed by at least one of the other of the
plurality of standalone applications, the result including one
or more assets associated with the other of the plurality of
standalone applications and related to the at least one
keyword.

Other embodiments, objects, features and advantages of
the disclosure will become apparent to those skilled 1n the art
from the detailed description, the accompanying drawings
and the appended claims.

BRIEF DESCRIPTION OF THE DRAWINGS

The above-mentioned and other features and advantages
ol the present disclosure, and the manner of attaining them,
will become more apparent and will be better understood by
reference to the following description of example embodi-
ments taken 1n conjunction with the accompanying draw-
ings. Like reference numerals are used to indicate the same
clement throughout the specification.

FIG. 1 1s a block diagram of one example embodiment of
communications within a system for establishing and shar-
ing a common set of data among multiple standalone appli-
cations loaded 1n a framework.

FIG. 2 shows a home page screenshot of the framework
based on FIG. 1 and according to an actual embodiment.

FIG. 3 shows a screenshot view of a selected standalone
application 1n FIG. 2.
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FIGS. 4-5 show screenshot views of example displays
when content has been identified to be selected by a user
from the selected standalone application in FIG. 3.

FIG. 6 shows one example flowchart of a method for
enabling sharing of data among multiple standalone appli-
cations in the framework.

DETAILED DESCRIPTION OF THE DRAWINGS

The {following description and drawings illustrate
example embodiments sufliciently to enable those skilled 1n
the art to practice the present disclosure. It 1s to be under-
stood that the disclosure 1s not limited to the details of
construction and the arrangement of components set forth 1n
the following description or 1llustrated in the drawings. The
disclosure 1s capable of other embodiments and of being
practiced or of being carried out in various ways. For
example, other embodiments may incorporate structural,
chronological, electrical, process, and other changes.
Examples merely typily possible variations. Individual com-
ponents and Ifunctions are optional unless explicitly
required, and the sequence of operations may vary. Portions
and features of some embodiments may be included 1n or
substituted for those of others. The scope of the application
encompasses the appended claims and all available equiva-
lents. The following description 1s, therefore, not to be taken
in a limited sense, and the scope of the present disclosure 1s
defined by the appended claims.

Also, 1t 1s to be understood that the phraseology and
terminology used herein 1s for the purpose of description and
should not be regarded as limiting. The use herein of
“including,” “comprising,” or “having” and variations
thereol 1s meant to encompass the 1tems listed thereaiter and
equivalents thereof as well as additional items. Unless
limited otherwise, the terms “connected,” “coupled,” and
“mounted,” and variations thereof herein are used broadly
and encompass direct and indirect connections, couplings,
and mountings. In addition, the terms “connected” and
“coupled” and variations thereof are not restricted to physi-
cal or mechanical connections or couplings. Further, the
terms “a” and “an” herein do not denote a limitation of
quantity, but rather denote the presence of at least one of the
referenced item.

It will be further understood that each block of the
diagrams, and combinations of blocks 1n the diagrams,
respectively, may be mmplemented by computer program
instructions. These computer program instructions may be
loaded onto a general purpose computer, special purpose
computer, or other programmable data processing apparatus
to produce a machine, such that the instructions which
execute on the computer or other programmable data pro-
cessing apparatus may create means for implementing the
functionality of each block of the diagrams or combinations
of blocks 1n the diagrams discussed 1n detail in the descrip-
tions below.

These computer program instructions may also be stored
in a non-transitory computer-readable memory that may
direct a computer or other programmable data processing
apparatus to function 1n a particular manner, such that the
instructions stored 1n the computer-readable memory pro-
duce an article of manufacture including an instruction
means that implements the function specified in the block or
blocks. The computer program instructions may also be
loaded onto a computer or other programmable data pro-
cessing apparatus to cause a series ol operational steps to be
performed on the computer or other programmable appara-
tus to produce a computer implemented process such that the
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instructions that execute on the computer or other program-
mable apparatus implement the function specified in the
block or blocks.

Accordingly, the blocks of the diagrams support combi-
nations of means for performing the specified functions,
combinations of steps for performing the specified functions
and program instruction means for performing the specified
functions. It will also be understood that each block of the
diagrams, and combinations of blocks 1n the diagrams, can
be implemented by special purpose hardware-based com-
puter systems that perform the specified functions or steps or
combinations of special purpose hardware and computer
instructions.

Disclosed are example systems and methods for sharing a
common set of data among multiple standalone applications
bound 1n a single framework 1n the form of a context object
maintained 1n the framework.

As will be used herein, the term “context object” refers to
a storage feature associated with a framework of the present
application for storing a common set of data for sharing
among multiple standalone applications. The common set of
data may be based on a user-selected content from one of
multiple standalone applications loaded in the framework. A
context object includes a set of values (1.e., a set of key-
words) based on an asset associated with one standalone
application 1n the framework. An event indicating the con-
text object 1s communicated to the other standalone appli-
cations in the framework. The other standalone applications
in the framework may perform operations based on the
received event. How the use of a context object solves the
abovementioned problems will be discussed 1n greater detail
below.

FIG. 1 1s a block diagram of one example embodiment of
communications within a system 100 for establishing and
sharing a common set of data among multiple standalone
applications loaded in a framework. System 100 includes a
client device 105 having a memory 110 and a framework
115. Framework 1135 1ncludes at least two applications 120aq
and 12056; a context object 125; and a notification module
130. An application 1207 operating independently from the
framework may be loaded to or connected with framework
115 at a later instance. While applications 120aq and 1205
may be depicted as executing within framework 113, each of
applications 120a and 1206 may be standalone and can
execute remotely of framework 115. For purposes of dis-
cussion, applications 120a, 1205 and 1202 are collectively
referred herein as standalone applications. Each standalone
application may have a corresponding data source 140,
labeled data source 140a, 1405, and 140» for applications
120a, 12056, and 1202 respectively. FIG. 1 shows that each
application has a corresponding data source 140; however, 1t
may be apparent in the art that any of standalone applica-
tions 120a, 1205, and 1207 may not have a corresponding
data source.

Client device 105 may be any computing device. In one
example embodiment, client device 105 may be, for
example, a personal computer or a workstation computer.
Chient device 105 may include an input device (e.g., a
keyboard), a processor, and a memory 110. Memory 110
may be, for example, a random access memory (RAM), a
read-only memory (ROM), and/or a non-volatile random
access memory (NVRAM). Client device 105 may further
include a mass data storage device, such as a hard drive,
CD-ROM and/or DVD umnits. While memory 110 1s depicted
to be contained in client device 105, 1n another example
embodiment, memory 110 may be caching memory or a
session memory of the framework. In yet another aspect,
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memory 110 may be a storage mechanism remote to client
device 105, such as an application server. A location and
configuration ol memory 110 1s immaterial, provided 1t 1s
communicatively coupled to framework 115. In one aspect,
context object 125 1s disposed 1n memory 110.

Client device 105 includes at least one control unit such
as, for example, a processor (not shown) that controls its
operation(s). In some example aspects, client device 1035
may be any computing device that 1s portable, handheld or
pocket-sized such as, for example, a mobile device (e.g., a
cellular telephone or a smart phone); a handheld computer;
a personal digital assistant (PDA); a notebook computer; a
netbook; a tablet computer; or any other remote computing,
device, such as a special-purpose remote computing device
(e.g., an electronic or e-book reader).

Framework 115 1s an application in which a plurality of
standalone applications 120a, 1205, and 1202 1s executed.
Framework 115 includes one or more program instructions
for performing operations detailed below. In one example
embodiment, framework 115 may also include functional
units or modules launched upon execution of framework 115
on client device 105, such as notifications module 130. In
one aspect, at least one of standalone applications 120a,
12056, and 12072 may be a module of framework 115.

Framework 115 includes a module for recognizing or
interpreting web content such as a web browser (see FIG. 2).
Web content may be a web page, an 1mage, a video, and the
like. Accordingly, framework 115 may be able to commu-
nicate with a web server for the web content. Framework
115 may further include a module for recognizing or inter-
preting web code or program script. Said modules may be
executed once triggered or 1dentified for execution by one or
more program instructions on framework 115.

Framework 115 may be an application local to or for
native execution on client device 105. Alternatively, frame-
work 115 may be an application executed via client device
105. Functionalities that are native to client device 105 such
as local file system access may be extended to each of
standalone applications 120q, 1205, and 120z via frame-
work 115. Framework 115 provides a communication layer
common among standalone applications 120aq, 1205, and
12072. Framework 1135 includes one or more program
instructions thereon to send and receive data from any of
standalone applications 120a, 1205, and 120z.

Still on FIG. 1, at least one of standalone applications
120a, 1205, and 1207 may be an application local or for
native execution on client device 105 similar to framework
115. In an alternative example embodiment, at least one of
the standalone applications 120a, 1205, and 1207 may be an
application module created via framework 115 for execution
thereon. Framework 115 may be directed to a particular
industry and standalone applications 120a, 1205, and 120
may each perform one or more functions specific to that
particular industry. For example, framework 115 may be
programmed as a higher education system for accessing
standalone applications 120q, 1205, and 1207 which may
be, respectively, an mvoice application, a documents appli-
cation, and a social media profiles application (see FIG. 2).
As 1s apparent 1n the art, an invoice application, a documents
application, and a social media profiles application may be
executed solely or mcorporated to other industry systems or
frameworks 115. Framework 115 may also include stand-
alone generic applications such as, word processing appli-
cations, spreadsheet applications, and/or social media appli-
cations, such as Facebook® and Twitter®.

With reference back to FIG. 1, corresponding data sources
of the standalone applications may contain a plurality of
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assets which may relate to a function of the application. An
application asset may be, for example, a text document, an
online form, a web page, a photo, and associated metadata
for use 1n the application. For example, an asset for invoice
approval application 120a may be a web-generated 1nvoice.

Respective programming languages of standalone appli-
cations 120a, 12056, and 120» may be based on an operating
system of client device 1035. For example, where the oper-
ating system of client device 1035 1s Microsoit Windows®,
application 120a may be written 1n a language recognizable
by Microsolt Windows®. In another example where frame-
work 115 1s for execution 1n a web browser, a standalone
application may be written 1n any programming language
particularly recognizable by a web browser, such as, for
example, HTML, Javascript, JSON format, or in any other
known programming language known for web application
development as of the time of filing this application.

In one example embodiment, application 120a may be
written 1n a programming language recognizable by an
operating system of client device 105, while application
1206 may be written 1n a programming language recogniz-
able 1n a web browser environment. As such, framework 115
may include a first component for recognizing and inter-
preting application programs written for client device 103
(e.g., application 120a) and a second component for recog-
nizing and interpreting web code associated with application
12056. The first component and the second component may
be 1n the form of plug-mns. In this way, any type of appli-
cation may be deployed or integrated to a code space
framework 115 without having to manually integrate and
configure application 120 into the framework. Framework
115 may also include other components or plug-ins, such as,
for example, a module creator.

Context object 125 may be stored 1n a portion of memory
110 of client device 105 accessible by framework 115. As
discussed above, memory 110 may be remote from client
device 105 (1.e., 1n an application server). In this scenario,
context object 125 may be accessible by framework 115 via
an application programming interface (API) call. The pre-
cise storage location of context object 125 1s immaterial,
provided that the standalone applications loaded or con-
nected to framework 115 1s communicatively coupled to
context object 125.

Context object 125 includes a mapping of data attributes
defining contextual information concerning an asset from
one of standalone applications 120a, 1205, 120%. The data
attributes may include a common set of data values based on
a user iput from one of the standalone applications. Data
stored 1 context object 125 may be updated, as will be
detailed below. In some example embodiments, context
object 125 may include at least one name-value pair each
representing a content attribute and a corresponding data
value. For example, a name-value pair may include an
identifier for a data field and a value corresponding to the
data field i1dentifier (1.e., “Name”, and “John Smith” for the
data field identifier and data value, respectively). In other
example embodiments, context object 125 may include at
least one keyword. The at least one keyword may be an
identifier associated with a select asset content and may be
as broad as 1dentitying general content of a file asset (1.e., a
file name) or as specilic as to being associated with a
particular piece of information indicated on the file asset
(1.e., a data field values). The at least one keyword may also
include an identifier of the source application. In the case for
example where standalone application 120q 1s an 1nvoice
approval application and where assets thereof are in the form
of 1mvoices, upon user selection of an mvoice number field
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on a particular invoice, the data field number and the
alphanumeric data indicated 1n the field are sent to frame-
work 115 for storage as context object 125. Each of the
standalone applications loaded to or connected with frame-
work 115 includes one or more program instructions for
sending the selected data to the framework.

The level of complexity of the data to be stored by one of
standalone applications 120a, 1205, and 1207 in context
object 125 may be preconfigured by a user or administrator
of the same application. Conversely the other standalone
applications loaded within framework 115 may use the data
contained within context object 125 for performing one or
more operations which may be predetermined 1n each appli-
cation.

As will be recognized 1n the art, client device 105 may
include a user interface display, such as a display monitor for
generating a graphical display. Still in FIG. 1, framework
115 may include a notifications module 130. Notifications
module 130 may include one or more program instructions
for generating displays for data received from each stand-
alone application loaded to the framework 1135. In other
aspects, notifications module 130 may be programmed to
send notifications associated with results of the operations
performed to other computing devices communicatively
connected to framework 115, such as application or database
Servers.

FIG. 2 shows a home page screenshot of framework 115
based on FIG. 1 and according to an actual embodiment. In
this example embodiment, framework 115 may be an
accounting system 200 for execution on client device 105.
Accounting system 200 1s depicted as a browser which,
when executed on client device 105, includes a display with
two portions. A first portion or application selector 205
listing links corresponding to the standalone applications 1n
framework 115 for selection, and a second portion or appli-
cation display area 220 generating content associated with
the selected standalone application to be displayed. Appli-
cation selector 205 indicates a link for executing 1nvoice
approval application 210a, a documents application 2105,
and a profiles application 120% on application display area
220. Application selector 205 may be depicted as a drop-
down combo box. However other types of user interface
clements for users to select items may be apparent in the art,
such as buttons or checkboxes. In this example embodiment,
different standalone applications may be directly accessed
on a single iterface, without the need to navigate through
different browsers or systems. Other types of system or
browser layout may be practiced and will be apparent 1n the
art. For example, two or more application displays may be
simultaneously generated on a single browser.

FIG. 3 shows a screenshot view of imvoice approval
application 210aq 1n FIG. 2. Framework 115 embodied by
accounting system 200 includes one or more program
instructions for generating a display on display area 220
associated with selected standalone application, 1nvoice
approval application 210a. In FIG. 3, the display includes a
list 300 associated with the selected 1nvoice approval appli-
cation 210qa. List 300 includes a plurality of entries 302, 304,
306, 308, and 310 indicating information relating to par-
ticular 1nvoices.

In this example embodiment, entries 302, 304, 306, 308,
and 310 may be invoices organized according to an asso-
ciation with a particular user account and/or one or more
particular characteristics therecon. For example, a user
“John” may have 3 mvoices tied up to his account in 1nvoice
approval application 210qa, such that upon John’s selection
of the mvoice approval application 1n FIG. 2, the 3 invoices
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are generated on display area 220. In other example embodi-
ments, mnvoices may be organized based on their value range
or the dates to which they are 1ssued. Still on FIG. 3, entries
302,304, 306, 308, and 310 all indicate March 1n 1ts content.
Each of entries 302, 304, 306, 308, and 310 may be

selectable by a user on the display area via interfacing
gestures known 1n the art.

FIGS. 4-5 show example displays on display area 220
when entry 308 “Vendor Four” invoice has been i1dentified
by one or more program instructions of accounting system
200 as selected by the user. For purposes of 1llustration, each
of the entries may be programmed to expand 1n the display
area for showing other details associated with the user-
selected mvoice entries. For example, FIG. 4 shows Vendor
Four invoice entry 308, when selected, generating a table
400 for displaying more detailed information regarding the
invoice entry. FIG. 4 further includes a search results icon
405 programmed to be generated on system 200 when assets
related to the selected entry have been found, as will be
discussed 1n detail below. FIG. 5 shows one example
embodiment of a display on system 200 when search results
icon 405 has been selected for launching a notifications list
503 indicating assets of other standalone applications having
content relating to the selection 1n FIG. 4. Notifications list
505 includes notifications 5105 and 510# each providing a
link to an asset of another application and a notification 515
which provides a link to mitiating a file retrieval and
compilation process 1n system 100. In the present disclosure,
presence of search results icon 405 1ndicates that the process
for retrieving assets related with data 1n context object 125
has been executed. While FIG. 5 shows the assets from the
other applications being presented together with the invoice
approval application display on display area 220, notifica-
tions on framework 115 may be configured to be displayed
in other methods, such as, for example, individual automatic
pop-up messages on system 200 upon identification of a
related asset.

It may further be noted that selections made by a user on
FIGS. 3-5 may be 1n the form of a tap, a click, or other
interfacing gesture known in the art. Additionally one or
more program code instructions may be added to each
application when integrated onto framework 115 repre-
sented by accounting system 200 for communicating with
context object 125. For example, when a first standalone
application 1s integrated onto framework 115, program
instructions for the first application to send and to receive
data from the framework may be automatically added or
embedded onto program code thereof. The same 1s the case
when a second application 120 1s integrated or loaded into
the framework. It may be noted that multiple standalone
applications may be simultaneously loaded to framework
115.

FIG. 6 shows one example tlowchart of a method 600 for
enabling sharing of data among multiple standalone appli-
cations 1n the framework. Method 600 may be performed by
framework 115 on client device 105. Steps 605-625 of FIG.
6 will be discussed in conjunction with the system described
in FIG. 1 and as depicted by FIGS. 2-5.

At block 605, framework 115 (represented by accounting
system 200 1 FIG. 2) may receive data based on a user-
selected content from one of the multiple standalone appli-
cations loaded thereon. The user-selected content may be
associated with an asset actively displayed on accounting
system 200. In one aspect, a text input may be made by the
user on an application loaded 1n framework 1135. In one
example embodiment, one or more program instructions on
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application may include program instructions to send data
associated with a user-selected content to framework 115.

With reference back to FIG. 4, upon receipt of one or
more program instructions from invoice approval applica-
tion 210q indicating that one of the displayed invoice entries
has been selected by the user (1n this case the Vendor Four
invoice entry 308), one or more program instructions on the
invoice approval application may notily framework 115 of
the selection made. Notilying the framework of a user
selection on the application currently generated on display
area 220 includes sending data associated with the selection.
The data may be 1n the form of at least one keyword, a set
ol name-value pairs, and the like, as discussed above. An
identifier for the mnvoice selected (“Vendor Four™) 1s also
sent to framework 115. In this example, i1dentifiers of
selected mnvoice entries may be predefined to be sent to the
framework by the administrators of the invoice approval
application.

Sending data associated with the user selection further
includes sending an identifier of the source application to the
framework. Using the same example embodiment, one or
more program instructions of the invoice approval applica-
tion may send an identifier thereol (1n this case, “invoice-
approvalapp”) to framework 115.

At block 610, upon receipt of the set of data from the
active standalone applications 1n the framework, framework
115 may store the set of receirved data 1n context object 125.
Context object 125 includes: (1) at least one property
indicating data attributes describing the context of informa-
tion to be shared or the receirved information in block 605,
and (2) an 1dentifier of the source application or application
setting the context object or the source application identifier.
While 1n the present disclosure, the at least one property and
the source application 1dentifier are depicted as two separate
clements, both may be stored as a single keyword in context
object 125 for use 1n performing operations, such that, for
example, the at least one property includes the source
application identifier when being stored in the context
object.

In one example embodiment, the at least one property
may be predefined content on an application asset, such as
predefined data fields. In the same example 1n FIG. 4, the at
least one property and the source application 1dentifier, may
be the “Vendor Four” mvoice 1dentifier and the “invoiceap-
provalapp”, respectively, the source application being
invoice approval application 210a.

In other example embodiments, a predefined content 1n an
application asset may be changed or updated. For example,
values entered on a form field indicating the “Vendor Four”
identifier may be changed by an administrator of the invoice
approval application a week later. For purposes of discus-
sion, mvoice identifier “Vendor Four” may have already
been stored in context object 125. In this aspect, imvoice
approval application may send a notification to framework
115 mdicating the update or change i1n the at least one
property of the set context object, which 1n this case 1s the
“Vendor Four” invoice i1dentifier. The new value may be
accordingly sent to the framework for updating the stored
context object. Updating the stored context object may
include overwriting the data stored therein or appending the
new data to the existing data.

Information stored in context object 125 may include at
least one keyword and/or a source identifier and may be
organized 1 one or more data structures, such as, for
example, a string, an array, a linked list, a hash and/or a
combination of other known data structures. For example,
first row information on the displayed invoice may be
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organized 1n a single data structure and stored as the at least
one property for the context object. Each keyword and/or
source 1dentifier may be one or more data structures, such as,
for example, a string, an array, a linked list, a hash and/or a
combination of other known data structures.

At block 615, framework 115 may notily the other appli-
cations on the framework besides the source application.
The other applications may be idenftified relative to the
identifier of the source application 1dentifier indicated 1n the
context object. Notifying the other applications of the con-
text object may include raising an event indicating that a
context object has been set. Raising the event may include
sending by the framework the identifier of the source
application to the other standalone applications. In an
example where an update for any data contained in context
object 125 1s received from the source application, the event
raised may indicate that the context object comprises an
update. One or more program instructions on framework 1135
may be operative to raise the event to inform the other
standalone applications that the context object has been set.
Raising the event to other standalone applications within the
same framework may include triggering the event on an
event aggregator on the framework and broadcasting the
event to all the other subscribers which may be functions on
other standalone applications, as detailed 1 U.S. patent
application Ser. No. 14/526,173 incorporated herein.

In response to the raised event, each of the other stand-
alone applications may have an option either to get or
retrieve at least a portion of the context object, to 1ignore the
context object, or to perform other actions predetermined to
be performed by the other application. For example, one or
more of the standalone applications 1n the framework other
than the source application may request for the context
object 1n response to the event. Framework 115 may then
send the data stored on the context object to the requesting
application/s based upon the request.

Using the same example embodiment 1n FIG. 4, upon
setting of the context object (“Vendor Four” keyword and
“invoiceapprovalapp” source application identifier) by
invoice approval application 210a, one or more program
instructions of framework 115 may send an event indicating
setting or updated of context object 125 to the other stand-
alone documents application 2105 and profiles application
2107. Accordingly, applications 2105 and profiles applica-
tion 210z may opt to request for the context object from
framework 115 or not.

At block 620, each of the other standalone applications
loaded 1n framework 115 may perform at least one operation
based on the received context object or a portion thereof
(presuming, for purposes ol discussion, the other standalone
applications requested to retrieve the context object). The at
least one operation may be predetermined for the applica-
tion, since applications may vary in function in framework
115. Additionally, operations may be performed automati-
cally upon receipt of the event or the context object or may
be performed at a later instance.

An operation may be 1n the form of search and/or retriev-
ing assets having data matching with at least a portion of the
context object or related to the context object. Alternatively,
an operation may be the realization of a workflow step or
process, which may be, for example, creating a new asset for
an application. The at least one operation to be performed on
cach of the standalone applications may be based on a
function or business logic thereof. In one aspect, at least one
of the other standalone application may i1gnore the event
raised 1n block 615. In FIG. 4, documents application 21056
and profiles application 210# are programmed to request for
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the context object and retrieve assets related with the context
object from their respective databases based on the received
context object. Alternatively, for purposes of discussion,
profiles application 2107 may be programmed to not provide
any output or result to framework 115 1n response to the
event.

In one example embodiment, searching and/or retrieving,
assets having data matching with at least a portion of the
context object may include determining whether one or
more assets of an application 120 besides the source appli-
cation includes the at least one property stored in context
object 125, and 11 so, notifying framework 115 of said one
or more assets. Determining whether any asset of another
standalone application 120 includes any of those properties
stored 1n context object 125 may include comparing each of
those properties with metadata properties of each asset
associated with said application.

At optional block 625, framework 115 may receive results
of the one or more operations performed on each of the other
applications 2105 and 210%. In one aspect, the results may
be shown simultaneously with the display generated on area
220. To this end, when a user selection has been determined
by framework 1135 to have been made by one of applications
loaded thereon, assets from the other standalone applications
may be retrieved 1n the background and be shown easily to
a user of the invoice approval application via a notifications
module (see example list 505 1n FIG. §). In one example
embodiment, framework 115 may receive at least one asset
identifier from the other standalone applications indicating
the at least one property 1n the context object. With reference
back to FIG. 5, notifications 5105 and 5102 each provides a
link to an asset of applications 1205 and 120#, respectively.
Each of the assets indicated include, 1in their respective
metadata values or data fields, the “Vendor Four” identifier
stored 1n context object 125.

In another aspect, an application 120z loaded into the
framework may be operative to activate a worktflow process
based on the user selection on another application in the
framework. For example, application 1207 may be operative
to collect assets from the other application loaded in the
framework and store these related assets as one batch file. As
shown, notifications list 505 includes a notification 515
being a link to activating an operation where related assets
are collected from applications 2105, and 210 and stored 1n
the framework as a “collection”.

In yet another aspect, notifications module 130 of the
framework may be set up differently. In a scenario for
example where a new asset 1s 1dentified to be related to the
stored context object, an e-mail message may be preconfig-
ured to be automatically sent to the administrator of the
source application indicating the newly i1dentified asset.
Other notification methods may be apparent 1n the art.

In providing framework 115 which includes context
object 120 communicatively coupled to each standalone
application (120a, 1205, and 120#2), each of the standalone
application may be able to: (1) send and update a common
set of data for accessing and transmitting to other applica-
tions via the framework and (2) share that common set of
data to another without one knowing specific configurations,
much less storage parameters, about the other. Further, in
loading any of standalone applications 120a, 1205, and 120
to framework 115, each of the standalone applications 1s able
to 1dentily or search related assets from other standalone
application without programmatically tying the applications.

Many modifications and other embodiments of the dis-
closure set forth herein will come to mind to one skilled 1n
the art to which these disclosure pertain having the benefit
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of the teachings presented in the foregoing descriptions and
the associated drawings. Therefore, it 1s to be understood
that the disclosure 1s not to be limited to the specific
embodiments disclosed and that modifications and other
embodiments are intended to be included within the scope of
the appended claims. Although specific terms are employed
herein, they are used 1n a generic and descriptive sense only
and not for purposes ol limitation.

What 1s claimed 1s:

1. A method executed by a computing device for sharing
data among a plurality of standalone applications executing
on the computing device, comprising:

receiving, by a framework executing on the computing

device, a keyword based upon a user mput to a first
standalone application 1n the plurality of standalone
applications, the first standalone application 1s loaded
via the framework, wherein the keyword 1s associated
with an asset of the first standalone application,
wherein the asset 1s stored in a first data source asso-
ciated with the first standalone application; and
storing, by the framework, the keyword in a context
object, wherein the context object comprises:
a mapping between the keyword and the asset stored 1n
the first data source; and
an 1dentifier for the first standalone application,
wherein the context object 1s accessible by each of the
plurality of standalone applications in the framework; and
performing, by a second standalone application in the
plurality of standalone applications loaded wvia the
framework, an operation based upon the context object,
wherein a second data source i1s associated with the
second standalone application.

2. The method of claim 1, further comprising connecting,
the second standalone application to the framework based
upon a request thereby to access the context object.

3. The method of claim 1, further comprising broadcast-
ing, by the framework, an event to the second standalone
application, the event indicative of a status of the context
object.

4. The method of claim 1, wherein performing the opera-
tion based upon the context object comprises executing a
search for a second asset having content related to the
keyword, the second asset 1s stored in the second data
source, the method further comprising:

broadcasting, by the framework, an event to the second

standalone application, the event indicative of a status
of the context object;

retrieving, by the second standalone application, the key-

word 1n the context object;

recerving a result of the one or more operation on the

framework, the result including the second asset; and
notitying a user of the second standalone application of
the result.

5. The method of claim 1, further comprising receiving an
updated keyword from the first standalone application or the
second standalone application and updating, by the frame-
work, the keyword 1n the context object.

6. The method of claim 1, wherein the keyword 1s a
complex data structure.

7. The method of claim 1, wherein the identifier for the
first standalone application indicates that the first standalone
application 1s a source of the keyword.

8. The method of claim 1, wherein the first standalone
application 1s a higher educational admissions application,
wherein the second standalone application 1s a social media
application.
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9. The method of claim 1, further comprising providing,
by the framework, the context object to the second stand-
alone application.

10. A non-transitory computer-readable storage medium
storing 1nstructions that, when executed by a computing
device, cause the computing device to perform acts com-
prising:

receiving, by a framework executing on a computing

device, a keyword based upon a user mput to a first
standalone application 1n a plurality of standalone
applications executing on the computing device, the
first standalone application 1s loaded via the frame-
work, wherein the keyword 1s associated with an asset
of the first standalone application, wherein the asset 1s
stored 1n a first data source associated with the first
standalone application; and

storing, by the framework, the keyword 1 a context

object, wherein the context object comprises:

a mapping between the keyword and the asset stored 1n
the first data source; and

an 1dentifier for the first standalone application,
wherein the context object 1s accessible by each of
the plurality of standalone applications in the frame-
work; and

performing, by a second standalone application in the

plurality of standalone applications loaded wvia the
framework, an operation based upon the context object,
wherein a second data source 1s associated with the
second standalone application.

11. The non-transitory computer-readable storage
medium of claim 10, wherein each of the plurality of
standalone applications 1s one of a module of the framework
or an independent application connected to the framework.

12. The non-transitory computer-readable storage
medium of claim 10, wherein the first standalone application
1s preconfigured by an administrator of the framework to be
a source ol the context object.

13. The non-transitory computer-readable storage
medium of claim 10, the acts further comprising broadcast-
ing, by the framework, an event to the second standalone
application, the event indicative of a status of the context
object.

14. The non-transitory computer-readable storage
medium of claim 13, wherein the status of the context object
1s at least one of an 1nitialization status or an update status.

15. The non-transitory computer-readable storage
medium of claim 10, wherein the context object 1s main-
tained 1n a memory associated with the framework, the
memory being one of a memory on the computing device or
a browser memory.
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16. The non-transitory computer-readable storage
medium of claim 10, wherein each of the plurality of
standalone applications 1s accessible via a browser interface
of the framework.

17. A method executed by a computing device for gath-
ering related content from a plurality of standalone appli-
cations executing on the computing device based on a shared
set of data, comprising:

receiving, by a framework executing on the computing
device, a keyword based upon a user mput to a first
standalone application in the plurality of standalone
applications, the first standalone application 1s loaded
via the framework, wherein the keyword 1s associated
with an asset of the first standalone application,
wherein the asset 1s stored in a first data source asso-
ciated with the first standalone application;

storing, by the framework, the keyword in a context
object, wherein the context object comprises:

a mapping between the keyword and the asset stored 1n
the first data source; and

an identifier for the first standalone application;

broadcasting, by the framework, an event to a second
standalone application in the plurality of standalone
applications, the event indicative of a status of the
context object, wherein a second data source 1s asso-
ciated with the second standalone application; and

recerving, by the framework, a result of an operation
performed by the second standalone application, the
result including a second asset associated with the
second standalone application and related to the key-
word.

18. The method of claim 17, further comprising notifying,
by the framework, a user of the one of the first standalone
application or the second standalone application of the
received result.

19. The method of claim 17, wherein the receiving the
keyword 1s based on a user selection on the first standalone
application while the first standalone application 1s being
displayed on the computing device via the framework, and
the receiving the result includes displaying the result simul-
taneously with a display of the second standalone applica-
tion on the computing device, wherein the keyword 1s a
complex data structure.

20. The method of claim 17, wherein the receiving the
result includes recerving a link to the second asset as stored
in the second data source.
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