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AVAILABLE REGISTER CONTROL FOR
REGISTER RENAMING

BACKGROUND

Technical Field

The present techmique relates to the field of data process-
ing. More particularly, it relates to register renaming.

Technical Background

A data processing apparatus may support register renam-
ing 1n which architectural register specifiers specified by
istructions are mapped to physical registers to be accessed
in response to the instructions.

10

SUMMARY 15

At least some examples may provide a data processing
apparatus comprising;

register rename circuitry configured to map architectural
register specifiers specified by instructions to physical reg-
isters to be accessed in response to the instructions; and

available register control circuitry configured to control
which physical registers are available for mapping to an
architectural register specifier by the register rename cir-
cultry;

wherein for at least one group of two or more physical
registers, the available register control circuitry 1s config-
ured to control whether the physical registers of said group
are available 1n dependence on a group tracking indication
indicative of whether there 1s at least one pending access to
any of the physical registers 1n said group.

At least some examples may provide a data processing
apparatus comprising;

means for mapping architectural register specifiers speci-
fied by 1nstructions to physical registers to be accessed 1n
response to the instructions; and

means for controlling which physical registers are avail-
able for mapping to an architectural register specifier by the
means for mapping;

wherein for at least one group of two or more physical
registers, the means for controlling 1s configured to control
whether the physical registers of said group are available in
dependence on a group tracking indication indicative of
whether there 1s at least one pending access to any of the
physical registers 1n said group.

At least some examples may provide a data processing
method comprising:

mapping architectural register specifiers specified by
instructions to physical registers to be accessed 1n response
to the instructions; and

for at least one group of physical registers:

maintaining a group tracking indication indicative of
whether there 1s at least one pending access to any of the
physical registers 1n the group; and

controlling, 1n dependence on said group tracking indi-
cation, whether the physical registers of the group are
available for mapping to architectural register specifiers 1n
the mapping step.

The above, and other objects, features and advantages will
be apparent from the following detailed description of 60
illustrative embodiments which 1s to be read in connection
with the accompanying drawings.
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Further aspects, features and advantages of the present
technique will be apparent from the following description of

2

examples, which 1s to be read i conjunction with the
accompanying drawings, in which:

FIG. 1 schematically illustrates a portion of a data pro-
cessing apparatus comprising register rename circuitry;

FIG. 2 shows an example of available register control
circuitry for controlling which physical registers are avail-
able for renaming;

FIG. 3 shows an example of an 1ssue queue for queuing
instructions awaiting 1ssuing for execution;

FIG. 4 shows an example of decode logic for decoding a
physical register specifier to generate signals for increment-
ing or decrementing counters;

FIG. 5 shows another example for tracking physical
registers which are still be read by pending instructions;

FIGS. 6 and 7 show a method of tracking pending
references to a group of physical registers using a group
counter;

FIG. 8 shows a method of using the group counter to
control whether the group of registers are available for
renaming;

FIG. 9 shows a method of generating a new register
mapping between an architectural register specifier and a
physical register;

FIG. 10 shows a method of tracking completion of
outstanding register writes;

FIG. 11 shows a method of tracking which physical
registers may still be required for restoring previous state
following cancellation of a speculative instruction;

FIG. 12 shows a method of controlling which registers are
available for renaming:

FIG. 13 shows an example of an 1ssue queue with slots for
pending 1nstructions;

FIGS. 14 and 135 show other examples of tracking 1ndi-
cations for tracking pending accesses to corresponding
groups ol registers.

DESCRIPTION OF EXAMPLES

Some examples of the present technique will now be
described below.

A data processing apparatus may have register renaming
circuitry for mapping architectural register specifiers speci-
fied by 1nstructions to physical registers to be accessed 1n
response to the instructions. While from a programmer’s
point of view, the instructions may be able to specily a
certain number of architectural register specifiers, the appa-
ratus may actually have a larger number of physical regis-

ters. Without register renaming two instructions which write
to the same architectural register would have to be executed
in order to ensure subsequent instructions use the correct
value of the architectural register. However, by using reg-
ister renaming to map the same architectural register to
different physical registers for the two instructions, this can
allow the two instructions to be executed 1n parallel or out
ol order, which can help to improve performance.

Once a physical register has been mapped to an architec-
tural register specifier, 1t may be desirable to prevent that
physical register being remapped to a different architectural
register specifier until instructions which require the current
mapping of that physical register have accessed the register,
and 1n some cases for a time after this. Hence, available
register control circuitry may be provided to control which
physical registers are available for mapping to an architec-
tural register specifier by the register renaming circuitry.

The control of which physical registers are available for
renaming can be relatively complex. There may be some
overhead associated with the control circuitry for monitoring
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whether certain physical registers are still required or should
be made available for remapping to other architectural
register specifiers. A more precise approach may be able to
track which allocated physical registers are still required
with a higher degree of accuracy to enable physical registers
to be reclaimed sooner, which can help to improve perfor-
mance, but this may be at the cost of additional circuit area
and greater leakage 1n implementing the more precise con-
trol logic. On the other hand, a less precise technique may
be less costly to implement 1n terms of circuit area and
power consumption (leakage), but if 1t 1s more conservative
in making allocated physical registers available for renam-
ing again, then this may either require a larger pool of
physical registers to maintain a given level of performance,
or for a given number of registers may limit performance if
physical registers cannot be made available soon enough
alter renaming and there are not enough physical registers to
handle a particular set of instructions. Hence, there i1s a
balance to be achieved between performance and energy
ciliciency.

There may be various factors which may be considered
when determining whether physical registers are made avail-
able for mapping to an architectural register specifier by the
register renaming circuitry. One example may be whether
there are any pending accesses to physical registers. For
example, the pending access may be a read operation to read
a data value from a physical register 1n response to an
instruction.

One approach may be to detect whether accesses are
pending for each individual physical register and to control
the availability of that physical register according to whether
an access 1s pending. However, some systems may have a
relatively large number of physical registers (e.g. 128 reg-
isters) and may support a relatively large number of out-
standing register accesses, and so checking whether each
register has a pending access can be very expensive 1in terms
of logic, area and power consumption.

Instead, the available register control circuitry may have
at least one group tracking indication indicative of whether
there 1s at least one pending access to any of a corresponding,
group ol two or more registers. Hence, accesses to any of the
physical registers i the group are tracked with a common
group indication, which can be less expensive in terms of
circuit area and power consumption than providing indi-
vidual tracking for each register as 1t 1s not necessary to
distinguish which particular register in the group has the
pending access.

For example, the available register control circuitry may
prevent an unavailable physical register becoming available
when the group tracking indication for a group of physical
registers that includes the unavailable physical register indi-
cates that there 1s at least one pending access to any of the
physical registers in the group. The unavailable register may
be prevented from being made available even if the pending,
access 1s to a diflerent register in the same group as the
unavailable physical register.

It may seem counter intuitive to prevent a physical
register becoming available 11 there 1s pending access to any
register in the same group, as this would seem to limit
performance since 1t may unnecessarily prevent a register
being reclaimed even 1 there 1s no access pending to that
register. However, the mventors found that in practice the
grouping of tracking of pending accesses to registers does
not in fact limit performance significantly. While the group
tracking indication may prevent unavailable registers
becoming available 11 the group tracking indication indicates
that there 1s a pending access to one of the registers 1n the
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group, this does not prevent already available registers in the
same group being selected for renaming and mapped to a
new architectural register specifier by the register rename
circuitry. Therefore, in practice, the performance impact
would arise only if all the registers in the group become
unavailable before the last pending access to any of the
registers in the group 1s complete, which does not happen
often 1n practice. In many cases, the pending read for an
allocated register may be completed before another register
in the same group 1s allocated by the rename circuitry, so 1t
can be more eflicient to eflectively share a single counter
between a group of registers, no that the additional overhead
ol counting pending accesses to each register may not be
Justified.

There may be various ways of tracking the pending
accesses to the registers 1n the group. One possibility may be
to provide a tracking value which takes a first value 11 there
1s a pending access to any register n the corresponding
group, and a second value if there 1s no pending access. In
this case, the tracking indication may simply indicate a
binary yes/no indication of whether there 1s at least one
pending access to the corresponding group of registers, and
need not distinguish how many accesses are pending other
than whether there 1s at least one pending access.

However, other examples may provide a group counter
for counting a total number of pending accesses to any of the
physical registers in the group. This approach may be more
eilicient to implement 1n practice since 1t may not require
decoding circuitry for decoding the register specifier speci-
fied by every pending access.

For example, the group tracking indication may track the
register accesses pending in a certain part of a processing
pipeline. In some cases the apparatus may include a register
reading unit at which read accesses to registers take place for
at least some 1nstructions. A group counter may be provided
which indicates the number of references to any of the
physical registers 1n the corresponding group of registers by
pending 1nstructions in the register reading unit. When the
group counter indicates that there 1s a pending istruction 1n
the register reading unit which references one of the regis-
ters 1n the group, then the available register control circuitry
may prevent that group of registers becoming available for
renaming. For example, 1n some systems data values may be
read from registers while istructions are pending within an
1ssue queue for queuing nstructions awaiting execution. In
this case, the register reading unit may be the 1ssue queue.
In other systems, the register reads may not take place until
an execute stage of the pipeline, and so the register reading
unit may be an execute unit for executing instructions.

One approach for tracking the number of outstanding
accesses may be to decode references to physical registers
within each instruction pending within the register reading
umit. However, 1n practice the register reading unit may
support a relatively large number of pending instructions
and each 1nstructions may refer to multiple registers, and so
this could result 1n a relatively large amount of decoding
logic, which can increase circuit area and power consump-
tion.

Where the group tracking indication 1s a group counter, a
more eflicient approach can be to detect references to
physical registers by pending instructions entering or leav-
ing the register reading unit, which may require fewer
register references to be decoded per cycle. For example,
when an instruction referencing any register of a given
group 1s provided to the register reading unit, the corre-
sponding group counter for that group may be imncremented.
When an 1nstruction referencing one of the group of physical
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registers 1s removed from the register reading unit or com-
pletes processing in the register reading unit, then the
corresponding group counter may be decremented. An
instruction may be removed from the register reading unit
either because it successtully completes processing 1n the
register reading unit, or because the instruction has been
cancelled (for example, due to a branch misprediction, load
misspeculation, load/store abort or other event which means
that the instruction should not be executed). Some 1nstruc-
tions may specily multiple registers and so may cause
several group counters to be imncremented or decremented
when the instruction 1s provided to, or removed from, the
register reading unit. The group counter may be 1nitialised at
a predetermined value when there are no pending instruc-
tions 1n the register reading unit which require one of the
corresponding group of physical registers. For example the
predetermined value may be zero (although other values
could also be used). The available register control circuitry
may prevent an unavailable physical register becoming
available for remapping to a different architectural register
specifier when the group counter for a group of physical
registers including that unavailable physical register has any
value other than the predetermined value.

The terms “increment” and “decrement” are used herein
to refer to an adjustment of the group count value by a
predetermined amount, with one of the “increment” and
“decrement” corresponding to adding the predetermined
amount to the count value and the other of “increment” and
“decrement” corresponding to subtracting the predetermined
amount from the count value. Often, the predetermined
amount may be 1, “incrementing” may correspond to adding
1 to the count value, and “decrementing” may correspond to
subtracting 1 from the count value. However, other values
could be used as the predetermined amount, or in some cases
the counter may start at a higher value with “incrementing”
corresponding to a subtraction and “decrementing” to an
addition.

In another example, the register reading unit may have a
number of slots for storing indications of pending register
reads, and the group tracking indication could be an indi-
cation of which slots hold pending register reads specitying
a register from the corresponding group. An unavailable
register could then be prevented from becoming available
for renaming when the group tracking indication indicates
that there 1s at least one slot of the register reading unit
which stores an indication of a pending register read to any
of the physical registers in the corresponding group.

The number of registers 1n each group can be selected to
balance performance against circuit area or energy efli-
ciency. Larger or smaller groups can be selected depending
on the needs of a particular implementation.

At one extreme the group of registers may comprise all of
the physical registers, so that only one group of registers 1s
provided and a single group tracking indication tracks
pending accesses to any of the registers 1n the group. In this
case, release of a previously allocated physical register may
be prevented 1f there 1s a pending access to any physical
register at all. This may seem counter intuitive, but as
mentioned above this may still permit available physical
registers to be allocated, and 1t 1s only once all the registers
have become unavailable that releasing the registers would
be prevented by the group tracking indication 11 there are any
pending accesses outstanding, which may not happen often
if 1t takes some time to allocate all the registers. An
occasional stall to clear a backlog of uncompleted register
accesses before starting to reallocate registers again may be
justified 1n some 1mplementations given that this approach
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has the smallest area and leakage overhead associated with
the group tracking indication and associated logic.

In other embodiments, however, there may be two or
more groups of registers with each group having a corre-
sponding group tracking indication and the available register
control circuitry controlling whether the physical registers of
the group are available 1n dependence on the corresponding
group counter.

For example, with the group counter example, 11 there are
7. physical registers and each group comprises G physical
registers, where 2=G=7, and the register reading unit 1s
capable of handling up to M pending register reads, then Z/G

group counters may be provided and each group counter
may have at least N bits, where N 1s the smallest integer
greater than or equal to log,(MxG+1). An N-bit counter 1s
suflicient to count pending register reads to the group of
physical registers, even 1f every pending register read 1n the
register reading unit specifies a register 1 the same group.
In contrast, 1f each register had an individual counter then
this would require Z counters of log,(M+1) bits or more,
which would require more power hungry circuitry, not just
in having more counters, but also in having more complex
logic for decoding register specifiers within instructions and
mapping these to corresponding control signals for incre-
menting or decrementing the counters.

One advantage of tracking accesses to registers 1n groups
1s that fewer bits of register specifiers may need to be
considered when updating the at least one group tracking
indication to update. For example, if physical registers are
identified using R-bit register specifiers, where R 1s an
integer, the available register control circuitry may select
which group tracking indication 1s to be updated 1n response
to detecting a particular register reference based on fewer
than R bits of the register specifier. This can reduce the
amount of decoding circuitry required for decoding the
register specifiers and updating the group tracking indica-
tion. For example, if registers are grouped in groups of 8,
then 1t may not be necessary to consider the least significant
3 bits of the register specifiers.

The available register control circuitry may consider other
factors 1n addition to whether there are any pending accesses
to groups of physical registers, when determining which
registers are available for selection by the register rename
circuitry. Therefore, the group tracking indication may not
be the only information considered when determiming
whether registers can be made available for renaming.
Hence, while a register may be prevented from being made
available 1f the corresponding group tracking indication
indicates that there 1s a pending access to a register in the
corresponding group, the converse 1s not necessarily true—
even 1f the group tracking indication indicates that there are
no pending accesses to the corresponding group of registers
this does not necessarily mean that the register can be made
available. There may be other reasons for reserving registers
to protect them from reallocation.

For example, 1 addition to the group tracking
indication(s), any of the following parameters could also be
considered when determining whether a register can be
made available for renaming:

an mdication of whether the physical register 1s currently
mapped to an architectural register specifier;

I a physical register 1s currently mapped to an architec-
tural register specifier; the data value stored in the
physical register represents the current architectural
state, which could be lost 1f a subsequent instruction
was allowed to write to the same register. This can be
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prevented by indicating the physical registers currently
mapped to architectural register specifiers as unavail-
able for renaming.

an indication of whether there 1s an uncompleted write to
the physical register; By preventing a physical register
becoming available for renaming until after any pend-
ing write to that register 1s complete, this can protect
against write-after-write (WAW) hazards where two
write operations complete 1 the wrong order which
could cause other instructions to access the wrong
value,

an 1ndication of whether there 1s an unresolved specula-
tive mstruction which specifies an architectural register
specifier which was previously mapped to the physical
register.

Some systems may support speculative execution of some
istructions. For example, the outcome of a branch may
be predicted using a branch predictor and some 1nstruc-
tions may be executed speculatively following the
branch depending on whether the branch 1s predicted
taken or not taken. Other speculative mstructions may
include load/store mstructions which may be executed
speculatively assuming that there 1s no abort due to
isuilicient access permissions for example. An mstruc-
tion may also be considered speculative if 1t follows
another speculative instruction. If the speculation for a
given instruction turns out to be correct, performance 1s
improved since the delay in determining whether the
instruction should have executed or not has not delayed
the actual execution of the instruction. However, 1f 1t 1s
determined that the speculation 1s wrong and the
instruction should not have executed or a result of the
instruction 1s 1ncorrect, then the execution of the
istruction may be cancelled and it may be required to
restore previous register state. Therefore, when gener-
ating a new register mapping for an architectural reg-
ister specified by a speculative instruction, an 1ndica-
tion of the physical register which was previously
mapped to the same architectural register may be
retained and this physical register may be made
unavailable for selection by the register rename cir-
cuitry so that the data value within that physical register
can be used to restore the previous register state it the
speculative instruction has to be cancelled.

In some cases an availability register may be provided
which includes a number of bits with each bit indicating
whether a corresponding physical register 1s available or
unavailable. The group tracking indication(s) and the param-
eters described above may be used to control whether a bit
in the availability register for a given physical register may
be changed from a first value indicating that the register 1s
unavailable to a second value indicating that the register 1s
available. Hence, a bit of the availability register may be
changed to the second value if the group tracking indication
for the group mcluding the corresponding register indicates
that there are no pending accesses to any registers in the
group, and 11 the other parameters also indicate that there 1s
no other reason for reserving the physical register. The
register rename circuitry may, when selecting a physical
register to map to an architectural register, select one of the
registers for which the corresponding bit in the availability
register has the second value.

FIG. 1 schematically illustrates a portion of a processing,
pipeline 1 a data processing apparatus 2. The pipeline
includes a number of stages including a fetch stage 4, a
decode stage 6, a rename stage 8, an 1ssue stage 10, an
execute stage 12 and a write back stage 14. Instructions to
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be processed move from stage to stage, and one instruction
may be pending at one stage of the pipeline while another
instruction 1s pending at a different stage. It will be appre-
ciated that this 1s just one example of a possible pipeline and
other examples may have other stages or arrangements.

The fetch stage 4 fetches program instructions from an
instruction cache or memory. The decode stage 6 decodes
the fetched instructions to generate decoded instructions
which are passed to the rest of the pipeline for processing.
For some instructions, a single instruction fetched from
memory may be decoded into a single decoded instruction
passed down the pipeline. However, for other more complex
istructions, a single fetched instruction may be decoded
into multiple decoded nstructions known as “micro-opera-
tions”. For example, an instruction for triggering a series of
operations to be performed (such as a load multiple mstruc-
tion) may be decoded 1nto individual micro-operations each
corresponding to one ol the operations. Therefore, the
“instructions™ as seen by the later stages 8, 10, 12, 14 of the
pipeline may be different from the instructions fetched from
memory and the term “instruction” should be interpreted as
encompassing a micro-operation.

The apparatus 2 has a number of physical registers 20
available for storing data values. A register renaming stage
8 performs register renaming for the decoded instructions
(or micro operations) to map architectural register specifiers
specified by the instructions to physical register specifiers
identifying one of the physical registers 20. The instruction
set architecture may support a certain number of architec-
tural registers which are visible to the programmer. For
example, a 4- or 3-bit register field 1n the instruction
encoding may specily one of 16 or 32 different architectural
register specifiers. However, to allow hazards between
instructions speciiying the same architectural register speci-
fier to be resolved or to permit out of order or parallel
processing ol instructions, a greater number ol physical
registers may be provided, and the register rename stage 8
may map the architectural register specifiers in the decoded
instructions to corresponding physical registers.

The renamed instructions now specitying physical regis-
ter specifiers are passed to the 1ssue queue 10 where they are
queued while awaiting execution. Instructions remain 1n the
1ssue queue until their operands are available, at which point
the 1nstruction 1s 1ssued to the execute stage 12 for execu-
tion. Instructions may be 1ssued for execution 1n a different
order to the original program order in which they were
fetched by the fetch stage 4. For example, while one
instruction 1s stalled because its operands are not yet avail-
able, a later mstruction whose operands are available may be
1ssued {first.

The execute stage 12 may include various processing
units for executing processing operations in response 1o
istructions. For example, the processing units may include
an arithmetic/logic unit (ALU) for performing arithmetic or
logical operations, a load/store unit to perform load opera-
tions for loading a data value from memory and placing it in
a physical register or store operations for storing to memory
a data value currently stored in a physical register, a vector
processing unit for performing vector operations on data
values comprising multiple data elements, tloating-point

circuitry for performing operations on tloating-point values,
or any other type of processing circuitry. In some cases the
execute stage 12 may include a number of parallel execute
pipelines for processing different kinds of instructions.
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When execution of the instruction i1s complete in the
execute stage 12, the instruction 1s passed to the write back
stage 14, which writes a result of the mstruction to a physical
register 20.

In the example shown 1n FIG. 1, for renamed 1nstructions
which specily one or more physical registers from which
data values are to be read, the reading of the physical register
takes place while the instruction i1s pending in the issue
queue 10. However, other embodiments may read the physi-
cal registers 20 at the execute stage 12 1nstead, as shown by
the dotted line i FIG. 1.

Available register control circuitry 30 1s provided for
controlling which of the physical registers can be selected by
the rename stage 8 for mapping to an architectural register
specifier. The available register control logic 30 will be
described 1n more detail below but in general the available
register control circuitry 30 may provide the rename stage 8
with an indication of which physical registers are available
or unavailable for selection. When an instruction which
writes to a register 1s received from the decode stage 6, the
rename stage 8 generates a new register mapping for the
architectural register specified as the destination register for
the instruction. The rename stage 8 selects a physical
register which 1s indicated as available by the available
register control circuitry 30 and updates a rename table 32
to include a rename entry mapping the destination architec-
tural specifier to the selected physical register.

The pipeline 2 supports speculative execution of instruc-
tions. Some 1nstructions may be executed speculatively
betore i1t 1s known whether the instruction should be
executed, or before it 1s certain that the result of the
istruction will be valid. For example, following a branch
instruction, some instructions may be executed speculatively
based on a prediction of whether the branch is taken or not
taken, before the actual branch outcome 1s known. When the
speculation 1s correct, speculative execution can improve
performance by eliminating a delay which would arise if the
instruction was not executed until after 1t 1s known that the
instruction should have executed or that its result will be
valid. However, 1f the speculation turns out to be incorrect,
then execution of the mstruction may need to be cancelled
and architectural state may need to be restored to the last
valid state.

An exception memory 34 1s provided for tracking previ-
ous register state which can be restored in the event of a
misspeculation. When a new register mapping 1s generated
by the rename stage 8 for a given architectural register
specifier, the previous mapping 1s written to the exception
memory 34. For instance, 1n the example of FIG. 1, when a
new mapping of archutectural register Al to physical register
P102 1s generated in the rename table 32, the physical
register P48 which was previously mapped to architectural
register Al 1s written to the exception FIFO. The previous
physical register P48 continues to store the data value which
was associated with architectural register A1 at the point just
before execution of the instruction. Hence, 1f there 1s a
misspeculation for the instruction specitying architectural
register Al, then the current mapping for architectural
register Al 1n the rename table 32 1s updated based on the
corresponding mapping in the exception memory 34, so that
architectural register A1 now maps to physical register P48
again. It 1s not necessary to transier data between registers
in order to restore the architectural state, since simply
updating the register mapping 1n the rename table 32 1s
enough to cause subsequent instructions which read archi-
tectural register Al to access the previous data in the
restored physical register P48.
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Entries may be removed from the exception memory 34
once the corresponding instruction has been resolved. When
a speculative nstruction 1s committed (1.e. 1t 1s known that
the mstruction should have executed and the result of the
speculative instruction will be valid), then the corresponding
entry can be removed from the exception memory 34 since
it will no longer be required for restoring mapping in the
rename table 32. Similarly, when a speculative instruction 1s
cancelled, then once the rename table 32 has been updated
based on the mapping indicated 1n the corresponding entry
in the exception memory 34, then the corresponding entry
can be removed. Whether a particular speculative instruction
should be committed or cancelled will depend on an out-
come of one or more earlier instructions, and this could be
resolved either before or after the actual execution of the
speculative instruction. The exception memory 34 may be
managed as a first 1n, first out (FIFO) memory so that the
entries are removed in the same order that they were
allocated to the register. Hence, even i an 1nstruction has
already been committed or cancelled, 1ts corresponding
entry may not be removed from the exception FIFO 34 until
any earlier instructions have been resolved,

FIG. 2 shows a portion of the available register control
circuitry 30. A reserved register 50 indicates which physical
registers 20 are currently available for selection by the
rename stage 8 or unavailable (reserved). The reserved
register 50 includes a number of bitfields 52 each corre-
sponding to one of the physical registers 20. When a bitfield
has a value of 1 then the corresponding register 1s reserved
and 1s not available for renaming, while 11 the bitfield for a
particular register has a value of 0 then the register 1s
available for renaming. When the rename stage 8 needs to
generate a new register mapping, the reading stage 8 selects
one ol the physical registers 20 whose bitfield 52 in the
reserved register 50 1s equal to 0. Various techniques may be
used to control which physical register 1s selected when
there are multiple physical registers 20 available for renam-
ing. For example, a random or round robin selection policy
could be used.

When the rename stage 8 selects a physical register for
renaming, the corresponding bit field 52 m the reserved
register 1s set to 1 to indicate that the register 1s reserved. The
physical register then remains unavailable for renaming until
the corresponding bitfield 52 1n the reserved register 50 1s
cleared. Register release control logic 60 controls when a
particular register can be made available again, based on a
number of status registers 62, 64, 66, 68. Each of the status
registers 62, 64, 66, 68 corresponds to a particular condition
which may prevent an allocated physical register from being
released.

In this example the status registers include an allocated
register 62 which indicates whether physical registers are
currently allocated to an architectural register specifier in the
rename table 32, an invalid register 64 which indicates
whether registers are still to be written to by a pending
instruction which has not yet completed at the write back
stage 14 1n the pipeline, an exception FIFO status register 66
which indicates whether physical registers are currently
indicated 1n one of the entries of the exception FIFO 34, and
an unread register 68 which indicates whether any registers
could potentially be the subject of an outstanding read
operation.

Each of the status registers includes a number of bit fields
cach corresponding to a respective physical register 20.
When the bitfield for a given physical register 1s 1 1n any of
the status registers 62, 64, 66, 68 then the corresponding
bitfield 52 of the reserved register 50 cannot be cleared to O.
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The register release control logic 60 clears a bitfield in the
reserved register 50 11 the corresponding bitfields in each of
the status registers 62, 64, 66, 68 arc all 0. For example a
logical OR operation may combine the corresponding bit-
ficlds of registers 62, 64, 66, 68 by a logical OR operation
and the corresponding bitfield 52 in the reserved register 50
may be cleared 1f the OR result 1s zero. Hence an allocated
physical register can only be released to make 1t available for
renaming again 1f 1t 1s not currently allocated in the rename
table 32, there are no pending writes to that register as
indicated by the ivalid register 64, 1t 1s not currently
indicated 1n the exception FIFO as indicated by the excep-
tion FIFO register 66, and there 1s no potential read out-
standing to the register as indicated by the unread register
68.

The unread register 68 1s associated with a number of
register group counters 70 each corresponding to a group of
physical registers 20. In the example of FIG. 2, each group
comprises 4 registers so that one counter 70 1s provided for
registers O to 3, another counter 1s provided for registers 4
to 7, and so on. The count value of each counter 70 indicates
how many of the pending register reads 1n the issue queue
10 specily one of the corresponding group of registers. The
count value of a given counter 70 1s zero if there are no
pending reads to any of the corresponding group of registers.
If the count value has a value of zero, then the bitfields in the
unread register 68 for the corresponding group of registers
are all set to O so that these registers could potentially be
released for renaming, depending on the contents of the
other status registers 62, 64, 66. If the count value has any
value other than zero, then the bitfields 1n the unread register
68 for each registers of the corresponding group are set to 1
to prevent these registers being released for renaming.
Hence, even if there 1s an outstanding read pending to only
one of the registers 1n the group, this may still prevent all of
the corresponding group of registers being released for
renaming. Nevertheless, when the unread bits for a group of
registers are set to 1, while this prevents a register which 1s
already unavailable (1.e. 1t has a reserved bit of 1 1n reserved
register 50) being released, 1t does not prevent an available
register within that group (a register with a reserved bit of O
in reserved register 50) being selected for renaming.

For example, in FIG. 2 the physical register 126 1s
currently unavailable as indicated by the corresponding
bitfield 1 the reserved register 50. The counter 70 for the
group of registers 127-124 1s 1, so there 1s a pending read to
one of these registers outstanding 1n the issue queue 10. This
means that the corresponding bit fields in the unread register
68 for registers 127-124 are net to 1. Therefore, physical
register 126 cannot be reclaimed and made available for
renaming until the corresponding bit in the unread register
68 1s cleared, which will not happen until the group counter
70 for register group 127-124 becomes 0 again when the
outstanding read has completed. Nevertheless, physical reg-
1sters 124, 125 and 127 are still indicated as available 1n the
reserved register 50 and so can be selected for renaming by
the rename stage 8, but once selected would not be able to
be released until the corresponding group counter 70
becomes zero again.

In contrast, for physical register 2 1n the example of FIG.
2 the register 1s currently indicated as unavailable in the
reserved register 30 but now the corresponding bit fields in
cach of the status registers 62, 64, 66, 68 arc zero (since the
corresponding group counter 70 for registers 3 to 0 1s zero),
and no the register release control logic 60 can release this
register by clearing the bat field 52 for physical register 2 in
the reserved register 50. On the other hand, even though the
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group counter 70 for registers 3 to O has a value of 0,
physical register 3 1s unavailable and cannot be released
because 1t 1s still specified 1n the exception FIFO 34 as
indicated by the corresponding bit i the exception FIFO
status register 66.

FIGS. 3 and 4 show examples of updating the group
counters based on 1nstructions being provided to, and
removed from, the 1ssue queue 10. As shown 1n FIG. 3, the
1ssue queue 10 may receive a certain number of istructions

per cycle, and a certain number of instructions per cycle may
be 1ssued to the execute unit 12. In FIG. 3, two instructions
are received by the 1ssue queue 10 per cycle and two
instructions are 1ssued to the execute unit per cycle, but other
examples may have diflerent numbers, and i1t will be appre-
ciated that the number of instructions 1ssued for execution
per cycle does not necessarily need to be the same as the
number of mstructions provided to the 1ssue queue per cycle.
Each instruction may specity multiple registers to be read.
For example, 1n FIG. 3, each instruction may contain up to
4 references to physical registers to be read, so that in each
cycle up to 8 register references may be added to the 1ssue
queue and up to 8 register references may be removed from
the 1ssue queue. Each of these register references may be
decoded 1n order to increment or decrement the correspond-
ing group counters 70.

FIG. 4 shows an example of decode logic 80 for decoding
a particular register reference. The decode logic 80 com-
prises binary-to-one hot decoding logic for decoding a
register reference specified as a binary number into a one hot
signal 82 comprising a group of bits 84, where at any one
time only one of the bits 84 can be 1 and the other bits are
0. Which signal 1s set to 1 depends on the value of the binary
register specifier. Each bit 84 of the one hot signal 82
corresponds to one of the group counters 70 and will be set
to 1 11 the binary register specifier R has a value correspond-
ing to any of the registers in the corresponding register
group. For example, if the registers are grouped 1nto groups
of 4 as 1 FIG. 2, the least significant bit 84 may be set 11 the
register specifier R indicates one of registers 0 to 3, the next
bit 84 may be set 1t the register specifier R indicates one of
registers 4 to 7, and so on.

For each register reference entering the issue queue 10,
the decode logic 80 1s provided to convert the register
reference into the one hot signal 82, and each group counter
70 1s incremented 1n response to the corresponding bit 84 of
the one hot signal 82. For each register reference leaving the
1ssue queue, the decode logic 80 1s provided to convert the
register reference into the one hot signal 82, and each group
counter 70 1s decremented 1n response to the corresponding
bit 84 of the one hot signal 82.

While the amount of decode logic 80 required will scale
with the number of register references entering or leaving
the 1ssue queue 10 per cycle, this typically will require much
less circuitry than if every register reference pending in the
1ssue queue 10 was tracked. For example, 1t the 1ssue queue
10 includes entries for 16 pending instructions, each of
which may specity up to 4 registers, then this would require
64 register references to be decoded per cycle rather than the
16 register references as in the example of FIGS. 3 and 4.

The amount of decode logic 80 1s also dependent on the
number of counters 70 provided. Hence, the larger the
number of registers 1 each group, the less decode logic 80
1s required. By tracking the number of pending register reads
in groups, rather than tracking the reads to each register
individually, the complexity of the one hot decoding logic 80
can be reduced significantly, as well as requiring fewer
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counters 70 and less logic for reading the count value and
controlling the corresponding bits of the unread register 68.

FIG. 5 shows an alternative example of the unread register
68. In this example, rather than having separate bit fields for
cach physical register 20, the unread register 68 may com-
prise a bitfield for each group of registers so that all of the
registers within the same group are represented by a single
bit which has a first value 1f there 1s at least one pending
access to the corresponding group of registers and a second
value 1 there 1s no pending access to any register of that
group. The register release control control logic 60 can
control whether the corresponding bitficlds 52 1n the
reserved register 530 for each of the corresponding group of
registers are cleared, based on the single bitfield 1n the
unread register 68 for that group. Also 1n the example of

FIG. 5, each group of registers comprises 8 registers rather
than 4 as 1n FIG. 2.

More generally, 1f there are Z addressable physical reg-
isters 20 and a maximum of M pending register references
in the 1ssue queue 10 (corresponding to the number of
registers specified per instruction multiplied by the maxi-
mum number of issue entries), then i1f the registers are
grouped 1n groups of G registers (where GG 1s 2 or more), then
all the register references can be tracked using 7Z/G counters
70 of N bits, where N 1s the smallest integer greater than or
equal to log,(MxG+1). In contrast, i1f register references
were tracked for individual registers (1.e. G=1), then this
would require Z counters of log,(M+1) bits.

Applying this to a real example with an 1ssue queue size
of 16 entries, 4 read registers per instruction and 128
addressable physical registers, 1.e. M=64, 7=128:

If each register was counted individually (G=1), then
N=upper(log 2(65))=7 bits, and 128 counters ol 7 bits each
would requires a huge amount of decode logic 80 and other
control circuitry.

In contrast, an acceptable less precise solution with G=8
may have N=upper(log 2(64*8+1))=10 bits and 128/8=16
counters. 16 counters of 10 bits each requires much less
circuit area not only in reducing the number of counter bits
(160 bits rather than 896 bits), but also 1n greatly reducing
the corresponding decode logic.

In the extreme case where there 1s only one group
(G=128), then N=upper(log 2(64*128+1))=14 bits, so there
1s only 1 counter of 14 bits which provides the smallest
circuit area and leakage overhead for the particular example
given above.

Hence, the group size G can be selected to trade off
performance against power consumption and circuit area
depending on the needs for a particular implementation.

In previous implementations, counting of individual reg-
isters has been considered too expensive for implementing
in a practical system, so that other techniques for protecting
physical registers still to be read against reallocation by the
rename stage 8 have been used. For example, some tech-
niques have prevented entries of the exception FIFO 34
being removed until the corresponding 1nstruction has been
executed (rather than being able to remove entries from the
exception FIFO 34 when the instruction 1s committed, which
may occur before actual execution of the mnstruction). How-
ever, blocking popping of entries from the exception FIFO
34 can result 1in the exception FIFO 34 becoming full earlier,
which can result in additional stalls to the pipeline and harm
performance. Instead, by counting the pending register reads
in groups of registers, the control overhead of the counters
70 and decode logic 80 can be made less expensive so that
it 1s not necessary to block the exception FIFO until reads
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are complete, providing a better balance between pertor-
mance and power consumption.

FIGS. 6 to 12 show methods for tracking which registers
are available for renaming. Each of these methods may be
performed 1n parallel.

FIG. 6 shows a method of incrementing the group counter
70 for a given register group. At step 100 an instruction
referencing a particular register X 1s allocated to the 1ssue
queue 10. The decode logic 80 decodes the register reference
and at step 102 triggers incrementing of the group counter 70
for the group of registers that includes register X.

FIG. 7 shows a method of decrementing the group counter
for a given register group. At step 104, an 1instruction
referencing register X leaves the 1ssue queue 10, indicating,
that the pending read to register X has completed. The
decode logic 80 decodes the register reference and at step
106 triggers decrementing of the group counter 70 for the
group of registers that includes register X.

FIG. 8 shows a method of controlling the unread status
register 68. At step 110 1t 1s detected whether the group
counter 70 for a register group Y 1s O. If so, then at step 112
the unread bits are cleared (set to 0) for each of the physical
registers 1n register group Y. If the group counter 70 1s not
0, then at step 114 the unread bits are set (to 1) for each of
the registers 1n register group Y. When the unread bits are set
then this will prevent the corresponding registers becoming
available for renaming 1if they are currently unavailable as
indicated by the reserved register 50, but they will not
prevent an already available register being selected by the
rename stage 8.

FIG. 9 shows a method of selecting physical registers for
renaming at the rename stage 8. At step 120 the rename stage
8 encounters an nstruction which specifies an architectural
register specifier as a destination register, and so a physical
register 1s to be selected for mapping to this architectural
register specifier. At step 122, the rename stage 8 adds an
entry to the exception FIFO 34 specitying the current
mapping in the rename table 32 for the specified architec-
tural register specifier, selects a physical register 20 for
which the reserved bitfield 52 1n the reserved register 50 1s
clear (=0), and updates the rename table 32 so that the
speciflied architectural register specifier 1s now mapped to
the selected physical register 20. At step 124, the reserved bit
52 1n the reserved register 50 for the selected register 1s set
to 1 to indicate that this register 1s now unavailable for
renaming. At step 126, the allocated bit in the allocated
register 62 corresponding to the selected physical register 1s
set to 1. At step 128, the allocated bit 1n the allocated register
62 1s cleared for the physical register which was previously
mapped to the same architectural register, and the exception
FIFO bit in exception FIFO register 66 1s set for this register
to indicate that this physical register 1s now indicated 1n the
exception FIFO 34, not the rename table 32. At step 130 the
invalid bit for the physical register selected at step 122 1s set
in the invalid register 64 to indicate that there 1s a pending
write outstanding for this physical register.

FIG. 10 shows a method of controlling the invalid register
64. At step 140 a write to a physical register 1 1s completed
at the write back stage 14. At step 142, the invalid bit for
register 11s cleared 1n the invalid register 64. By keeping the
invalid bit set until the write to register 1 1s complete, this
protects against write aiter write hazards.

FIG. 11 shows a method of controlling the exception
FIFO status register 66. At step 154 an entry 1s ivalidated
in the exception FIFO 34, which may take place once the
corresponding speculative instruction 1s resolved (commiut-
ted or cancelled). When the speculative mstruction 1s com-
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mitted, 1t 1s known that the physical register in the corre-
sponding exception FIFO will no longer be required, since
the register mapping indicated in the rename table 32 wall
now represent the valid contents of the specified architec-
tural register. When the mstruction 1s cancelled, after restor-
ing the exception FIFO mapping to the rename table, the
exception FIFO entry 1s no longer required. To track which
istruction corresponds to which exception FIFO entry, the
exception FIFO entries may be tagged with an indication of
the corresponding instruction, or 1nstructions in the pipeline
2 may be tagged with an indication of the corresponding
exception FIFO entry. In response to an entry being invali-
dated 1n the exception FIFO 34 at step 154, at step 156 the
bit of the exception FIFO status register 66 corresponding to
the physical register specified 1n the invalidated entry 1s
cleared to indicate that this physical register 1s no longer
required by the exception FIFO 34.

FIG. 12 shows a method of controlling releasing of
previously allocated physical registers. At step 160, the
register release control logic 60 determines whether the
control bits for a particular register 1 are clear (=0) 1n each
of the allocated register 62, the invalid register 64, the
exception FIFO register 66 and the unread register 68. If not
then the corresponding bit 32 in the reserved register 30
remains the same, so if the register j 1s already reserved, it
will remain reserved. If all of the bits for register 1 are clear
in the status registers 62, 64, 66, 68, then at step 162 register
release control logic 60 clears the corresponding bit in
reserved register 50 to indicate that this register can now be
selected again by the rename stage 8. In this way, a register
cannot be remapped to a different architectural register
specifier until 1t 1s no longer required by a current mapping
in the rename table 32, there are no outstanding writes to the
register, there 1s no need for the register to be preserved in
case a speculative nstruction 1s cancelled, and there 1s no
pending read to that register or any of the other registers
within the same group.

While FIG. 2 shows an example in which reserved
registers are indicated with bit field values of 1 and available
registers are indicated with bit fields of 0, other examples
could use the opposite mapping. In this case, the reserved
register 50 could instead be interpreted as an “available
register” where registers indicated with a batfield of 1 are
available and registers indicated with a baitfield of O are not
available. The status registers 62, 64, 66, 68 could also use
the opposite mapping with values of O indicating that
registers should remain unavailable. In this case, the register
release control logic 60 could comprise AND gates for
combining each of the status bits for a given register using
a logical AND operation, so that the availability bit 1s set to
1 only if each of the status registers 62, 64, 66, 68 indicate
that the register can be made available.

Also, while FIG. 3 shows an example of counting the
register references entering and leaving the 1ssue queue 10,
if another unit such as the execute unit 12 carries out register
reads, then register references entering and leaving this unit
could be counted in a similar way.

The information provided by the group counters 70 could
in some examples be used for other purposes, 1n addition to
controlling releasing of allocated registers for renaming. For
example, they could be used to track the progress of certain
instructions through the pipeline 2. For example, in an
apparatus including more than one pipeline 2, the group
counters 70 1n one pipeline 2 may provide an indication of
progress ol instructions accessing a group of registers,
which could be used by the other pipeline 2 to correlate its
execution of 1nstructions with that of the first pipeline 2. For
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example, some systems may have a data engine pipeline for
executing one or more specific types of instructions, and a
general purpose pipeline for executing other types of
instructions, with the group counters 70 allowing some
tracking of progress in the other pipeline.

FIG. 13 shows an example of the 1ssue queue 10 which
comprises a number of 1ssue slots 180 for holding i1ndica-
tions of pending instructions awaiting 1ssue. Each slot 180
comprises an 1ndication (e.g. an opcode) 182 of the type of
istruction, and zero, one or more register specifiers 184
identifying physical registers (renamed Ifollowing the
rename stage 8) which are to be read in response to the
instruction. In the example of FIG. 13 each 1ssue slot 180
may specily up to 4 physical register specifiers. The desti-
nation register of the instruction may also be specified, as
well as any other control information associated with the
istruction (these are not shown 1n FIG. 13 for conciseness).

FIGS. 14 and 15 show further examples of group tracking
indications provided by the available register control cir-
cuitry 30 for tracking pending register accesses in the 1ssue
queue 10 to any of a corresponding group of physical
registers. These may be provided istead of the group
counters 70, with registers 50, 62, 64, 66, 68 being used 1n
a similar way to the examples discussed above.

In FIGS. 14 and 15, the group tracking indications indi-
cate which issue slots 180 hold 1nstructions requiring access
to any register in the corresponding group of registers. In the
example of FIG. 14, a number of 1ssue slot status registers
200 are provided. Each 1ssue slot status register 200 corre-
sponds to one of the slots 180 of the 1ssue queue and
comprises a number of bitfields 202 with each batfield 202
corresponding to a respective group of two or more physical
registers. For instance, 1n this example each group comprises
8 registers no there 1s one bitfield 202 for registers O to 7,
another bitfield for registers 8 to 15, and so on. Each batfield
202 takes a first value (e.g. 1) if the instruction in the
corresponding 1ssue slot 180 refers to a register 1 the
corresponding group of registers, and takes a second value
(e.g. 0) otherwise. For example, in FIG. 13 the instruction 1n
slot 0 specifies registers R7, R12, R54 and so the bitfields
202 1n that slot’s status register 200-0 for register groups
0-7, 8-15 and 49-55 are set to 1 and the other bitfields 202
in register 200-0 are set to 0. The available register control
circuitry 30 may prevent a given register becoming available
for renaming (1.¢. prevent clearing of the corresponding
bitfield 1n reserved status register 50) if any of the bitfields
202 corresponding to the group of registers including the
given register are set to 1 1 any of the slot status registers
200. While FIG. 14 shows an example where there 1s one
slot status register 200 for each 1ssue slot 180, 1n other
examples there could be one status register 200 for each
register reference specified 1n the 1ssue queue. In practice,
the amount of decoding logic may be similar since in order
to determine the bitfields 202 for each slot 180, each of the
register specifiers 184 1n that slot may need to be decoded.

FIG. 15 shows another example in which each register
group has a corresponding status register 204, and each
status register 204 has a number of bitfields 206 each
corresponding to one of the 1ssue slots 180 to indicate
whether the corresponding issue slot 180 contains a register
reference to any register within the group corresponding to
that status register 204. Unavailable registers within a par-
ticular group of registers can be made available if the
bitfields 206 within the status register 204 corresponding to
that group of registers are all set to O to indicate that there
1s no pending reference in any of the issue slots 206 to that
group of registers. Note that the information shown in FIG.
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15 1s really the same information that 1s shown 1n FIG. 14,
but with the bitfields 206 grouped by register group instead
of by 1ssue slot 180. Again, other examples could have
bitfields 206 provided for each register specifier 184 1n the
1ssue queue rather than each issue slot 180.

Hence, the group tracking indications 200, 204 shown in
FIG. 14 or 15 could be used to set or clear the corresponding
bitfields of unread status register 68 shown 1n FIG. 2 or FIG.
5, and then the unread status register 68 could influence the
clearing of the reserved status register 50 1n a similar way to
discussed above.

The counter 70 embodiment may be more eflicient in
many cases because only register references entering and
leaving the 1ssue queue need to be decoded as shown 1n FIG.
3, rather than requiring the references in each 1ssue slot to be
decoded. However, 1n examples with smaller 1ssue queues
10 with fewer pending register references, the examples of
FIGS. 14 and 15 may be preferred. In any case, the approach
shown 1n FIGS. 14 and 15 may still require significantly less
decoding logic than would be required 11 accesses to each
individual register were tracked, rather than tracking
accesses to groups of registers as shown i FIGS. 14 and 15.
One reason 1s that when tracking registers in groups rather
than individually, fewer bits of the register specifiers need to
be considered 1n order to determine which tracking indica-
tion to update.

In the present application, the words “configured to . . . ™
are used to mean that an element of an apparatus has a
configuration able to carry out the defined operation. In this
context, a “configuration” means an arrangement or manner
of interconnection of hardware or software. For example, the
apparatus may have dedicated hardware which provides the
defined operation, or a processor or other processing device
may be programmed to perform the function. “Configured
to” does not imply that the apparatus element needs to be
changed 1n any way 1n order to provide the defined opera-
tion.

Although illustrative embodiments have been described
in detail herein with reference to the accompanying draw-
ings, 1t 1s to be understood that the invention 1s not limited
to those precise embodiments, and that various changes and
modifications can be eflected therein by one skilled in the art
without departing from the scope of the appended claims.

e

We claim:

1. A data processing apparatus comprising;:

register rename circuitry configured to map architectural
register specifiers specified by instructions to physical
registers to be accessed 1n response to the instructions;
and

available register control circuitry configured to control
which physical registers are available for mapping to an
architectural register specifier by the register rename
circuitry;

wherein for at least one group of two or more physical
registers, the available register control circuitry 1s con-
figured to control whether the physical registers of said
group are available 1n dependence on a group tracking
indication indicative of whether there i1s at least one
pending register read to any of the physical registers in
said group;

wherein the group tracking indication comprises a group
counter for counting a number of pending register reads
to any of the physical registers 1n said group; and

a number of said group counters are provided each
corresponding to a respective group of physical regis-
ters, where the number of group counters 1s less than a
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number of physical registers available for mapping to
architectural register specifiers by the register rename
circuitry;

wherein when the group tracking indication indicates that

there 1s no pending register read to any of the physical
registers 1 said group, the available register control
circuitry 1s configured to determine whether an unavail-
able register of said group can become available inde-
pendently from other registers of said group.

2. The data processing apparatus according to claim 1,
wherein the available register control circuitry 1s configured
to prevent an unavailable physical register becoming avail-
able when the group tracking indication for a group of
physical registers including the unavailable physical register
indicates that there 1s at least one pending register read to
any of the physical registers 1n the group.

3. The data processing apparatus according to claim 1,
wherein the group tracking indication comprises a group
pending 1indication having one of a first value indicating that
there 1s a pending register read to any of the physical
registers 1n said group and a second value indicating that
there 1s no pending register read to any of the physical
registers 1n said group.

4. The data processing apparatus according to claim 1,
comprising a register reading unit configured to read a value
from a physical register 1n response to at least some 1nstruc-
tions.

5. The data processing apparatus according to claim 4,
wherein the register reading unit comprises an issue queue
configured to queue 1nstructions to be 1ssued for execution.

6. The data processing apparatus according to claim 4,
wherein the register reading unit comprises at least part of an
execute unit configured to execute instructions.

7. The data processing apparatus according to claim 4,
wherein the group tracking indication comprises a group
counter indicative of the number of references to any of the
physical registers in the group by pending instructions in the
register reading unit.

8. The data processing apparatus according to claim 7,
wherein the available register control circuitry i1s configured
to increment the group counter 1n response to an instruction
referencing any of the group of physical registers being
provided to the register reading unait.

9. The data processing apparatus according to claim 7,
wherein the available register control circuitry i1s configured
to decrement the group counter in response to an mstruction
referencing any of the group of physical registers being
removed from, or completing processing in, the register
reading unit.

10. The data processing apparatus according to claim 7,
wherein the available register control circuitry 1s configured
to prevent an unavailable physical register becoming avail-
able when the group counter for a group of physical registers
including the unavailable physical register has a value other
than a predetermined value.

11. The data processing apparatus according to claim 10,
wherein the predetermined value 1s zero.

12. The data processing apparatus according to claim 4,
wherein the register reading unit comprises a plurality of
register reading slots to store indications of pending register
reads; and

the group tracking indication comprises an indication of

which of the register reading slots store an indication of
a pending register read specifying any of the physical
registers 1n said group.
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13. The data processing apparatus according to claim 1,
comprising a plurality of group tracking indications each
corresponding to a respective group of two or more physical
registers;

wherein for each group, the available register control

circuitry 1s configured to control whether the physical
registers of the group are available 1n dependence on
the corresponding group tracking indications.

14. The data processing apparatus according to claim 7,
wherein the apparatus comprises Z physical registers;

cach group of physical registers comprises G physical

registers, where 2=G=/;

the register reading umit 1s capable of handling up to M

pending register reads; and

the apparatus comprises 7Z/G group counters, each group

counter comprising at least N bits, where N 1s the
smallest integer greater than or equal to log, (MxG+1).

15. The data processing apparatus according to claim 1,
wherein for each physical register of the group, the available
register control circuitry 1s configured to control whether the
physical register 1s available 1n dependence on the group
tracking indication and at least one further parameter.

16. The data processing apparatus according to claim 15,
wherein the at least one further parameter comprises one or
more of:

a parameter indicating whether the physical register 1s

currently mapped to an architectural register specifier;

a parameter indicating whether there 1s an uncompleted

write to the physical register; and

a parameter indicating whether there 1s an unresolved

speculative instruction which specifies an architectural
register specifier which was previously mapped to the
physical register.

17. A data processing apparatus comprising:

means for mapping architectural register specifiers speci-

fied by 1nstructions to physical registers to be accessed
in response to the mstructions; and

means for controlling which physical registers are avail-

able for mapping to an architectural register specifier
by the means for mapping;

wherein for at least one group of two or more physical

registers, the means for controlling 1s configured to
control whether the physical registers of said group are
available 1n dependence on a group tracking indication
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indicative of whether there 1s at least one register read
to any of the physical registers 1n said group;

wherein the group tracking indication comprises a group
counter for counting a number of pending register reads
to any of the physical registers 1n said group; and

a number of said group counters are provided each
corresponding to a respective group of physical regis-
ters, where the number of group counters 1s less than a
number of physical registers available for mapping to
architectural register specifiers by the means for map-
ping;

wherein when the group tracking indication indicates that
there 1s no pending register read to any of the physical
registers 1n said group, the means for controlling 1s
configured to determine whether an unavailable regis-
ter of said group can become available independently
from other registers of said group.

18. A data processing method comprising:

mapping architectural register specifiers specified by
istructions to physical registers to be accessed 1n
response to the instructions; and

for at least one group of physical registers:

maintaining a group tracking indication indicative of
whether there 1s at least one register read to any of the
physical registers 1n the group; and

controlling, in dependence on said group tracking indi-
cation, whether the physical registers of the group are
available for mapping to architectural register specifi-
ers 1n the mapping step;

wherein the group tracking indication comprises a group
counter for counting a number of pending register reads
to any of the physical registers 1n said group; and

a number of said group counters are provided each
corresponding to a respective group of physical regis-
ters, where the number of group counters 1s less than a
number of physical registers available for mapping to
architectural register specifiers; and

wherein when the group tracking indication indicates that
there 1s no pending register read to any of the physical
registers 1n said group, the controlling comprises deter-
mining whether an unavailable register of said group
can become available independently from other regis-
ters of said group.
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