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(57) ABSTRACT

Mechanisms for mjecting code into embedded devices are
provided. In some embodiments, once the code 1s mjected
into the embedded device, the mnjected code can analyze and
modily the code of the embedded device (e.g., firmware) to
create the execution environment for the injected code. For
example, the injected code can identily program instruction
locations 1n the code of the embedded device into which
Jump 1nstructions can be placed. The injected code can also
insert at least one jump instruction at an i1dentified program
instruction location 1n the code of the embedded device. In
response to the execution of a jump instruction, the mjected
code can save a context of the code of the embedded device
to memory and loading a payload context into a processor of
the embedded device. The payload context can then be
executed by the processor of the embedded device.
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This application claims the benefit of U.S. Provisional

Patent Application No. 61/171,643, filed Apr. 22, 2009,
which 1s hereby incorporated by reference herein in its

entirety.

STATEMENT REGARDING FEDERALLY
SPONSORED RESEARCH OR DEVELOPMENT

The invention was made with government support under
Grant No. N00014-09-10757 awarded by Oflice of Naval
Research (ONR). The government has certain rights in the
invention.

TECHNICAL FIELD

The disclosed subject matter relates to methods, systems,
and media for iserting code into embedded devices.

BACKGROUND

Attackers routinely exploit vulnerabilities 1n computer
systems to inject malicious code. For example, attackers can
gain access to an internal network with the use of spyware
or rootkits. Such software can be easily installed on com-
puter systems from physical or digital media (e.g., email,
downloads, etc.) and can provide these attackers with
administrator or “root” access on a machine along with the
capability of gathering sensitive data. In particular, attackers
can snoop or eavesdrop on a computer or a network,
download and exfiltrate data, steal assets and information,
destroy critical assets and information, and/or modily infor-
mation. Rootkits have the ability to conceal themselves and
clude detection, especially when the rootkit 1s previously
unknown, as 1s the case with zero-day attacks.

These attackers also have the capability to attack net-
worked embedded devices, such as routers, access points,
modems, network webcams, network printers, conferencing
units, voice over Internet protocol (VOIP) adapters, and
virtual private network (VPN) devices. A network of com-
puters that has been infected with malicious code, where
cach infected computer can be controlled by an attacker
often without knowledge of the infected computer’s owner
1s generally referred to as a botnet and these networked
embedded devices can be used in botnets. For example,
networked embedded devices can be compromised using
out-of-the-box default passwords and used in botnets,
where, 1n many instances, embedded devices are the core
communication components of a networked system.

In response to these threats, many computers are protected
by antivirus soiftware and firewalls. However, these preven-
tative measures are not always adequate. In particular,
traditional antivirus software does not work on embedded
devices and, generally speaking, these embedded devices are
not built with security in mind. Moreover, the code or
firmware on these embedded devices 1s often proprietary and
undisclosed to third parties. Accordingly, updating and
moditying device firmware for diflerent embedded devices
1s a diflicult task.

There 1s therefore a need in the art for approaches for
injecting code mto embedded devices. Accordingly, 1t 1s
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desirable to provide methods, systems, and media that
overcome these and other deficiencies of the prior art. For

example, methods, systems, and media are provided that
protect embedded devices against exploitation by injecting
and moditying the code of the embedded device without
altering the behavior of the embedded device and without
prior knowledge of function entry points or other memory
information in the embedded device.

SUMMARY

In accordance with various embodiments, mechanisms for
injecting code mto embedded devices are provided.

In some embodiments, mechanisms are provided for
injecting code written in high level programming languages
into embedded devices, such as routers, access points,
modems, webcams, printers, conferencing units, VOIP
adapters, VPN devices, and/or any other suitable device.
Once the code 1s 1njected into the embedded device, the
injected code analyzes and modifies the code of the embed-
ded device (e.g., firmware) to create the execution environ-
ment for the injected code. For example, the njected code
determines and selects function entry points, return mstruc-
tions, program 1instruction locations, and/or other locations
in the code and reallocates the needed system resources
(e.g., processing and/or memory resources) such that the
injected code can execute 1n a time-shared fashion concur-
rently with the code of the embedded device. That 1s, the
code of the embedded device can be modified to allow
repeated execution of the injected code without otherwise
altering the behavior of the embedded device.

It should be noted that these mechamisms modity the code
of the embedded device without reliance upon the source
code. For example, the code of the embedded device 1is
injected and modified without prior knowledge of function
entry points or other memory information in the embedded
device. It should also be noted that these mechanisms
modily the code of the embedded device without altering the
behavior of the embedded device.

These mechanisms can be used 1n a variety of applica-
tions. For example, these mechanisms provide the opportu-
nity to upgrade and enhance deployed or existing devices
(each having different firmware) with security features to
protect those devices from attacks designed for nefarious
purposes. In another example, these mechanisms can be
used to retrofit a variety ol embedded devices with detection
and/or security applications (e.g., antivirus applications,
intrusion detection systems, etc.). In a more particular
example, a rootkit detector can be injected into a router,
where the detector continuously verifies the integrity of the
running code of the router. Using a code whitelisting strat-
egy, the detector injected 1nto the router can detect rootkat
hooks and foreign code mjection in real time.

Methods, systems, and media for imjecting code into
embedded devices are provided. In some embodiments,
methods for injecting code into embedded devices are
provided, the methods comprising: embedding payload
execution code mto an embedded device; 1dentifying pro-
gram 1nstructions in code of the embedded device into which

60 jump instructions can be placed; mserting at least one jump
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instruction at an identified program instruction; allocating
memory for storing an execution context of an injected
payload; saving a context of the code of the embedded
device to memory; loading and executing a payload context
into a processor of the embedded device; determining when
execution of the payload context is to be interrupted; and 1n
response to determining that the execution of the payload
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context 1s to be interrupted, saving the payload context,
restoring the context of the code of the embedded device,
and continuing execution of the code of the embedded
device.

In some embodiments, a system for injecting code into
embedded devices 1s provided, the system comprising: a
processor that: embeds payload execution code mnto an
embedded device; 1dentifies program instructions in code of
the embedded device into which jump instructions can be
placed; mserts at least one jump instruction at an 1dentified
program 1nstruction; allocates memory for storing an execu-
tion context of an 1njected payload; saves a context of the
code of the embedded device to memory; loads and executes
a payload context into a processor of the embedded device;
determines when execution of the payload context 1s to be
interrupted; and 1n response to determining that the execu-
tion of the payload context 1s to be interrupted, saves the
payload context, restores the context of the code of the
embedded device, and continues execution of the code of the
embedded device.

In some embodiments, non-transitory computer-readable
medium containing computer-executable instructions that,
when executed by a processor, cause the processor to
perform a method for 1njecting code into embedded devices,
1s provided. The method comprises: embedding payload
execution code nto an embedded device; identifying pro-
gram 1nstructions in code of the embedded device into which
Tump 1nstructions can be placed; 1nserting at least one jump
istruction at an identified program instruction; allocating
memory for storing an execution context of an injected
payload; saving a context of the code of the embedded
device to memory; loading and executing a payload context
into a processor of the embedded device; determining when
execution of the payload context 1s to be interrupted; and 1n
response to determining that the execution of the payload
context 1s to be interrupted, saving the payload context,
restoring the context of the code of the embedded device,
and continuing execution of the code of the embedded
device.

BRIEF DESCRIPTION OF TH.

(L]

DRAWINGS

FIG. 1 1s a diagram of a system suitable for implementing,
an application that injects codes into embedded devices 1n
accordance with some embodiments of the disclosed subject
matter.

FIG. 2 1s a diagram showing an illustrative example of a
process for mjecting code mto embedded devices 1 accor-
dance with some embodiments of the disclosed subject
matter.

FIG. 3 1s a diagram showing an illustrative example of a
memory layout for allocating injected payload execution
code 1nto a small segment of unused memory 1n accordance
with some embodiments of the disclosed subject matter.

FIGS. 4A and 4B 1s a diagram showing an illustrative
example of the iterception of one or more arbitrary func-
tions 1n the code of an embedded device 1n accordance with
some embodiments of the disclosed subject matter.

FIG. 5 15 a flow diagram showing an 1llustrative example
of the execution of a function modified by the imnjected code,
where the payload execution code 1s loaded and executed
prior to the execution of the native function 1n accordance
with some embodiments of the disclosed subject matter.

FIG. 6 1s a diagram showing an illustrative example of the
payload execution code 1n accordance with some embodi-
ments of the disclosed subject matter.
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4
DETAILED DESCRIPTION

In accordance with various embodiments, mechanisms for
injecting code into embedded devices are provided.

In some embodiments, mechanisms are provided for
injecting code written 1n high level programming languages
into embedded devices, such as routers, access points,
modems, webcams, printers, conferencing units, VOIP
adapters, VPN devices, and/or any other suitable device.
Once the code 1s 1njected into the embedded device, the
injected code analyzes and modifies the code of the embed-
ded device (e.g., firmware) to create the execution environ-
ment for the injected code. For example, the injected code
determines and selects function entry points, return mstruc-
tions, program instruction locations, and/or other locations
in the code and reallocates the needed system resources
(e.g., processing and/or memory resources) such that the
injected code can execute 1n a time-shared fashion concur-
rently with the code of the embedded device. That 1s, the
code of the embedded device can be modified to allow
repeated execution of the injected code without otherwise
altering the behavior of the embedded device.

It should be noted that these mechamisms modity the code
of the embedded device without reliance upon the source
code. For example, the code of the embedded device is
injected and modified without prior knowledge of function
entry points or other memory information in the embedded
device. It should also be noted that these mechanisms
modily the code of the embedded device without altering the
behavior of the embedded device.

These mechanisms can be used 1n a variety of applica-
tions. For example, these mechanisms provide the opportu-
nity to upgrade and enhance deployed or existing devices
(each having different firmware) with security features to
protect those devices from attacks designed for nefarious
purposes. In another example, these mechanisms can be
used to retrofit a variety of embedded devices with detection
and/or security applications (e.g., antivirus applications,
intrusion detection systems, etc.). In a more particular
example, a rootkit detector can be injected into a router,
where the detector continuously verifies the mtegrity of the
running code of the router. Using a code whitelisting strat-
egy, the detector 1njected into the router can detect rootkit
hooks and foreign code ijection in real time.

Turning to FIG. 1, an example of a system 100 in which
the payload injection mechanisms can be implemented. As
illustrated, system 100 includes multiple collaborating com-
puter systems 102, 104, and 106, a communication network
108, a networked embedded device 110, communication
links 112, and an attacker computer system 114.

Collaborating systems 102, 104, and 106 can be systems
owned, operated, and/or used by universities, businesses,
governments, non-profit organizations, families, individuals,
and/or any other suitable person and/or entity. Collaborating
systems 102, 104, and 106 can include any number of user
computers, servers, firewalls, routers, switches, gateways,
wireless networks, wired networks, intrusion detection sys-
tems, and any other suitable devices. For example, collabo-
rating systems 102, 104, and/or 106 can be connected to a
networked embedded device 110. As used herein, embedded
device 110 can be any number of routers, switches, gate-
ways, webcams, gaming systems, mput devices, 1imaging
devices, conferencing units, communications devices, VPN
devices, VOIP adapters, printers, and/or any other suitable
devices. In a more particular example, embedded device 110
can be a Microprocessor without Interlocked Pipeline Stages
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(MIPS2)-based embedded device or a POWERPC®-based
embedded device, such as a CISCO® Systems router or a
LINKSYS® router.

It should be noted that any number of embedded devices
110 can be present 1n system 100, but only one 1s shown 1n
FIG. 1 to avoid overcomplicating the drawing.

It should also be noted that each embedded device 110 can
include code, such as firmware, that runs on the embedded
device 110. For example, a router contains programs and/or
data structures that control the operation and behavior of the
router. In some embodiments, the code on the embedded
device 110 1s proprietary such that function entry points,
memory locations, etc. in the embedded device 110 are
unknown. It should further be noted that the code on one
embedded device can be different from the code on another
embedded device based on, for example, manufacturer of
the embedded device, type of embedded device, efc.

In addition, collaborating systems 102, 104, and 106 can
include one or more processors, such as a general-purpose
computer, a special-purpose computer, a digital processing
device, a server, a workstation, and/or various other suitable
devices. Collaborating systems 102, 104, and 106 can run
programs, such as operating systems (OS), soltware appli-
cations, a library of functions and/or procedures, back-
ground daemon processes, and/or various other suitable
programs. In some embodiments, collaborating systems 102,
104, and 106 can support one or more virtual machines. Any
number (including only one) of collaborating systems 102,
104, and 106 can be present 1n system 100, and collaborating
systems 102, 104, and 106 can be 1dentical or different.

Communication network 108 can be any suitable network
for facilitating communication among computers, servers,
etc. For example, communication network 108 can include
private computer networks, public computer networks (such
as the Internet), telephone communication systems, cable
television systems, satellite communication systems, wire-
less communication systems, any other suitable networks or
systems, and/or any combination of such networks and/or
systems.

It should be noted that, 1n some embodiments, an attacker
using attacker computer system 114 can obtain internal
network access. For example, using spyware or rootkits,
attackers can gain access to communications network 108.
Such software can easily be installed on computer systems
from physical or digital media (e.g., email, downloads, etc.)
that provides an attacker with administrator or “root” access
on a machine along with the capability of gathering sensitive
data. The attacker using attacker computer system 114 can
also snoop or eavesdrop on one or more systems 102, 104,
and 106 or communications network 108, download and
exfiltrate data, steal assets and information, destroy critical
assets and imnformation, and/or modily information. Rootkits
have the ability to conceal themselves and elude detection,
especially when the rootkit 1s previously unknown, as 1s the
case with zero-day attacks.

It should also be noted that the owner of embedded device
110 or systems 102, 104, and/or 106 1s generally not aware
of what operations embedded device 110 1s performing. That
1s, embedded device 110 can be acting under the control of
another computer (e.g., attacking computer system 116) or
autonomously based upon a previous computer attack which
infected embedded device 110 with a virus, worm, trojan,
spyware, malware, probe, efc.

More particularly, for example, each of the one or more
collaborating or client computers 102, 104, and 106, embed-
ded device 110, and attacking computer system 114, can be
any ol a general purpose device such as a computer or a
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special purpose device such as a client, a server, etc. Any of
these general or special purpose devices can include any
suitable components such as a processor (which can be a
microprocessor, digital signal processor, a controller, etc.),
memory, communication interfaces, display controllers,
iput devices, etc. For example, collaborating system 102
can be implemented as a personal computer, a personal data
assistant (PDA), a portable email device, a multimedia
terminal, a mobile telephone, a set-top box, a television, etc.

In some embodiments, any suitable computer readable
media can be used for storing instructions for performing the
processes described herein. For example, 1n some embodi-
ments, computer readable media can be transitory or non-
transitory. For example, non-transitory computer readable
media can 1include media such as magnetic media (such as
hard disks, floppy disks, etc.), optical media (such as com-
pact discs, digital video discs, Blu-ray discs, etc.), semicon-
ductor media (such as flash memory, electrically program-
mable read only memory (EPROM), electrically erasable
programmable read only memory (EEPROM), etc.), any
suitable media that 1s not fleeting or devoid of any sem-
blance of permanence during transmission, and/or any suit-
able tangible media. As another example, transitory com-
puter readable media can include signals on networks, in
wires, conductors, optical fibers, circuits, any suitable media
that 1s fleeting and devoid of any semblance of permanence
during transmission, and/or any suitable intangible media.

Referring back to FIG. 1, communication links 112 can be
any suitable mechanism for connecting collaborating sys-
tems 102, 104, 106, embedded device or devices 110, and
attacking computer system 114 to communication network
108. Links 112 can be any swtable wired or wireless
communication link, such as a T1 or T3 connection, a cable
modem connection, a digital subscriber line connection, a
Wi-F1 or 802.11(a), (b), (g), or (n) connection, a dial-up
connection, and/or any other suitable communication link.
Alternatively, communication links 112 can be omitted from
system 100 when approprate, in which case systems 102,
104, and/or 106 and embedded device 110 can be connected
directly to communication network 108.

As described above, payload injection mechanisms that
inject code mnto embedded devices, such as embedded
device 110 of FIG. 1, can be provided. FIG. 2 illustrates an
example of a process 200 for 1injecting payload code 1nto an
embedded device in accordance with some embodiments of
the disclosed subject matter. As shown, process 200 begins
by 1njecting or embedding payload execution code mto an
embedded device. As described above, an embedded device
can be any number of routers, switches, gateways, webcams,
gaming systems, mput devices, imaging devices, conferenc-
ing units, communications devices, VPN devices, VOIP
adapters, printers, and/or any other suitable devices. More
particularly, the embedded device can be a MIPS®-based
embedded device or a POWERPC®-based embedded
device, such as a CISCO® Systems router or a LINKSYS®
router.

In some embodiments, the payload execution code can be
embedded 1n the embedded device at run time. For example,
this can be done dynamically through the exercise of an
exploitable vulnerability in the code base of the device.
Alternatively, the payload execution code can modily the
firmware of the embedded device prior to boot time. For
example, this can be done by patching the Internetwork
Operating System (10S) software 1nstalled on a router.

As shown 1 FIG. 3, the payload execution code injected
into the embedded device 1s allocated a small portion of
unused memory on the embedded device (e.g., unused
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portion of memory 315 in FIG. 3). For example, 1n some
embodiments, the payload execution code 1s stored 1n a
portion of memory that i1s less than about four kilobytes.
Within this small portion of unused memory, the payload
execution code embeds both the payload execution environ-
ment and the target code within memory portion 330. The
remaining portion of unused memory can be used for storing,
execution contexts ol the ijected payload as described
herein.

It should be noted that these mechanisms modity the code
of the embedded device without reliance upon the source
code (e.g., without prior knowledge of function entry points,
return instructions, program instruction locations, or other
memory information in the embedded device). Referring
back to FIG. 2, upon embedding the payload execution code
into the embedded device, particular program 1nstruction
locations 1n the code are i1dentified at 220. For example, the
process can 1dentily function entry points (FEPs), function
or library routine return instruction locations, any other
suitable program instruction or memory location, and/or any
suitable combination thereof. More particularly, a static
analysis on the embedded device’s code 1s conducted to
identily function entry points and/or any suitable program
instruction locations suitable for hooking 1n. A subset of one
or more program 1instruction locations 1s then selected. At
230, at least one jump 1nstruction 1s inserted at an identified
program 1instruction location.

For example, as shown 1n FIGS. 4A and 4B, a particular
tfunction 404 (e.g., a native operating system function) of the
native firmware or code 402 of the embedded device 1s
intercepted by a Parasitic Embedded Machine Manager
(PEMM) 408 using jump instruction or hook 406, which
may be imjected into the embedded device as part of the
payload execution code. As shown in both FIGS. 4A and 4B,
the payload injection mechanisms modily the code of the
device to embed the payload execution code (e.g., PEM
payload 410) and hook 1nto a subset of 1dentified functions
(e.g., functions A through I). In some embodiments, after the
PEMM and payload execution code are injected into the
code of the embedded device, functions, such as native
operating system functions, can be arbitrarily intercepted. In
response, these injected hooks or jump instructions 406
invoke the payload execution code 410 prior to running the
intended native function of the embedded device.

It should be noted that, in some embodiments, a single
machine nstruction 1s modified per program instruction
(e.g., a function entry point, a function or library routine
return instruction, etc.) and does not otherwise change the
behavior of the code of the embedded device. That 1s, these
mechanisms modity the code of the embedded device with-
out aflecting 1ts original behavior.

Accordingly, the payload execution component 1s respon-
sible for maintaining a stable execution environment for the
injected payload and executing a number of instructions of
the payload each time it 1s 1nvoked. More particularly, the
payload execution component 1s responsible for maintaining
a persistent state of the mjected payload execution across
repeated invocations of the function entry points, function or
library routine return instructions, or any other suitable
program instruction, and regulates the payload’s processor
usage per ivocation.

Referring back to FIG. 2, process 200 allocates a small
portion ol memory within the memory region to store an
execution context of the injected payload at 240. As shown
in FI1G. 3, an unused portion of memory 315 can be allocated
for the execution context. It should be noted that the
execution context can be similar to any stack oriented
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process execution system. The execution context for the
payload can include values, such as, for example, payload
stack pointer, payload instruction pointer, payload register
values, etc. In some embodiments, these mechanisms pro-
vide a specialized, low memory payload virtual machine that
1s time multiplexed with the code (e.g., firmware) of the
embedded device and mmvoked each time the hooked func-
tion entry points or program instructions are executed by the
native code.

Each time the payload execution code 1s invoked in
response to the jump instruction inserted at 230, a context
switch 1s performed. The context switch can include saving,
the context of the code of the embedded device into memory
(at 250) and then loading and executing a payload execution
context 1nto the processor of the embedded device (at 260).
More particularly, the payload instruction pointer value 1s
used, where the execution of the payload execution code
begins from where 1t last left off by jumping to the address
indicated by the payload instruction pointer value.

It should be noted that the payload execution code 1s
generally written such that it periodically returns to an
execution context, but not frequently such that a substantial
delay 1n the execution of the firmware of the embedded
device. That 1s, the injected payload can operate without an
appreciable decrease in the performance of the embedded
device.

At 270, process 200 determines when the execution of the
payload 1s to be interrupted. For example, the number of
jumps that have occurred can be counted and the execution
of the payload can be interrupted after a given number of
jumps have occurred. When 1t 1s determined that the payload
1s to be interrupted, the stage of the payload context 1s saved
and the previously saved context of the previously running
code 1s restored, thereby continuing the execution of the
code of the embedded device from the point at which it was
suspended.

Similarly to process 200 shown 1n FIG. 2, FIG. 5§ shows
an 1llustrative flow diagram of the execution environment
that allows the payload execution code to execute repeatedly
in a time-multiplexed fashion without aflecting the embed-
ded device’s original behavior. As shown, in response to
calling a function (_functionA) that has been modified with
payload execution code at 501, the hook using at least one
Jump 1nstruction mvokes the payload execution code before
running the itended native function (_functionA Body) at
502. The jump 1nstruction then points to the Payload Execu-
tion Machine Manager (PEMM) at 503, where the PEMM
was 1njected into the embedded device as part of the payload
execution code. In some embodiments, the PEMM manages
an 1solated execution context of the payload (sometimes
referred to herein as the “PEM Payload”).

As described above 1n connection with FIG. 2, the PEMM
manages the context switch at 504. The context of the code
of the embedded device into memory 1s saved and a payload
execution context 1s executed in the embedded device. For
example, the PEMM can retrieve a payload 1nstruction
pointer value or any other suitable value to determine a
particular point for executing the payload execution code. To
provide minimal delay to the performance of the embedded
device, the PEMM determines when the execution of the
payload 1s to be interrupted at 505. In one example, the
PEMM can determine the number of jumps that have
occurred, the amount of time that has elapsed, or any other
suitable criterion. In response to determining that the pay-
load 1s to be terrupted, the PEMM performs another
context switch at 506. For example, the PEMM can save the
stage of the payload context and restore the previously saved
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context of the previously running code. At this point, the
execution of the code of the embedded device 1s continued
from the point at which i1t was suspended. Upon completion
of that particular function (_functionA), the code points to
the next function at 507.

It should be noted that the payload execution code
executes 1n parallel to the code of the embedded device (e.g.,
firmware), the payload execution code 1s invisible to the
code of the embedded device, and the payload execution
code controls processor and memory allocations between the
code of the embedded device and itsell.

An example of the payload execution code 1n accordance
with some embodiments 1s shown 1n FIG. 6. As shown, the
payload execution code scans through a segment of memory
and performs a computation on the memory segment before
periodically yielding control of the processor back to the
native code (e.g., native operating system). For example, the
payload execution code can calculate a checksum over
protected operating system memory regions (e.g., code
sections, data sections, etc.).

In a more particular example, upon {first istallation of a
payload execution code (e.g., an injected router monitor and
integrity function), the memory of the embedded device 1s
scanned and a hash of that memory 1s produced and stored
in a white list maintained by the integrity checking software.
In subsequently performed checks, the same memory 1is
scanned and the hash 1s recalculated and compared to the
initial hash first computed upon the first injection of code.
Accordingly, the integrity checksum 1s periodically or con-
tinuously recomputed at prescribed or desired intervals and
checked against the white list to detect any modification to
the code. Any malicious code 1njections result 1n a different
hash value, which 1s detected by the 1njected code.

In another example, as CISCO® I0OS images are known
and widely deployed to many routers that form the backbone
of the Internet, checksums for all IOS i1mages can be
pre-calculated in an offline fashion and supplied with the
code 1njection mechanisms. Any change to the code section,
which should not be modified by any legitimate code, can be
an accurate indicator of exploitation of the router or other
embedded device that 1s detected 1n real time.

Accordingly, methods, systems, and media are provided
for injecting code mnto embedded devices.

Although the mmvention has been described and illustrated
in the foregoing illustrative embodiments, 1t 1s understood
that the present disclosure has been made only by way of
example, and that numerous changes 1n the details of 1mple-
mentation of the mvention can be made without departing,
from the spirit and scope of the invention. Features of the
disclosed embodiments can be combined and rearranged 1n
various ways.

What 1s claimed 1s:

1. A method for imjecting information mto embedded
devices, the method comprising:

identifying empty memory within a firmware memory

region ol an embedded device, wherein the embedded
device includes code stored in the firmware memory
region;

embedding payload execution code into a first portion of

the empty memory of the embedded device;
identifying program instructions in the code stored in the
firmware memory region of the embedded device into
which jump 1nstructions can be placed by performing a
static analysis on the code stored in the firmware
memory region of the embedded device to 1dentily a
plurality of function entry points, wherein the static
analysis 1s performed prior to inserting at least one
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jump 1nstruction into the code stored in the firmware
memory region of the embedded device;

inserting the at least one jump 1nstruction at an identified

function entry point from the plurality of function entry
points 1n the code stored in the firmware memory
region of the embedded device, wherein the at least one
jump instruction 1s part of the payload execution code;
allocating a second portion of the empty memory and
storing an execution context of an injected payload nto
the second portion of the empty memory, wherein the
injected payload 1s part of the payload execution code
embedded 1n the first portion of the empty memory;
saving a context of the code stored in the firmware
memory region of the embedded device to the second
portion of the empty memory 1n response to detecting
an execution of the at least one jump 1nstruction;
loading the execution context of the injected payload nto
a processor of the embedded device;
causing the 1njected payload to be executed by the pro-
cessor based on the execution context of the injected
payload;

determining when execution of the mjected payload 1s to

be interrupted; and

in response to determining that the execution of the

injected payload 1s to be interrupted, saving the execu-
tion context of the injected payload, restoring the
context of the code stored in the firmware memory
region of the embedded device, and continuing execu-
tion of the code stored in the firmware memory region
of the embedded device.

2. The method of claim 1, wherein the payload execution
code 1s embedded into the embedded device at run time by
exploiting a vulnerability 1n the embedded device.

3. The method of claim 1, wherein the payload execution
code 1s embedded 1nto the embedded device at boot time by
patching the code stored in the firmware memory region of
the embedded device.

4. The method of claim 1, wherein the execution context
of the mjected payload includes at least one of a payload
stack pointer, a payload instruction pointer, and a payload
register value.

5. The method of claim 4, further comprising using the
payload instruction pointer to access the payload execution
code at a particular address for execution.

6. The method of claim 1, wherein determining when the
execution of the injected payload 1s to be interrupted further
comprises determining at least one of: a number of jump
instructions that have been executed and an amount of time
that has elapsed prior to execution of the code stored in the
firmware memory region of the embedded device.

7. The method of claim 1, wherein the execution of the
injected payload performs a first checksum on portions of
the firmware memory region of the embedded device.

8. The method of claim 7, wherein the execution of the
injected payload verifies integrity of the code stored 1n the
firmware memory region of the embedded device by per-
forming a second checksum on the portions of the firmware
memory region of the embedded device and comparing the
second checksum with the first checksum.

9. A non-transitory computer-readable medium containing,

computer-executable instructions that, when executed by a
processor, cause the processor to perform a method for
injecting information mnto embedded devices, the method
comprising;
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identifying empty memory within a firmware memory
region of an embedded device, wherein the embedded
device includes code stored in the firmware memory
region;

embedding payload execution code 1nto a first portion of
the empty memory of the embedded device;

identifying program instructions in the code stored in the

firmware memory of the embedded device into which

jump 1nstructions can be placed by performing a static
analysis on the code stored in the firmware memory
region of the embedded device to identify a plurality of
function entry points, wherein the static analysis is
performed prior to inserting at least one jump 1nstruc-
tion 1nto the code stored in the firmware memory of the
embedded device:

inserting the at least one jump instruction at an 1dentified
function entry point from the plurality of function entry
points 1n the code stored 1n the firmware memory of the
embedded device, wherein the at least one jump
instruction 1s part of the payload execution code;

allocating a second portion of the empty memory and
storing an execution context of an injected payload into
the second portion of the empty memory, wherein the
injected payload 1s part of the payload execution code
embedded 1n the first portion of the empty memory;

saving a context of the code stored in the firmware
memory of the embedded device to the second portion
of the empty memory in response to detecting an
execution of the at least one jump 1nstruction;

loading the execution context of the injected payload 1nto
an embedded device processor of the embedded device;

causing the injected payload to be executed by the embed-
ded device processor based on the execution context of
the 1njected payload;

determining when execution of the injected payload 1s to
be interrupted; and

in response to determining that the execution of the
injected payload 1s to be interrupted, saving the execu-
tion context of the injected payload, restoring the
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context of the code stored 1n the firmware memory of
the embedded device, and continuing execution of the
code stored in the firmware memory of the embedded
device.

10. The non-transitory computer-readable medium of
claim 9, wherein the payload execution code 1s embedded
into the embedded device at run time by exploiting a
vulnerability 1n the embedded device.

11. The non-transitory computer-readable medium of
claim 9, wherein the payload execution code 1s embedded
into the embedded device at boot time by patching the code
stored 1n the firmware memory of the embedded device.

12. The non-transitory computer-readable medium of
claiam 9, wherein the execution context of the injected
payload includes at least one of a payload stack pointer, a
payload istruction pointer, and a payload register value.

13. The non-transitory computer-readable medium of
claim 12, further comprising using the payload instruction
pointer to access the payload execution code at a particular
address for execution.

14. The non-transitory computer-readable medium of
claim 9, wherein determining when the execution of the
injected payload 1s to be interrupted further comprises
determining at least one of: a number of jump instructions
that have been executed and an amount of time that has
clapsed prior to execution of the code stored 1n the firmware
memory of the embedded device.

15. The non-transitory computer-readable medium of
claiam 9, wherein the execution of the injected payload
performs a first checksum on portions of the firmware
memory region of the embedded device.

16. The non-transitory computer-readable medium of
claam 15, wherein the execution of the injected payload
verifles integrity of the code stored 1in the firmware memory
region of the embedded device by performing a second
checksum on the portions of the firmware memory region of
the embedded device and comparing the second checksum
with the first checksum.

% o *H % x



	Front Page
	Drawings
	Specification
	Claims

